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One fundamental question in database theory is the following: Given a Boolean conjunctive query 𝑄 , what is

the best complexity for computing the answer to 𝑄 in terms of the input database size 𝑁 ? When restricted

to the class of combinatorial algorithms, the best known complexity for any query 𝑄 is captured by the

submodular width of 𝑄 [3, 4, 17]. However, beyond combinatorial algorithms, certain queries are known

to admit faster algorithms that often involve a clever combination of fast matrix multiplication and data

partitioning. Nevertheless, there is no systematic way to derive and analyze the complexity of such algorithms

for arbitrary queries 𝑄 .

In this work, we introduce a general framework that captures the best complexity for answering any

Boolean conjunctive query𝑄 using matrix multiplication. Our framework unifies both combinatorial and non-

combinatorial techniques under the umbrella of information theory. It generalizes the notion of submodular

width to a new stronger notion called the 𝜔-submodular width that naturally incorporates the power of

fast matrix multiplication. We describe a matching algorithm that computes the answer to any query 𝑄 in

time corresponding to the 𝜔-submodular width of 𝑄 . We show that our framework recovers the best known

complexities for Boolean queries that have been studied in the literature, to the best of our knowledge, and

also discovers new algorithms for some classes of queries that improve upon the best known complexities.

CCS Concepts: • Theory of computation→ Database query processing and optimization (theory); •
Mathematics of computing→ Information theory; • Computing methodologies→ Linear algebra
algorithms.

Additional Key Words and Phrases: join algorithms; fast matrix multiplication; information theory; Shannon

inequalities

1 INTRODUCTION
We focus on the problem of answering a Boolean conjunctive query 𝑄 . In particular, we have

a set vars(𝑄) of variables (or attributes) and a set atoms(𝑄) of relations where each relation

𝑅(𝑿 ) ∈ atoms(𝑄) is over a variable set 𝑿 ⊆ vars(𝑄). In particular, each relation 𝑅(𝑿 ) is a list of
satisfying assignments to the variables 𝑿 , and the query𝑄 asks whether there exists an assignment

to all variables vars(𝑄) that simultaneously satisfies all relations in atoms(𝑄):

𝑄 () :-
∧

𝑅 (𝑿 ) ∈atoms(𝑄 )
𝑅(𝑿 ) (1)

We assume the query to be fixed, hence its size is a constant, and we measure the runtime in

terms of the total size of the input relations, denoted by 𝑁 , i.e., we use data complexity. For brevity,
throughout the paper, we refer to a Boolean conjunctive query as just “query”.

Using only combinatorial algorithms, the best known complexity for any query 𝑄 is given by

the submodular width [3, 4, 17]. However, when fast matrix multiplication is allowed, some isolated

queries admit faster algorithms, but there is no general framework to derive such algorithms for any

query. In this paper, we introduce such a framework that naturally unifies both combinatorial and

non-combinatorial techniques under the umbrella of information theory. In particular, we generalize

the submodular width to incorporate matrix multiplication and develop a matching algorithm. We

show that our general algorithm matches or improves upon the best known custom algorithms for

queries that have been studied in the literature.

1

ar
X

iv
:2

41
2.

06
18

9v
1 

 [
cs

.D
B

] 
 9

 D
ec

 2
02

4

HTTPS://ORCID.ORG/0000-0003-3894-6494
HTTPS://ORCID.ORG/0000-0002-7890-665X
HTTPS://ORCID.ORG/0000-0002-4144-0868


Mahmoud Abo-Khamis, Xiao Hu, & Dan Suciu

1.1 Background
1.1.1 Combinatorial Join Algorithms. We start with some background on combinatorial algorithms

for queries. When restricted to the class of combinatorial algorithms, there are only three basic

techniques that are sufficient to recover the best-known complexity over this class of algorithms

for any query 𝑄 :

• For-loops: Worst-case optimal join (WCOJ) algorithms [18, 19], like GenericJoin [20] or LeapFrog-

TrieJoin [22], can be viewed as a sequence of nested for-loops, each of which iterates over possible

assignments of one variable. For example, consider the Boolean triangle query:

𝑄△ () :- 𝑅(𝑋,𝑌 ) ∧ 𝑆 (𝑌, 𝑍 ) ∧𝑇 (𝑋,𝑍 ) (2)

One possible WCOJ algorithm consists of a for-loop over the intersection of 𝑋 -values from 𝑅 and

𝑇 , and for each such assignment, a for-loop over the intersection of 𝑌 -values from 𝑅 and 𝑆 , and

for each such assignment, a for-loop over the intersection of 𝑍 -values from 𝑆 and 𝑇 . This simple

algorithm gives a runtime of 𝑂 (𝑁 3/2) for this query and 𝑂 (𝑁 𝜌∗ (𝑄 ) ) in general, where 𝜌∗ (𝑄) is
the fractional edge cover number of 𝑄 , which is also an upper bound on the join size [7, 8, 15].

• Tree Decompositions (TDs): Sometimes, two nested loops can be (conditionally) independent of

one other. For example, consider the query:

𝑄△△ () :- 𝑅(𝑋,𝑌 ) ∧ 𝑆 (𝑌, 𝑍 ) ∧𝑇 (𝑋,𝑍 ) ∧ 𝑆 ′ (𝑌, 𝑍 ′) ∧𝑇 ′ (𝑋,𝑍 ′) (3)

We could solve it in time 𝑂 (𝑁 2) using 4 nested for-loops over 𝑋 , 𝑌 , 𝑍 , and 𝑍 ′
in order. However,

note that oncewe fix the values of𝑋 and𝑌 , the two inner loops over𝑍 and𝑍 ′
become independent,

hence can be unnested. One way to capture and utilize such conditional independence is using

the framework of tree decompositions, which are a form of query plans. In this example, we

could break down the query using a tree decomposition, or TD for short, consisting of two

“bags” (i.e. two subqueries in the query plan) where one bag corresponds to a triangle query

over {𝑋,𝑌, 𝑍 } while the other bag is a triangle query over {𝑋,𝑌, 𝑍 ′}, thus leading to a runtime

of 𝑂 (𝑁 3/2). Using TDs (alongside for-loops), we can answer any query 𝑄 in time 𝑂 (𝑁 fhtw(𝑄 ) )
where fhtw(𝑄) is the fractional hypertree width of 𝑄 [2, 15, 16].

• Data Partitioning: For-loops and TDs alone are not sufficient to unleash the full power of combi-

natorial join algorithms for all queries. Consider the following 4-cycle query:

𝑄□ () :- 𝑅(𝑋,𝑌 ) ∧ 𝑆 (𝑌, 𝑍 ) ∧𝑇 (𝑍,𝑊 ) ∧𝑈 (𝑊,𝑋 ) (4)

𝑄□ admits two TDs: one with two bags {𝑋,𝑌, 𝑍 } and {𝑍,𝑊 ,𝑋 }, while the other with two bags

{𝑌, 𝑍,𝑊 } and {𝑊,𝑋,𝑌 }. However, using either TD alone, we cannot achieve a runtime better

than 𝑂 (𝑁 2). On the other hand, if we partition the input relations carefully into multiple parts,

and select a proper TD for each part, we could achieve a runtime of 𝑂 (𝑁 3/2) [6]. Partitioning is

done based on the “degrees” of relations where we think of a (binary) relation like 𝑅(𝑋,𝑌 ) as a
bipartite graph, and compute degrees of vertices accordingly. Taking the partitioning approach

to the extreme
1
, the PANDA algorithm [3, 4] can solve any query 𝑄 in time �̃� (𝑁 subw(𝑄 ) ) where

subw(𝑄) is the submodular width of 𝑄 [17].
2

The submodular width is a single definition that combines the above three techniques, and

the corresponding PANDA algorithm achieves (up to a polylogarithmic factor) the best-known

complexity for any query 𝑄 over combinatorial algorithms. The submodular width and PANDA
have a deep connection to information theory. At a very high level, the submodular width of a

1
By that, we mean partitioning not just the input relations but also intermediate relations that result from the join of

(input or intermediate) relations. This “multi-level” partitioning can indeed lower the complexity further than one-level

partitioning, for some classes of queries.

2�̃� hides a polylogarithmic factor in 𝑁 .
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given query𝑄 can be thought of as aiming to capture the best complexity of answering𝑄 using the

following meta-algorithm: Think of (binary) input relations, like 𝑅(𝑋,𝑌 ) above, as bipartite graphs,
and partition each of them into (a polylogarithmic number of) parts that are almost “uniform”, i.e.

where all vertices within the same part have roughly the same degree. Now each part of the data

can be described by its combination of degrees, called “degree configuration”. For each degree

configuration, we pick the best TD, go over its bags, and solve the corresponding subqueries,

using for-loops.
3
Instead of reasoning about degree configurations directly, we model them as

edge-dominated polymatroids, or ED-polymatroids for short, which is an information-theoretic

concept. In particular, given a degree configuration, the corresponding polymatroid is roughly the

entropy of a certain probability distribution over the join of input relations having the given degree

configuration. (Formal Definition will be given in Sec. 3.) Using polymatroids as a proxy to degree

configurations allows us to transform a database problem into an information-theoretic problem.

To sum up, the submodular width has the following skeleton (the formal definition will be given

later):

subw(𝑄) def

= max

ED-polymatroid 𝒉︸          ︷︷          ︸
worst part

of the data

min

tree decomposition𝑇︸              ︷︷              ︸
best query plan

for this part

max

bag 𝐵 ∈ 𝑇︸  ︷︷  ︸
worst subquery

in the plan

ℎ(𝐵)︸︷︷︸
subquery cost

(using for-loops)

(5)

1.1.2 BeyondCombinatorial Join Algorithms. For certain queries, there are known non-combinatorial

algorithms with lower complexity than the best known combinatorial algorithms. In addition to

the three techniques mentioned above, these non-combinatorial algorithms typically involve a

fourth technique, which is matrix multiplication, or MM for short. For background, given two

𝑛 × 𝑛 matrices, there are algebraic algorithms that can multiply them in time 𝑜 (𝑛3). The matrix
multiplication exponent 𝜔 is the smallest exponent 𝛼 where this multiplication can be done in time

𝑂 (𝑛𝛼+𝑜 (1) ). It was first discovered by Strassen [21] that 𝜔 < 3, and to date, the best known upper

bound for 𝜔 is 2.371552 [23]. For certain queries, incorporating MM can lead to faster algorithms by

first partitioning the data based on degrees, and then for each part, we choose to either perform an

MM or use a traditional combinatorial algorithm (consisting of a TD and for-loops). Which choice

is better depends on the degree configuration of the part. For parts with low degrees, combinatorial

algorithms are typically better, while parts with high degrees tend to benefit from MM. The com-

plexities of such algorithms typically involve 𝜔 . For example, for the triangle query 𝑄△ , there is a

non-combinatorial algorithm with complexity 𝑂 (𝑁 2𝜔
𝜔+1 ) [6].4 However, such non-combinatorial

algorithms are only known for some isolated queries; see Table 1 for a summary of known results.

There is no general framework for answering any query 𝑄 using MM.

1.2 Our Contributions
In this paper, we make the following contributions: (Recall that a “query” refers to a Boolean

conjunctive query.)

• We introduce a generalization of the submodular width of a query 𝑄 , called the 𝜔-submodular
width of 𝑄 , and denoted by 𝜔-subw(𝑄), that naturally incorporates the power of matrix mul-

tiplication. The 𝜔-submodular width is always upper bounded by the submodular width, and

becomes identical when 𝜔 = 3.

3
Note that this algorithm uses the three techniques mentioned above in reverse order.

4
Note that for 𝜔 = 3, this complexity collapses back to𝑂 (𝑁 3/2 ) which is the same as the combinatorial algorithm.

3



Mahmoud Abo-Khamis, Xiao Hu, & Dan Suciu

Query Best Prior Algorithm Our Algorithm
Arbitrary query 𝑄 �̃� (𝑁 subw(𝑄 ) ) [3, 4] �̃� (𝑁𝜔-subw(𝑄 ) )

Triangle 𝑄△ (Eq. (2)) 𝑂

(
𝑁

2𝜔
𝜔+1

)
[5] same

4-Clique 𝑂

(
𝑁

𝜔+1
2

)
[9] same

5-Clique 𝑂

(
𝑁

𝜔
2 + 1

)
[9] same

𝑘-Clique (𝑘 ≥ 6) 𝑂

(
𝑁𝜔 ( 1

2
· ⌈ 𝑘

3
⌉, 1

2
· ⌈ 𝑘−1

3
⌉, 1

2
· ⌊ 𝑘

3
⌋ )
)
[13] �̃�

(
𝑁

1

2
· ⌈ 𝑘

3
⌉+ 1

2
· ⌈ 𝑘−1

3
⌉+ 1

2
· ⌊ 𝑘

3
⌋ · (𝜔−2)

)
(same for 𝜔 = 2)

4-Cycle 𝑄□ (Eq. (4)) �̃�

(
𝑁

4𝜔−1
2𝜔+1

)
[10, 24] same

𝑘-Cycle �̃�

(
𝑁 𝑐𝑘

)
[10, 24] �̃�

(
𝑁 𝑐

□
𝑘

)
(same for 𝜔 = 2)

𝑘-Pyramid (Eq. (31)) �̃�

(
𝑁 2− 1

𝑘

)
[3, 4] �̃�

(
𝑁

2− 2

𝜔 (𝑘−1)−𝑘+3
)

Table 1. A summary of prior results and the corresponding results obtained by our framework. 𝜔 (𝑎, 𝑏, 𝑐) is the
smallest exponent for multiplying two rectangular matrices of sizes 𝑛𝑎 · 𝑛𝑏 and 𝑛𝑏 · 𝑛𝑐 within 𝑂

(
𝑛𝜔 (𝑎,𝑏,𝑐 )

)
time. In contrast, 𝜔□ (𝑎, 𝑏, 𝑐) is the smallest upper bound on 𝜔 (𝑎, 𝑏, 𝑐) that is obtained through square matrix

multiplication. In particular, 𝜔□ (𝑎, 𝑏, 𝑐) def

= max{𝑎 + 𝑏 + (𝜔 − 2)𝑐, 𝑎 + (𝜔 − 2)𝑏 + 𝑐, (𝜔 − 2)𝑎 + 𝑏 + 𝑐}; see
Sec. 3. Obviously, 𝜔 (𝑎, 𝑏, 𝑐) ≤ 𝜔□ (𝑎, 𝑏, 𝑐). Moreover, this becomes an equality when 𝜔 = 2 or when 𝑎 =

𝑏 = 𝑐 ; see Sec. 3. The symbol 𝑐𝑘 is the best-known exponent for detecting cycles using rectangular matrix
multiplication [10, Theorem 1.3], while 𝑐□

𝑘
is the smallest upper bound on 𝑐𝑘 that is obtained through square

matrix multiplication; see Eq. (43) and (45). By definition, 𝑐𝑘 ≤ 𝑐□
𝑘
, and this becomes an equality when 𝜔 = 2.

Moreover, this is an equality when 𝑘 is odd as well as 𝑘 = 4 or 6; see [10].

• We introduce a general framework to compute any query 𝑄 in time �̃� (𝑁𝜔-subw(𝑄 ) ) for any ratio-

nal
5 𝜔 , where �̃� hides a polylogarithmic factor in 𝑁 . Our framework unifies known combinatorial

and non-combinatorial techniques under the umbrella of information theory.
• We show that for any query 𝑄 , our framework recovers the best known complexity for 𝑄 over

both combinatorial and non-combinatorial algorithms. See Table 1.

• We show that there are classes of queries where our framework discovers new algorithms with

strictly lower complexity than the best-known ones. See Table 1.

1.3 Paper Outline
In Section 2, we present a high-level overview of our framework and illustrate it using the triangle

query 𝑄△ . In Section 3, we give formal definitions for background concepts. We formally define

the 𝜔-submodular width in Section 4, and show how to compute it for several classes of queries in

Section 5. In Sections 6 and 7, we give an algorithm for computing the 𝜔-submodular for any query

𝑄 and an algorithm for computing the answer to any query 𝑄 in 𝜔-subdmodular width time, while

deferring some technical details to the appendix. We conclude in Section 8.

2 OVERVIEW
We give here a simplified overview of our framework. We start with how to generalize the subd-

modular width to incorporate MM, and to that end, we need to answer two basic questions:

5
When 𝜔 is not rational, we can take any rational upper bound.

4
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• Q1: How can we express the complexity of MM in terms of polymatroids?

• Q2: How can we develop a notion of query plans that naturally reconciles TDs with MM?

2.1 Q1: Translating MM complexity into polymatroids
Given a query 𝑄 of the form (1), a polymatroid is a function 𝒉 : 2

vars(𝑄 ) → R+ that satisfies

Shannon inequalities. By that, we mean 𝒉 is monotone (i.e. ℎ(𝑿 ) ≤ ℎ(𝒀 ) for all 𝑿 ⊆ 𝒀 ⊆ vars(𝑄)),
submodular (i.e. ℎ(𝑿 ) +ℎ(𝒀 ) ≥ ℎ(𝑿 ∪ 𝒀 ) +ℎ(𝑿 ∩ 𝒀 ) for all 𝑿 , 𝒀 ⊆ vars(𝑄)), and satisfies ℎ(∅) = 0.

A polymatroid is edge-dominated if ℎ(𝑿 ) ≤ 1 for all 𝑅(𝑿 ) ∈ atoms(𝑄). The subdmodular width,

given by Eq. (5), uses edge-dominated polymatroids as a proxy for the degree configurations of

different part of the data.

Throughout the paper, we assume that 𝜔 is a fixed constant within the range [2, 3]. Given two

rectangular matrices of dimensions 𝑛𝑎 ×𝑛𝑏 and 𝑛𝑏 ×𝑛𝑐 , we can multiply them by partitioning them

into square blocks of dimensions 𝑛𝑑 × 𝑛𝑑 where 𝑑
def

= min(𝑎, 𝑏, 𝑐) and then multiplying each pair of

blocks using square matrix multiplication in time 𝑛𝑑 ·𝜔 . This leads to an overall runtime of 𝑛𝜔
□ (𝑎,𝑏,𝑐 )

where 𝜔□ (𝑎, 𝑏, 𝑐) is defined below and 𝛾
def

= 𝜔 − 2: (Proof is in Sec. 3.)

𝜔□ (𝑎, 𝑏, 𝑐) def

= max{𝑎 + 𝑏 + 𝛾 · 𝑐, 𝑎 + 𝛾 · 𝑏 + 𝑐, 𝛾 · 𝑎 + 𝑏 + 𝑐} (6)

Now suppose we have two relations 𝑅(𝑋,𝑌 ) and 𝑆 (𝑌, 𝑍 ), and we want to compute 𝑃 (𝑋,𝑍 ) :-
𝑅(𝑋,𝑌 ) ∧ 𝑆 (𝑌, 𝑍 ), by viewing 𝑅 and 𝑆 as two matrices of dimensions 𝑛𝑎 × 𝑛𝑏 and 𝑛𝑏 × 𝑛𝑐 respec-
tively and multiplying them. In the polymatroid world, we can think of ℎ(𝑋 ), ℎ(𝑌 ), and ℎ(𝑍 ) as
representing 𝑎, 𝑏, and 𝑐 , respectively. Motivated by this, we define the following new information

measure:

MM(𝑋 ;𝑌 ;𝑍 ) def

= max(ℎ(𝑋 ) + ℎ(𝑌 ) + 𝛾ℎ(𝑍 ), ℎ(𝑋 ) + 𝛾ℎ(𝑌 ) + ℎ(𝑍 ), 𝛾ℎ(𝑋 ) + ℎ(𝑌 ) + ℎ(𝑍 )) (7)

And now, we can useMM(𝑋 ;𝑌 ;𝑍 ) to capture the complexity of the above MM, on log-scale. We

also extend theMM notation to allow treating multiple variables as a single dimension. For example,

given the query𝑄△△ from Eq. (3), we useMM(𝑋 ;𝑌 ;𝑍𝑍 ′) to refer to the cost of MM where we treat

𝑍 and 𝑍 ′
as a single dimension. In particular, we view 𝑅(𝑋,𝑌 ) as one matrix and 𝑆 (𝑌, 𝑍 ) ∧𝑆 ′ (𝑌, 𝑍 ′)

as another matrix, and multiply them to get 𝑃 (𝑋,𝑍, 𝑍 ′).

2.2 Q2:Query plans for MM
Variable Elimination [11, 12, 25, 26] is a language for expressing query plans that is known to be

equivalent to TDs [2] for combinatorial join algorithms. We show that variable elimination can

be naturally extended to incorporate MM in its query plans. For background, given a query 𝑄 ,

variable elimination refers to the process of picking an order 𝝈 of the variables vars(𝑄), known
as variable elimination order, or VEO for short, and then going through the variables in order and

“eliminating” them one-by-one. Eliminating a variable 𝑋 from a query 𝑄 means transforming 𝑄

into an equivalent query 𝑄 ′
that doesn’t contain 𝑋 , and this is done by removing all relations that

contain𝑋 and creating a new relation with all variables that co-occurred with𝑋 . (Formal Definition

will be given in Sec. 3.) For example, given the 4-cycle query 𝑄□ from Eq. (4), we can eliminate 𝑌

by computing a new relation 𝑃 (𝑋,𝑍 ) :- 𝑅(𝑋,𝑌 ) ∧ 𝑆 (𝑌, 𝑍 ) and now the remaining query becomes a

triangle query:

𝑄 ′
□ () :- 𝑃 (𝑋,𝑍 ) ∧𝑇 (𝑍,𝑊 ) ∧𝑈 (𝑊,𝑋 )

We use 𝑈 𝝈
𝑌

to refer to the set of variables involved in the subquery that eliminates 𝑌 , which is

{𝑋,𝑌, 𝑍 } in this example. Every VEO is equivalent to a TD, and vice versa [2]. In this example,

5
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any VEO that eliminates either 𝑌 or𝑊 first is equivalent to a TD with two bags {𝑋,𝑌, 𝑍 } and
{𝑍,𝑊 ,𝑋 }, whereas all remaining VEOs are equivalent to the other TD described before.

In the presence of MM, VEOs become more expressive. For example, the triangle query 𝑄△ has

only one trivial TD with a single bag {𝑋,𝑌, 𝑍 }. Now, suppose we have a VEO that eliminates 𝑌

first. There are two different ways to eliminate 𝑌 :

• Either compute the full join combinatorially using for-loops, and then project 𝑌 away. This

computation costs ℎ(𝑋𝑌𝑍 ) on log-scale.

• Or view𝑅(𝑋,𝑌 ) and 𝑆 (𝑌, 𝑍 ) asmatrices andmultiply them to get 𝑃 (𝑋,𝑍 ). This costsMM(𝑋 ;𝑌 ;𝑍 ).
Alternatively, we could have eliminated either 𝑋 or 𝑍 first. In this simple example, there is only a

single way to eliminate a variable, say 𝑌 , using MM, but in general, there could be several, and we

can choose the best of them. For example, in the query𝑄△△ from Eq. (3), 𝑌 occurs in three relations,

and we can arrange them into two matrices in different ways. One way is to join 𝑆 (𝑌, 𝑍 ) and
𝑆 ′ (𝑌, 𝑍 ′) into a single matrix 𝑆 ′′ (𝑌, 𝑍𝑍 ′) and multiply it with the matrix 𝑅(𝑋,𝑌 ) leading to a cost

ofMM(𝑋 ;𝑌 ;𝑍𝑍 ′). Alternatively, we could have obtained costsMM(𝑋𝑍 ;𝑌 ;𝑍 ′) orMM(𝑋𝑍 ′
;𝑌 ;𝑍 ),

and we will see later that there are even more options!
6
Given a VEO 𝝈 and a variable 𝑌 , we use

EMM𝝈
𝑌
to denote the minimum cost of eliminating 𝑌 using MM. In contrast, ℎ(𝑈 𝝈

𝑌
) is the cost of

eliminating 𝑌 using for-loops. For example, in 𝑄△ , EMM𝝈
𝑌
= MM(𝑋 ;𝑌 ;𝑍 ) and ℎ(𝑈 𝝈

𝑌
) = ℎ(𝑋𝑌𝑍 ),

whereas in𝑄△△ , EMM𝝈
𝑌
=min(MM(𝑋 ;𝑌 ;𝑍𝑍 ′),MM(𝑋𝑍 ;𝑌 ;𝑍 ′),MM(𝑋𝑍 ′

;𝑌 ;𝑍 ), . . .) andℎ(𝑈 𝝈
𝑌
) =

ℎ(𝑋𝑌𝑍𝑍 ′).

2.3 Defining the 𝜔-submodular width
Putting pieces together, we are now ready to define our notion of 𝜔-subdmodular width of a query

𝑄 . We take the maximum over all ED-polymatroids 𝒉, and for each polymatroid, we take the

minimum over all VEOs 𝝈 . For each 𝝈 , we take the maximum elimination cost over all variables 𝑋 ,

where the elimination cost of 𝑋 is the minimum over all possible ways to eliminate 𝑋 using either

for-loops or MM:

𝜔-subw(𝑄) def

= max

ED-polymatroid 𝒉︸          ︷︷          ︸
worst part

of the data

min

VEO 𝝈︸︷︷︸
best query plan

for this part

max

variable 𝑋︸   ︷︷   ︸
worst variable

elimination cost

min

(
ℎ(𝑈 𝝈

𝑋 )︸ ︷︷ ︸
cost of eliminating

𝑋 using for-loops

, EMM𝝈
𝑋︸  ︷︷  ︸

cost of eliminating

𝑋 using MM

)
(8)

To compare the above to the submodular width, we include below an alternative definition of the

submodular width that is equivalent to Eq. (5). The equivalence follows from the equivalence of

VEOs and TDs [2]:

subw(𝑄) def

= max

ED-polymatroid 𝒉︸          ︷︷          ︸
worst part

of the data

min

VEO 𝝈︸︷︷︸
best query plan

for this part

max

variable 𝑋︸   ︷︷   ︸
worst variable

elimination cost

ℎ(𝑈 𝝈
𝑋 )︸ ︷︷ ︸

cost of eliminating

𝑋 using for-loops

(9)

The only difference between Eq. (8) and Eq. (9) is the inclusion of EMM𝝈
𝑋
in the former. This shows

that 𝜔-subw(𝑄) is always upper bounded by subw(𝑄). We show later that they become identical

when 𝜔 = 3.

For example, 𝑄△ has 6 different VEOs. For a fixed VEO, the cost of eliminating the first variable

dominates the other two, thus we ignore the two. We have seen before that the cost of eliminating

6
In particular, later we will extend the notion ofMM to allow for group-by variables, and we will also generalize the concept
of VEOs to allow eliminating multiple variables at once.
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𝑌 is min(ℎ(𝑋𝑌𝑍 ),MM(𝑋 ;𝑌 ;𝑍 )), which also happens to be the cost of eliminating either 𝑋 or 𝑍 .7

Hence, the 𝜔-subdmodular width becomes:

𝜔-subw(𝑄△) = max

ED-polymatroid 𝒉
min

(
ℎ(𝑋𝑌𝑍 ),MM(𝑋 ;𝑌 ;𝑍 )

)
(10)

2.4 Computing the 𝜔-submodular width
Now that we have defined the 𝜔-submodular width, our next concern is how to compute it for a

given query 𝑄 . The 𝜔-submodular width is a deeply nested expression of min and max. (Recall

that EMM𝝈
𝑋
is a minimum of potentially many terms of the form MM(𝑋 ;𝑌 ;𝑍 ), each of which is a

maximum of three terms in Eq. (7).) To compute 𝜔-subw(𝑄), we first pull allmax operators outside

by distributing min over max
8
, and then swap the order of the max operators so that the max over

𝒉 is the inner most max. Applying this to Eq. (10), we get:

𝜔-subw(𝑄△) = max

(
max

ED-polymatroid 𝒉
min(ℎ(𝑋𝑌𝑍 ), ℎ(𝑋 ) + ℎ(𝑌 ) + 𝛾ℎ(𝑍 )),

max

ED-polymatroid 𝒉
min(ℎ(𝑋𝑌𝑍 ), ℎ(𝑋 ) + 𝛾ℎ(𝑌 ) + ℎ(𝑍 )),

max

ED-polymatroid 𝒉
min(ℎ(𝑋𝑌𝑍 ), 𝛾ℎ(𝑋 ) + ℎ(𝑌 ) + ℎ(𝑍 ))

)
(11)

Assume that 𝛾
def

= 𝜔 − 2 is fixed, and consider the first term inside the outermost max above. We

can turn this term into a linear program (LP) by introducing a new variable 𝑡 and replacing the

min operator with a max of 𝑡 subject to some upper bounds on 𝑡 :

max

𝑡 ∈R
ED-polymatroid 𝒉

{𝑡 | 𝑡 ≤ ℎ(𝑋𝑌𝑍 ), 𝑡 ≤ ℎ(𝑋 ) + ℎ(𝑌 ) + 𝛾ℎ(𝑍 )} (12)

Let opt denote the optimal objective value of the above LP. We will show that opt = 2𝜔
𝜔+1 . Since the

other two LPs are similar, it follows that 𝜔-subw(𝑄△) = 2𝜔
𝜔+1 .

First, we show that opt ≥ 2𝜔
𝜔+1 . To that end, consider the following polymatroid (where ℎ(∅) = 0):

ℎ(𝑋 ) = ℎ(𝑌 ) = ℎ(𝑍 ) = 2

𝜔 + 1

, ℎ(𝑋𝑌 ) = ℎ(𝑌𝑍 ) = ℎ(𝑋𝑍 ) = 1, ℎ(𝑋𝑌𝑍 ) = 2𝜔

𝜔 + 1

.

It can be verified that this is a valid polymatroid (for any 𝜔 ∈ [2, 3]), it is edge-dominated, and

forms a feasible (primal) solution to the LP (alongside 𝑡 = 2𝜔
𝜔+1 ), thus proving that opt ≥

2𝜔
𝜔+1 . In the

next section, we will show a feasible dual solution that proves opt ≤ 2𝜔
𝜔+1 .

2.5 Computing query answers in 𝜔-subdmodular width time
We now give a simplified overview of our algorithm for computing the answer to a query𝑄 in time

�̃� (𝑁𝜔-subw(𝑄 ) ) for any rational 𝜔 .9 We will use the triangle query 𝑄△ as an example. It should be

noted however that this simple example is not sufficient to reveal the major technical challenges of

designing the general algorithm. Many of these challenges are unique to matrix multiplication, and

are not encountered in the original PANDA algorithm [3, 4].

7
Note that MM(𝑋 ;𝑌 ;𝑍 ) is symmetric.

8
Note that min(𝑎,max(𝑏, 𝑐 ) ) = max(min(𝑎,𝑏 ),min(𝑎, 𝑐 ) )

9
If 𝜔 is not rational, then any rational upper bound works.
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A Shannon inequality is an inequality that holds over all polymatroids 𝒉. The following Shannon
inequality corresponds to a feasible dual solution to the LP from Eq. (12):

𝜔 ℎ(𝑋𝑌𝑍 )︸   ︷︷   ︸
≤

𝑡
(for-loop cost)

+ℎ(𝑋 ) + ℎ(𝑌 ) + 𝛾ℎ(𝑍 )︸                     ︷︷                     ︸
≤

𝑡
(one term of MM cost)

≤ 2 ℎ(𝑋𝑌 )︸ ︷︷ ︸≤

1

(𝑅 (𝑋,𝑌 ) )

+(𝜔 − 1) ℎ(𝑌𝑍 )︸ ︷︷ ︸≤
1

(𝑆 (𝑌,𝑍 ) )

+(𝜔 − 1) ℎ(𝑋𝑍 )︸ ︷︷ ︸≤

1

(𝑇 (𝑋,𝑍 ) )

(13)

In particular, the above is a Shannon inequality because it is a sum of the following submodularities:

ℎ(𝑋𝑌𝑍 ) + ℎ(𝑋 ) ≤ ℎ(𝑋𝑌 ) + ℎ(𝑋𝑍 )
ℎ(𝑋𝑌𝑍 ) + ℎ(𝑌 ) ≤ ℎ(𝑋𝑌 ) + ℎ(𝑌𝑍 )

𝛾ℎ(𝑋𝑌𝑍 ) + 𝛾ℎ(𝑍 ) ≤ 𝛾ℎ(𝑋𝑍 ) + 𝛾ℎ(𝑌𝑍 )
Since 𝒉 is edge-dominated, each term on the RHS of Eq. (13) is upper bounded by 1, hence the

RHS is ≤ 2𝜔 . On the other hand, by Eq. (12), the LHS is at least (𝜔 + 1)𝑡 . Therefore, Inequality (13)

implies 𝑡 ≤ 2𝜔
𝜔+1 , hence opt ≤

2𝜔
𝜔+1 . Each term on the RHS of Eq. (13) corresponds to one input

relation, whereas each group of terms on the LHS corresponds to the cost of solving a subquery

in the plan. In particular, the group ℎ(𝑋𝑌𝑍 ) corresponds to the cost of solving the query using

for-loops, whereas the group ℎ(𝑋 ) + ℎ(𝑌 ) + 𝛾ℎ(𝑍 ) corresponds to one of three terms that capture

the cost of solving the query using MM.

First, the algorithm constructs a proof sequence of the Shannon inequality (13), which is a step-

by-step proof of the inequality that transforms the RHS into the LHS. Figure 1 (left) shows the

proof sequence for Eq. (13). Then, the algorithm translates each proof step into a corresponding

database operation. In particular, initially each term on the RHS of Eq. (13) corresponds to an input

relation. Each time we apply a proof step replacing some terms on the RHS with some other terms,

we simultaneously apply a database operation replacing the corresponding relations with some

new relations. Figure 1 (right) shows the corresponding database operations, which together make

the algorithm for answering 𝑄△ . In this example, there are only two types of proof steps:

• Decomposition Step of the form ℎ(𝑋𝑌 ) → ℎ(𝑋 ) +ℎ(𝑌 |𝑋 ). Let 𝑅(𝑋,𝑌 ) be the relation correspond-

ing to ℎ(𝑋𝑌 ). The corresponding database operation is to partition 𝑅(𝑋,𝑌 ) into two parts based

on the degree of 𝑋 , i.e. the number of matching 𝑌 -values for a given 𝑋 . In particular, 𝑋 -values

with degree > Δ
def

= 𝑁
𝜔−1
𝜔+1 go into in the “heavy” part 𝑅ℎ (𝑋 ), whereas the remaining 𝑋 -values

(along with their matching 𝑌 -values) go into the “light” part 𝑅ℓ (𝑋,𝑌 ). Note that |𝑅ℎ | cannot
exceed 𝑁 /Δ = 𝑁

2

𝜔+1 .

• Submodularity Step10 of the form ℎ(𝑋𝑍 ) + ℎ(𝑌 |𝑋 ) → ℎ(𝑋𝑌𝑍 ). The corresponding database

operation is to join the two corresponding relations, 𝑇 (𝑋,𝑍 ) Z 𝑅ℓ (𝑋,𝑌 ). Since 𝑅ℓ is the light
part, this join takes time 𝑁 ·𝑁 𝜔−1

𝜔+1 = 𝑁
2𝜔
𝜔+1 , as desired. The same goes for the other submodularity

steps.

The three submodularity steps compute three relations 𝑄ℓ,1, 𝑄ℓ,2, 𝑄ℓ,3 covering triangles (𝑋,𝑌, 𝑍 )
where either 𝑋 , 𝑌 , or 𝑍 is light. We still need to account for triangles where all three are heavy.

For those, we use 𝑅ℎ (𝑋 ), 𝑆ℎ (𝑌 ), and 𝑇ℎ (𝑍 ) to from two matrices𝑀1 (𝑋,𝑌 ) and𝑀2 (𝑌, 𝑍 ), and then

multiply them to get𝑀 (𝑋,𝑍 ). Since |𝑅ℎ |, |𝑆ℎ |, |𝑇ℎ | ≤ 𝑁
2

𝜔+1 , this multiplication takes time 𝑁
2𝜔
𝜔+1 , as

desired. Finally, we join𝑀 (𝑋,𝑍 ) with 𝑇 (𝑋,𝑍 ) to get 𝑄ℎ (𝑋,𝑍 ). There exists a triangle if and only

if either one of 𝑄ℓ,1, 𝑄ℓ,2, 𝑄ℓ,3 or 𝑄ℎ is non-empty.
11

10
Note that ℎ (𝑋𝑍 ) + ℎ (𝑌 |𝑋 ) ≥ ℎ (𝑋𝑌𝑍 ) is just another form of the submodularity ℎ (𝑋𝑍 ) + ℎ (𝑋𝑌 ) ≥ ℎ (𝑋 ) + ℎ (𝑋𝑌𝑍 ) ,

hence the name.

11
Recall that inequality (13) comes from the optimal dual solution of the LP in Eq. (12), which comes from the first term (out

of three) inside the outer max in Eq. (11). There are two other Shannon inequalities that come from the other two terms. In
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Proof Sequence Algorithm

ℎ(𝑋𝑌 ) → ℎ(𝑋 ) + ℎ(𝑌 |𝑋 ) 𝑅(𝑋,𝑌 )
partition

−−−−−−→ 𝑅ℎ (𝑋 ), 𝑅ℓ (𝑋,𝑌 )
ℎ(𝑋𝑍 ) + ℎ(𝑌 |𝑋 ) → ℎ(𝑋𝑌𝑍 ) 𝑇 (𝑋,𝑍 ) Z 𝑅ℓ (𝑋,𝑌 ) → 𝑄ℓ,1 (𝑋,𝑌, 𝑍 )

ℎ(𝑌𝑍 ) → ℎ(𝑌 ) + ℎ(𝑍 |𝑌 ) 𝑆 (𝑌, 𝑍 )
partition

−−−−−−→ 𝑆ℎ (𝑌 ), 𝑆ℓ (𝑌, 𝑍 )
ℎ(𝑋𝑌 ) + ℎ(𝑍 |𝑌 ) → ℎ(𝑋𝑌𝑍 ) 𝑅(𝑋,𝑌 ) Z 𝑆ℓ (𝑌, 𝑍 ) → 𝑄ℓ,2 (𝑋,𝑌, 𝑍 )

𝛾ℎ(𝑋𝑍 ) → 𝛾ℎ(𝑍 ) + 𝛾ℎ(𝑋 |𝑍 ) 𝑇 (𝑋,𝑍 )
partition

−−−−−−→ 𝑇ℎ (𝑍 ),𝑇ℓ (𝑍,𝑋 )
𝛾ℎ(𝑌𝑍 ) + 𝛾ℎ(𝑋 |𝑍 ) → 𝛾ℎ(𝑋𝑌𝑍 ) 𝑆 (𝑌, 𝑍 ) Z 𝑇ℓ (𝑍,𝑋 ) → 𝑄ℓ,3 (𝑋,𝑌, 𝑍 )

𝑅ℎ (𝑋 ) Z 𝑆ℎ (𝑌 ) Z 𝑅(𝑋,𝑌 ) → 𝑀1 (𝑋,𝑌 )
𝑆ℎ (𝑌 ) Z 𝑇ℎ (𝑍 ) Z 𝑆 (𝑌, 𝑍 ) → 𝑀2 (𝑌, 𝑍 )
𝑀1 (𝑋,𝑌 ) ×𝑀2 (𝑌, 𝑍 )

MM−−−→ 𝑀 (𝑋,𝑍 )
𝑀 (𝑋,𝑍 ) Z 𝑇 (𝑋,𝑍 ) → 𝑄ℎ (𝑋,𝑍 )

Fig. 1. The proof sequence for the Shannon inequality (13) along with the corresponding algorithm for 𝑄△ .

3 PRELIMINARIES
In this section, we present the formal definitions and notations for various background concepts

that were introduced informally in the introduction.

Hypergraphs. A hypergraphH is a pairH = (V, E), where V is a set of vertices, and E ⊆ 2
V

is a set of hyperedges. Each hyperedge 𝒁 ∈ E is a subset of V . We typically use 𝑘 to denote the

number of vertices in V . Given a hypergraphH = (V, E) and a vertex 𝑋 ∈ V , we define:

• 𝜕H (𝑋 ) is the set of hyperedges that contain 𝑋 , i.e. 𝜕H (𝑋 ) def

= {𝒁 ∈ E | 𝑋 ∈ 𝒁 }.
• 𝑈H (𝑋 ) is the union of all hyperedges that contain 𝑋 , i.e.𝑈H (𝑋 ) def

=
⋃

𝒁 ∈𝜕H (𝑋 ) 𝒁 .

• 𝑁H (𝑋 ) is the set of neighbors of 𝑋 (excluding 𝑋 ), i.e. 𝑁H (𝑋 ) def

= 𝑈H (𝑋 ) \ {𝑋 }.
When H is clear from the context, we drop the subscript and simply write 𝜕(𝑋 ), 𝑈 (𝑋 ), and
𝑁 (𝑋 ). Given a query 𝑄 of the form (1), the hypergraph of 𝑄 is a hypergraph H = (V, E) where
V def

= vars(𝑄) and E def

= {𝒁 | 𝑅(𝒁 ) ∈ atoms(𝑄)}. We often use a query 𝑄 and its hypergraph H
interchangeably, e.g. in the contexts of tree decompositions, submodular width, etc.

Tree Decompositions. Given a hypergraph H = (V, E) (or a query 𝑄 whose hypergraph is H ), a

tree decomposition, or TD for short, is a pair (𝑇, 𝜒), where 𝑇 is a tree, and 𝜒 : nodes(𝑇 ) → 2
V
is a

map from the nodes of 𝑇 to subsets of V , that satisfies the following properties:

• For every hyperedge 𝒁 ∈ E, there is a node 𝑡 ∈ nodes(𝑇 ) such that 𝒁 ⊆ 𝜒 (𝑡).
• For every vertex 𝑋 ∈ V , the set {𝑡 ∈ nodes(𝑇 ) | 𝑋 ∈ 𝜒 (𝑡)} forms a connected sub-tree of 𝑇 .

Each set 𝜒 (𝑡) is called a bag of the tree decomposition. We use T (H) to denote the set of all tree

decompositions of H . A tree decomposition is called trivial if it consists of a single bag containing

all vertices. A tree decomposition (𝑇, 𝜒) is called redundant if it contains two different bags 𝑡1 ≠
𝑡2 ∈ nodes(𝑇 ) where 𝜒 (𝑡1) ⊆ 𝜒 (𝑡2). It is well-known that every redundant tree decomposition can

be converted into a non-redundant one by removing bags that are contained in other bags.

Variable Elimination. LetH = (V, E) be a hypergraph, 𝑘 def

= |V|, and 𝜋 (V) denote the set of all
permutations of V . Given a fixed permutation 𝝈 = (𝑋1, . . . , 𝑋𝑘 ) ∈ 𝜋 (V), we define a sequence of

this simple example, we are lucky enough since they lead to the same algorithm described above. In general, there is a fairly

complicated combinatorial argument to reason about many Shannon inequalities at once. See Sections E.5 and E.6.
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hypergraphsH𝝈
1
, . . . ,H𝝈

𝑘
, called an elimination hypergraph sequence, as follows:H𝝈

1

def

= H , and for

𝑖 = 1, ..., 𝑘 − 1, the hypergraphH𝝈
𝑖+1 = (V𝝈

𝑖+1, E𝝈
𝑖+1) is defined recursively in terms of the previous

hypergraph H𝝈
𝑖 = (V𝝈

𝑖 , E𝝈
𝑖 ) using:

V𝝈
𝑖+1

def

= V𝝈
𝑖 \ {𝑋𝑖 }, E𝝈

𝑖+1
def

= E𝝈
𝑖 \ 𝜕H𝝈

𝑖
(𝑋𝑖 ) ∪ {𝑁H𝝈

𝑖
(𝑋𝑖 )}.

In words,H𝝈
𝑖+1 results fromH𝝈

𝑖 by removing the vertex𝑋𝑖 and replacing all hyperedges that contain

𝑋𝑖 with a single hyperedge which is their union minus 𝑋𝑖 . We refer to the permutation 𝝈 as a

variable elimination order, or VEO for short. For convenience, we define 𝜕𝝈𝑖
def

= 𝜕H𝝈
𝑖
(𝑋𝑖 ) and also

define𝑈 𝝈
𝑖 , and 𝑁

𝝈
𝑖 analogously. Given a number 𝑘 , we use [𝑘] to denote the set {1, . . . , 𝑘}.

Proposition 3.1 (Eqivalence of TDs and VEOs [2]). GivenH = (V, E) where 𝑘 def

= |V|:
(1) For every TD (𝑇, 𝜒) ∈ T (H), there exists a VEO 𝝈 ∈ 𝜋 (V) that satisfies: for every 𝑖 ∈ [𝑘],

there exists a node 𝑡 ∈ nodes(𝑇 ) such that𝑈 𝝈
𝑖 ⊆ 𝜒 (𝑡).

(2) For every VEO 𝝈 ∈ 𝜋 (V), there exists a TD (𝑇, 𝜒) ∈ T (H) that satisfies: For every node
𝑡 ∈ nodes(𝑇 ), there exists 𝑖 ∈ [𝑘] such that 𝜒 (𝑡) ⊆ 𝑈 𝝈

𝑖 .

The Submodular Width. Given a set V , a function 𝒉 : 2
V → R+ is called a polymatroid if it

satisfies the following properties:

ℎ(𝑿 ) + ℎ(𝒀 ) ≥ ℎ(𝑿 ∪ 𝒀 ) + ℎ(𝑿 ∩ 𝒀 ) ∀𝑿 , 𝒀 ⊆ V (submodularity) (14)

ℎ(𝑿 ) ≤ ℎ(𝒀 ) ∀𝑿 ⊂ 𝒀 ⊆ V (monotonicity) (15)

ℎ(∅) = 0 (strictness) (16)

The above properties are also known as Shannon inequalities. We use ΓV to denote the set of all

polymatroids over V . When V is clear from the context, we drop V and simply write Γ. Given a

polymatroid 𝒉 and sets 𝑿 , 𝒀 ,𝒁 ⊆ V , we use 𝑿𝒀 as a shorthand for 𝑿 ∪ 𝒀 , and we define:

ℎ(𝒀 |𝑿 ) def

= ℎ(𝑿𝒀 ) − ℎ(𝑿 ) (17)

ℎ(𝒀 ;𝒁 |𝑿 ) def

= ℎ(𝑿𝒀 ) + ℎ(𝑿𝒁 ) − ℎ(𝑿 ) − ℎ(𝑿𝒀𝒁 ) (18)

Using the above notation, we can rewrite Eq. (15) as ℎ(𝒀 |𝑿 ) ≥ 0, and Eq. (14) as ℎ(𝑿 ; 𝒀 |𝑿 ∩ 𝒀 ) ≥ 0.

Given a hypergraph H = (V, E), a function 𝒉 : 2
V → R+ is called edge-dominated if it satisfies

ℎ(𝑿 ) ≤ 1 for all 𝑿 ∈ E. We use EDH to denote the set of all edge-dominated functions over H .

When H is clear from the context, we dropH and simply write ED.
Given a hypergraph H = (V, E), the submodular width [17] ofH is defined as follows:

subw(H) def

= max

𝒉∈Γ∩ED
min

(𝑇,𝜒 ) ∈T (H)
max

𝑡 ∈nodes(𝑇 )
ℎ(𝜒 (𝑡)) (19)

Based on Proposition 3.1 along with the fact that a polymatroid 𝒉 : 2
V → R+ is monotone (Eq. (15)),

we can equivalently define the submodular width using VEOs as follows:

subw(H) def

= max

𝒉∈Γ∩ED
min

𝝈 ∈𝜋 (V)
max

𝑖∈[𝑘 ]
ℎ(𝑈 𝝈

𝑖 ) (20)

Fast Matrix Multiplication. We show here how to multiply two rectangular matrices 𝐴 and 𝐵 of

dimensions 𝑛𝑎 × 𝑛𝑏 and 𝑛𝑏 × 𝑛𝑐 in the runtime 𝑛𝜔
□ (𝑎,𝑏,𝑐 )

, as defined by Eq. (6). Let 𝑑 = min(𝑎, 𝑏, 𝑐).
We partition 𝐴 into

𝑛𝑎

𝑛𝑑
× 𝑛𝑏

𝑛𝑑
blocks and 𝐵 into

𝑛𝑏

𝑛𝑑
× 𝑛𝑐

𝑛𝑑
blocks. Therefore, we have to perform

𝑛𝑎+𝑏+𝑐−3𝑑 block multiplications, each of which takes time 𝑂 (𝑛𝑑 ·𝜔 ). The overall complexity, on

(log𝑛)-scale, is 𝑎 + 𝑏 + 𝑐 − (3 − 𝜔)min(𝑎, 𝑏, 𝑐), which gives Eq. (6). When 𝜔 = 2, this algorithm for

rectangular matrix multiplication is already optimal because the complexity from Eq. (6) becomes

10
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linear in the sizes of the input and output matrices. However, when 𝜔 > 2, there could be faster

algorithms that are not based on square matrix multiplication; see e.g. [14]. We define 𝜔 (𝑎, 𝑏, 𝑐) as
the smallest exponent for multiplying two rectangular matrices of sizes 𝑛𝑎 × 𝑛𝑏 and 𝑛𝑏 × 𝑛𝑐 within
𝑂 (𝑛𝜔 (𝑎,𝑏,𝑐 ) ) time. Based on the above discussion, we have 𝜔 (𝑎, 𝑏, 𝑐) ≤ 𝜔□ (𝑎, 𝑏, 𝑐) and this becomes

an equality when 𝜔 = 2 or when 𝑎 = 𝑏 = 𝑐 .

4 THE 𝜔-SUBMODULARWIDTH: FORMAL DEFINITION
While Eq. (8) gives a high-level sketch of our definition of the 𝜔-submodular width, we aim here to

provide the full formal definition. To that end, we start with some auxiliary definitions.

4.1 Generalizing variable elimination orders
In the traditional submodular width (Eq. (9)), it was sufficient to consider variable elimination

orders that eliminate only one variable at a time. However once we allow using MM to eliminate

variables, there could be situations where eliminating multiple variables at once using a single MM

might be cheaper than eliminating the same set of variables one at a time using a sequence of MMs.

Motivated by this observation, our first task is to generalize the notion of a VEO and an elimination

hypergraph sequence to allow eliminating multiple variables at once.

First, we lift the definitions of 𝜕H (𝑋 ), 𝑈H (𝑋 ), and 𝑁H (𝑋 ) from a single variable 𝑋 to a set of

variables 𝑿 . Given a hypergraph H = (V, E) and a non-empty set of variables 𝑿 ⊆ V , we define

𝜕H (𝑿 ) as the set of hyperedges in H that overlap with 𝑿 :

𝜕H (𝑿 ) def

= {𝒁 ∈ E | 𝑿 ∩ 𝒁 ≠ ∅}, 𝑈H (𝑿 ) def

=
⋃

𝒁 ∈𝜕H (𝑿 )
𝒁 , 𝑁H (𝑿 ) def

= 𝑈H (𝑿 ) \ 𝑿 .

Definition 4.1 (Generalized Variable Elimination Order (GVEO)). Given a hypergraphH = (V, E),
let 𝜋 (V) denote the set of all ordered partitions ofV . Namely, each element 𝝈 ∈ 𝜋 (V) is a tuple
(𝑿1,𝑿2, . . . ,𝑿 |𝝈 | ) of non-empty and pairwise disjoint sets 𝑿1, . . . ,𝑿 |𝝈 | whose union isV . We refer

to each 𝝈 ∈ 𝜋 (V) as a generalized variable elimination order, or GVEO for short. Given 𝝈 ∈ 𝜋 (V),
we define a generalized elimination hypergraph sequenceH𝝈

1
, . . . ,H𝝈

|𝝈 | as follows:H
𝝈
1

def

= H , and

for 𝑖 = 1, ..., |𝝈 | − 1:

V𝝈
𝑖+1

def

= V𝝈
𝑖 \ 𝑿𝑖 , E𝝈

𝑖+1
def

= E𝝈
𝑖 \ 𝜕H𝝈

𝑖
(𝑿𝑖 ) ∪ {𝑁H𝝈

𝑖
(𝑿𝑖 )}.

We define 𝜕𝝈𝑖
def

= 𝜕H𝝈
𝑖
(𝑿𝑖 ), just like before, and the same goes for𝑈 𝝈

𝑖 and 𝑁 𝝈
𝑖 .

4.2 Expressing MM runtime using polymatroids
Wenowgive the formal definition of theMMexpression that generalizes the special caseMM(𝑋 ;𝑌 ;𝑍 )
that was given earlier in Eq. (6). Recall that 𝜔 is a constant in the range [2, 3] and 𝛾 def

= 𝜔 − 2.

Definition 4.2 (Matrix multiplication expression, MM). Let 𝒉 : 2
V → R+ be a polymatroid. Given

four pairwise disjoint subsets, 𝑿 , 𝒀 ,𝒁 , 𝑮 ⊆ V , we define the matrix multiplication expression
MM(𝑿 ; 𝒀 ;𝒁 |𝑮) as follows:

MM(𝑿 ; 𝒀 ;𝒁 |𝑮) def

= max

(
ℎ(𝑿 |𝑮) + ℎ(𝒀 |𝑮) + 𝛾ℎ(𝒁 |𝑮) + ℎ(𝑮),
ℎ(𝑿 |𝑮) + 𝛾ℎ(𝒀 |𝑮) + ℎ(𝒁 |𝑮) + ℎ(𝑮),
𝛾ℎ(𝑿 |𝑮) + ℎ(𝒀 |𝑮) + ℎ(𝒁 |𝑮) + ℎ(𝑮)

)
(21)

When 𝑮 is empty, we write MM(𝑿 ; 𝒀 ;𝒁 ) as a shorthand for MM(𝑿 ; 𝒀 ;𝒁 |∅).

11
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The following proposition intuitively says that the MM runtime is at least linear in the sizes of

the two input matrices and the output matrix.

Proposition 4.3. max(ℎ(𝑿𝒀𝑮), ℎ(𝒀𝒁𝑮), ℎ(𝑿𝒁𝑮)) ≤ MM(𝑿 ; 𝒀 ;𝒁 |𝑮)

Proof. ℎ(𝑿𝒀𝑮) ≤ ℎ(𝑿 |𝑮) + ℎ(𝒀 |𝑮) + ℎ(𝑮) ≤ ℎ(𝑿 |𝑮) + ℎ(𝒀 |𝑮) + 𝛾ℎ(𝒁 |𝑮) + ℎ(𝑮). □

Proposition 4.4. If 𝜔 = 3, then ℎ(𝑿𝒀𝒁𝑮) ≤ MM(𝑿 ; 𝒀 ;𝒁 |𝑮).

Proof. When 𝜔 = 3, ℎ(𝑿𝒀𝒁𝑮) ≤ ℎ(𝑿 |𝑮) + ℎ(𝒀 |𝑮) + ℎ(𝒁 |𝑮) + ℎ(𝑮) = MM(𝑿 ; 𝒀 ;𝒁 |𝑮). □

4.3 Variable elimination via matrix multiplication
Here we present the formal definition of the quantity EMM introduced earlier in Section 2.2, which

captures the cost of eliminating a variable (or set of variables) using matrix multiplication. Given a

hypergraph H = (V, E) and a set of vertices 𝑿 ⊆ V , we take the neighboring hyperedges 𝜕H (𝑿 )
of 𝑿 and assign them to two (potentially overlapping) sets of hyperedges A and B, each of which

will form a matrix in a matrix multiplication expression. Finally, we take the minimum expression

over all such assignments.

Definition 4.5 (Variable elimination expression via matrix multiplication, EMM). Let H = (V, E)
be a hypergraph and 𝒉 : 2

V → R+ be a polymatroid. Given a non-empty set of vertices 𝑿 ∈ V , we

define the variable elimination expression via matrix multiplication, denoted by EMMH (𝑿 ), as:

EMMH (𝑿 ) def

= min

{
MM

(
(𝑨 \ 𝑩) \ 𝑮 ; (𝑩 \𝑨) \ 𝑮 ; 𝑿 | 𝑮

)
|

∃A,B ⊆ 𝜕H (𝑿 ), A ∪ B = 𝜕H (𝑿 ), 𝑨 = ∪A, 𝑩 = ∪B,

𝑿 ⊆ 𝑨 ∩ 𝑩, (𝑨 ∩ 𝑩) \ 𝑿 ⊆ 𝑮 ⊆ (𝑨 ∪ 𝑩) \ 𝑿
}

(22)

We can simplify the above expression further by excluding trivial combinations where either

one of the two sets (𝑨 \ 𝑩) \ 𝑮 , or (𝑩 \𝑨) \ 𝑮 is empty.

Example 4.6. Consider the following hypergraph representing a 4-clique:

H = ({𝑋,𝑌, 𝑍,𝑊 }, {{𝑋,𝑌 }, {𝑋,𝑍 }, {𝑋,𝑊 }, {𝑌, 𝑍 }, {𝑌,𝑊 }, {𝑍,𝑊 }}) (23)

Here we have 𝜕H (𝑋 ) = {{𝑋,𝑌 }, {𝑋,𝑍 }, {𝑋,𝑊 }}, and there are 6 different and non-trivial ways to

assign them to A and B, resulting in 6 different MM expressions:

EMMH (𝑋 ) = min

(
MM(𝑌𝑍 ;𝑊 ;𝑋 ), MM(𝑌𝑊 ;𝑍 ;𝑋 ), MM(𝑍𝑊 ;𝑌 ;𝑋 ),
MM(𝑌 ;𝑍 ;𝑋 |𝑊 ), MM(𝑌 ;𝑊 ;𝑋 |𝑍 ), MM(𝑍 ;𝑊 ;𝑋 |𝑌 )

)
(24)

The first three expressions above correspond to caseswhereA andB are disjoint, while the last three

correspond to cases where A and B overlap. For example, the fourth expression MM(𝑌 ;𝑍 ;𝑋 |𝑊 )
results from taking A = {{𝑋,𝑌 }, {𝑋,𝑊 }}, B = {{𝑋,𝑍 }, {𝑋,𝑊 }}, and 𝑮 = {𝑊 }.

Let 𝝈 = (𝑿1, . . . ,𝑿 |𝝈 | ) be a generalized variable elimination order andH𝝈
1
, . . . ,H𝝈

|𝝈 | be the corre-

sponding generalized hypergraph sequence (Definition 4.1). We use EMM𝝈
𝑖 to denote EMMH𝝈

𝑖
(𝑿𝑖 ).

4.4 Putting pieces together
We now have all the components in place to formally define the 𝜔-submodular width.
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Definition 4.7 (𝜔-submodular width). Given a hypergraphH = (V, E), the 𝜔-submodular width
ofH , denoted by 𝜔-subw(H), is defined as follows:

𝜔-subw(H) def

= max

𝒉∈Γ∩ED
min

𝝈 ∈𝜋 (V)
max

𝑖∈[ |𝝈 | ]
min(ℎ(𝑈 𝝈

𝑖 ), EMM𝝈
𝑖 ) (25)

To compare the 𝜔-submodular width with the traditional submodular width, we include below a

definition of the submodular width that is equivalent to Eq. (20), except that it uses GVEOs:

Proposition 4.8. The following is an equivalent definition of the submodular width of H :

subw(H) def

= max

𝒉∈Γ∩ED
min

𝝈 ∈𝜋 (V)
max

𝑖∈[ |𝝈 | ]
ℎ(𝑈 𝝈

𝑖 ) (26)

Proposition 4.9. For any hypergraphH , 𝜔-subw(H) ≤ subw(H).

Proposition 4.10. If 𝜔 = 3, then for any hypergraph H , 𝜔-subw(H) = subw(H).

Proposition 4.9 holds by comparing Eq. (25) to (26). Proposition 4.10 holds because Proposition 4.4

implies that when 𝜔 = 3, ℎ(𝑈 𝝈
𝑖 ) ≤ EMM𝝈

𝑖 .

For the purpose of computing the𝜔-submodular width, we propose an equivalent form of Eq. (25)

that is easier to compute.

Proposition 4.11. The𝜔-submodular width of a hypergraph can be equivalently defined as follows:

𝜔-subw(H) def

= max

𝒉∈Γ∩ED
min

𝝈 ∈𝜋 (V)
max

𝑖∈[ |𝝈 | ]
∀ 𝑗<𝑖,𝑈 𝝈

𝑖
⊈𝑈 𝝈

𝑗

min(ℎ(𝑈 𝝈
𝑖 ), EMM𝝈

𝑖 ) (27)

The only difference between Eq. (27) and Eq. (25) is that max𝑖∈[ |𝝈 | ] is more restricted in Eq. (27).

In particular, we only need to consider 𝑖 where𝑈 𝝈
𝑖 is not contained in any previous𝑈 𝝈

𝑗 . For example,

given the hypergraph of the triangle query 𝑄△ from Eq. (2), Eq. (27) allows us to only consider the

first variable elimination step, thus simplifying the 𝜔-submodular width to become Eq. (10).

Example 4.12. Let’s take the 4-clique hypergraph from Eq. (23). By Proposition 4.11, for any

𝝈 ∈ 𝜋 (V), we only need to consider𝑈 𝝈
1
. Hence, the 𝜔-submodular width becomes:

𝜔-subw(H) = max

𝒉∈Γ∩ED
min

(
ℎ(𝑋𝑌𝑍𝑊 ), MM(𝑋𝑌 ;𝑍 ;𝑊 ), MM(𝑋𝑍 ;𝑌 ;𝑊 ),

MM(𝑋𝑊 ;𝑌 ;𝑍 ), MM(𝑌𝑍 ;𝑋 ;𝑊 ), MM(𝑌𝑊 ;𝑋 ;𝑍 ),
MM(𝑍𝑊 ;𝑋 ;𝑌 ), MM(𝑌 ;𝑍 ;𝑊 |𝑋 ), MM(𝑋 ;𝑍 ;𝑊 |𝑌 ),
MM(𝑋 ;𝑌 ;𝑊 |𝑍 ), MM(𝑋 ;𝑌 ;𝑍 |𝑊 )

)
(28)

5 THE 𝜔-SUBMODULARWIDTH FOR EXAMPLE QUERIES.
We show in Table 2 the 𝜔-submodular width for several classes of queries and compare it with

the submodular width for each of them. Proofs can be found in Appendix C. They use a variety

of techniques to obtain both upper and lower bounds on the 𝜔-submodular width. Below are the

hypergraphs for these query classes:

𝑘-Clique: H =
(
{𝑋1, 𝑋2, · · · , 𝑋𝑘 }, {{𝑋𝑖 , 𝑋 𝑗 } : 𝑖, 𝑗 ∈ [𝑘], 𝑖 ≠ 𝑗}

)
(29)

𝑘-Cycle: H = ({𝑋1, 𝑋2, · · · , 𝑋𝑘 }, {{𝑋𝑖 , 𝑋𝑖+1} : 𝑖 ∈ [𝑘 − 1]} ∪ {{𝑋𝑘 , 𝑋1}}) (30)

𝑘-Pyramid: H = ({𝑌,𝑋1, 𝑋2, · · · , 𝑋𝑘 }, {{𝑌,𝑋1, }, {𝑌,𝑋2}, · · · , {𝑌,𝑋𝑘 }, {𝑋1, 𝑋2, · · · , 𝑋𝑘 }}) (31)
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Queries Submodular Width 𝜔-Submodular Width

Triangle 𝑄△ (Eq.(2)) 1.5 2𝜔
𝜔+1 (Lemma C.5)

4-Clique 2
𝜔+1
2

(Lemma C.6)

5-Clique 2.5 𝜔
2
+ 1 (Lemma C.7)

𝑘-Clique (Eq. (29)) 𝑘
2

1

2
· ⌈𝑘

3
⌉ + 1

2
· ⌈𝑘−1

3
⌉ + 1

2
· ⌊ 𝑘

3
⌋ · (𝜔 − 2)

(Lemma C.8)

4-Cycle 𝑄□ (Eq.(4)) 1.5 2 − 3

2·min{𝜔, 5
2
}+1 (Lemma C.9)

𝑘-Cycle (Eq. (30)) 2 − 1

⌈𝑘/2⌉ ≤ 𝑐□
𝑘
(Lemma C.10)

3-Pyramid
5

3
2 − 1

𝜔
(Lemma C.13)

𝑘-Pyramid (Eq. (31)) 2 − 1

𝑘
≤ 2 − 2

𝜔 · (𝑘−1)−𝑘+3 (Lemma C.14)

Table 2. Comparison of the submodular with and 𝜔-submodular width on example queries. Entries marked
with “≤” are upper bounds, while the rest are exact values. The symbol 𝑐𝑘 is the best-known exponent for
detecting cycles using rectangular matrix multiplication [10, Theorem 1.3], while 𝑐□

𝑘
is the smallest upper

bound on 𝑐𝑘 that is obtained through square matrix multiplication; see Eq. (43) and (45).

6 ALGORITHM FOR COMPUTING THE 𝜔-SUBMODULARWIDTH
We present in this section a mechanical algorithm for computing the value of the 𝜔-submodular

width for any given hypergraph. This algorithm is a crucial component in our algorithm for

computing the answer to a query 𝑄 in 𝜔-submodular width time, as we will see in Section 7. Using

Eq. (27) alone, it is not immediately clear how to compute the 𝜔-submodular width of a hypergraph

H because the outer max𝒉∈Γ∩ED ranges over an infinite set. Nevertheless, every other max and

min in Eq. (27) ranges over a finite set whose cardinality only depends on H . Note that by Eq. (22),

EMM𝝈
𝑖 is a minimum of a collection of terms, each of which has the fromMM(𝑿 ; 𝒀 ;𝒁 |𝑮). Note

also that each term MM(𝑿 ; 𝒀 ;𝒁 |𝑮) is by itself a maximum of 3 terms, as described by Eq. (21).

In order to compute the 𝜔-submodular width, the first step is to distribute every min over max

in Eq. (27), thus pulling all max operators to the top level. To formally describe this distribution,

we need some notation. Given an expression 𝑒 which is either a minimum or a maximum of a

collection of terms, we use args(𝑒) to denote the collection of terms over which the minimum

or maximum is taken. Let 𝑘 be the number of vertices in H . Let 𝑓 : 𝜋 (V) → [𝑘] be a function
that maps every generalized variable elimination order 𝝈 ∈ 𝜋 (V) to a number 𝑖 between 1 and

|𝝈 | that satisfies 𝑈 𝝈
𝑖 ⊈ 𝑈

𝝈
𝑗 for all 𝑗 ∈ [𝑖 − 1]. (Note that |𝝈 | ≤ 𝑘 for every 𝝈 .) Let F be the set

of all such functions 𝑓 . For a fixed function 𝑓 ∈ F , let 𝑔𝑓 be a function that maps every pair

(𝝈 ,MM(𝑿 ; 𝒀 ;𝒁 |𝑮)) where 𝝈 ∈ 𝜋 (V) and MM(𝑿 ; 𝒀 ;𝒁 |𝑮) is a term in args(EMM𝝈
𝑓 (𝝈 ) ) to one of

the three terms in args(MM(𝑿 ; 𝒀 ;𝒁 |𝑮)) from Eq. (21). Let G𝑓 be the set of all such functions 𝑔𝑓
for a fixed 𝑓 . Then, by distributing the min over the max in Eq. (27), we get:

𝜔-subw(H)
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def

= max

𝒉∈Γ∩ED
min

𝝈 ∈𝜋 (V)
max

𝑖∈[ |𝝈 | ]
∀ 𝑗<𝑖,𝑈 𝝈

𝑖
⊈𝑈 𝝈

𝑗

min(ℎ(𝑈 𝝈
𝑖 ), EMM𝝈

𝑖 )

= max

𝒉∈Γ∩ED
max

𝑓 ∈F
min

𝝈 ∈𝜋 (V)
min

(
ℎ(𝑈 𝝈

𝑓 (𝝈 ) ), EMM𝝈
𝑓 (𝝈 )

)
= max

𝒉∈Γ∩ED
max

𝑓 ∈F
min

𝝈 ∈𝜋 (V)
min

©«ℎ(𝑈 𝝈
𝑓 (𝝈 ) ), min

MM(𝑿 ;𝒀 ;𝒁 |𝑮 ) ∈args
(
EMM𝝈

𝑓 (𝝈 )

) MM(𝑿 ; 𝒀 ;𝒁 |𝑮)ª®¬
= max

𝒉∈Γ∩ED
max

𝑓 ∈F
min

𝝈 ∈𝜋 (V)
min

©«ℎ(𝑈 𝝈
𝑓 (𝝈 ) ), min

MM(𝑿 ;𝒀 ;𝒁 |𝑮 ) ∈args
(
EMM𝝈

𝑓 (𝝈 )

) max

𝑒∈args(MM(𝑿 ;𝒀 ;𝒁 |𝑮 ) )
𝑒
ª®¬

= max

𝒉∈Γ∩ED
max

𝑓 ∈F
max

𝑔𝑓 ∈G𝑓
min

𝝈 ∈𝜋 (V)
min

©«ℎ(𝑈 𝝈
𝑓 (𝝈 ) ), min

MM(𝑿 ;𝒀 ;𝒁 |𝑮 ) ∈args
(
EMM𝝈

𝑓 (𝝈 )

) 𝑔𝑓 (𝝈 ,MM(𝑿 ; 𝒀 ;𝒁 |𝑮))ª®¬
= max

𝑓 ∈F
max

𝑔𝑓 ∈G𝑓

max

𝒉∈Γ∩ED
min

𝝈 ∈𝜋 (V)
min

©«ℎ(𝑈 𝝈
𝑓 (𝝈 ) ), min

MM(𝑿 ;𝒀 ;𝒁 |𝑮 ) ∈args
(
EMM𝝈

𝑓 (𝝈 )

) 𝑔𝑓 (𝝈 ,MM(𝑿 ; 𝒀 ;𝒁 |𝑮))ª®¬︸                                                                                                               ︷︷                                                                                                               ︸
Equivalent to an LP

(32)

The above expression can be rewritten into the following form:

𝜔-subw(H) = max

𝑖∈[I]

max

𝒉∈Γ∩ED
min

(
min

ℓ∈[𝐿𝑖 ]
ℎ(𝑼𝑖ℓ ), min

𝑗∈[ 𝐽𝑖 ]
ℎ(𝑿𝑖 𝑗 |𝑮𝑖 𝑗 ) + ℎ(𝒀𝑖 𝑗 |𝑮𝑖 𝑗 ) + 𝛾ℎ(𝒁𝑖 𝑗 |𝑮𝑖 𝑗 ) + ℎ(𝑮𝑖 𝑗 )

)
︸                                                                                                          ︷︷                                                                                                          ︸

Equivalent to LP (49) assuming 𝛾 is fixed

(33)

For a fixed 𝑖 ∈ [I], the inner expression is equivalent to an LP. See Appendix D for more details.

7 ALGORITHM FOR ANSWERING QUERIES IN 𝜔-SUBMODULARWIDTH TIME
We show below our main result about evaluating a Boolean conjunctive query of the form (1) in

𝜔-submodular width time. The theorem assumes that𝜔 is a rational number, but can still be applied

to the case where 𝜔 is irrational by taking any rational upper bound on 𝜔 . The runtime is measured

in terms of 𝑁 , which is the size of the input database instance, i.e., 𝑁
def

=
∑
𝑅 (𝒁 ) ∈atoms(𝑄 ) |𝑅 |. The

�̃�-notation hides a polylogarithmic factor in 𝑁 .

Theorem 7.1. Assuming that 𝜔 is a rational number, given a Boolean conjunctive query 𝑄 and a
corresponding input database instance 𝐷 , there is an algorithm that computes the answer to 𝑄 in time
�̃� (𝑁𝜔-subw(𝑄 ) ), where 𝑁 is the size of 𝐷 .

The proof is quite involved and requires developing a series of technical tools. It also relies on the

algorithm for computing the 𝜔-submodular width of a hypergraph, which was given in Section 6.

The full proof can be found in Appendix E.

8 CONCLUSION
We proposed a general framework for evaluating Boolean conjunctive queries that naturally

subsumes both combinatorial and non-combinatorial techniques under the umbrella of information
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theory. Our framework generalizes the notion of submodular width by incorporating matrix

multiplication, and provides a matching algorithm for evaluating queries in the corresponding time

complexity. Using this framework, we show how to recover the best known complexity for various

classes of queries as well as improve the complexity for some of them.

Our framework can be straightforwardly extended from Boolean conjunctive queries to count

queries and more generally to aggregate queries over any semiring, albeit without free variables. In
particular, in the combinatorial world, the transition from Boolean to aggregate queries is done by

adapting the submodular width to become the Sharp-submodular width [1]. The latter is a variant

of the submodular width that is obtained by relaxing the notion of polymatroids. In the presence of

matrix multiplication, a similar transition from Boolean to aggregate queries is possible by adapting

the 𝜔-submodular width to become the Sharp-𝜔-submodular width.
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A MISSING DETAILS FROM SECTION 3
In this appendix, we provide further examples and details that are related to Section 3.

A.1 Hypergraphs
Example A.1 (𝜕H (𝑋 ), 𝑈H (𝑋 ) and 𝑁H (𝑋 )). Consider a hypergraph H = (V, E) with vertices

V = {𝐴, 𝐵,𝐶, 𝐷, 𝐸} and hyperedges E = {{𝐴, 𝐵,𝐶}, {𝐴, 𝐵, 𝐷}, {𝐶, 𝐷, 𝐸}}. Then:
𝜕(𝐴) = {{𝐴, 𝐵,𝐶}, {𝐴, 𝐵, 𝐷}}, 𝑈 (𝐴) = {𝐴, 𝐵,𝐶, 𝐷}, 𝑁 (𝐴) = {𝐵,𝐶, 𝐷}.

A.2 Tree Decompositions
Example A.2 (Tree Decompositions of a Hypergraph). Consider the following hypergraphH =

(V, E) that represents a 4-cycle:
V = {𝐴, 𝐵,𝐶, 𝐷}, E = {{𝐴, 𝐵}, {𝐵,𝐶}, {𝐶, 𝐷}, {𝐷,𝐴}} (34)

This hypergraph has the following two (non-trivial and non-redundant) tree decompositions:

• A tree decomposition (𝑇1, 𝜒1) with two nodes 𝑡11 and 𝑡12 corresponding to two bags, 𝜒1 (𝑡11) =
{𝐴, 𝐵,𝐶} and 𝜒1 (𝑡12) = {𝐶, 𝐷,𝐴}.

• A tree decomposition (𝑇2, 𝜒2) with two nodes 𝑡21 and 𝑡22 corresponding to two bags, 𝜒2 (𝑡21) =
{𝐵,𝐶, 𝐷} and 𝜒2 (𝑡22) = {𝐷,𝐴, 𝐵}.

A.3 Variable Elimination
Example A.3 (Elimination Hypergraph Sequence). Consider the 4-cycle hypergraph H from

Example A.2 and the variable elimination order 𝝈1 = (𝐵,𝐶, 𝐷,𝐴). This elimination order results in

the following sequence of hypergraphs:

H𝝈1

1
= ({𝐴, 𝐵,𝐶, 𝐷}, {{𝐴, 𝐵}, {𝐵,𝐶}, {𝐶, 𝐷}, {𝐷,𝐴}})

H𝝈1

2
= ({𝐴,𝐶, 𝐷}, {{𝐴,𝐶}, {𝐶, 𝐷}, {𝐷,𝐴}})

H𝝈1

3
= ({𝐴, 𝐷}, {{𝐷,𝐴}})
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H𝝈1

4
= ({𝐴}, {{𝐴}})

In contrast, the order 𝝈2 = (𝐴, 𝐵,𝐶, 𝐷) results in the following sequence:

H𝝈2

1
= ({𝐴, 𝐵,𝐶, 𝐷}, {{𝐴, 𝐵}, {𝐵,𝐶}, {𝐶, 𝐷}, {𝐷,𝐴}})

H𝝈2

2
= ({𝐵,𝐶, 𝐷}, {{𝐷, 𝐵}, {𝐵,𝐶}, {𝐶, 𝐷}})

H𝝈2

3
= ({𝐶, 𝐷}, {{𝐶, 𝐷}})

H𝝈2

4
= ({𝐷}, {{𝐷}})

Example A.4 (Equivalence of Tree Decompositions and Variable Elimination Orders). Continuing
with Example A.3, consider the 4-cycle hypergraph in Eq. (34). The variable elimination order

𝝈1 = (𝐵,𝐶, 𝐷,𝐴) results in:
𝑈

𝝈1

1
= {𝐴, 𝐵,𝐶}, 𝑈

𝝈1

2
= {𝐶, 𝐷,𝐴}, 𝑈

𝝈1

3
= {𝐷,𝐴}, 𝑈

𝝈1

4
= {𝐴}.

Note that 𝝈1 “subsumes” the tree decomposition (𝑇1, 𝜒1) from Example A.2, in the sense that the

pair ((𝑇1, 𝜒1),𝝈1) satisfies part 1 of Proposition 3.1. Also, (𝑇1, 𝜒1) “subsumes” 𝝈1 in the sense that

the pair ((𝑇1, 𝜒1),𝝈1) satisfies part 2 of Proposition 3.1.

In contrast, the variable order 𝝈2 = (𝐴, 𝐵,𝐶, 𝐷) results in:
𝑈

𝝈2

1
= {𝐷,𝐴, 𝐵}, 𝑈

𝝈2

2
= {𝐵,𝐶, 𝐷}, 𝑈

𝝈2

3
= {𝐶, 𝐷}, 𝑈

𝝈2

4
= {𝐷}.

In particular, 𝝈2 above subsumes and is subsumed by the tree decomposition (𝑇2, 𝜒2).

A.4 The Submodular Width
We summarize here how to compute the submodular width of a given hypergraphH = (V, E), as de-
fined in Eq. (19). To that end, we need to apply a couple of tricks. Let T (H) = {(𝑇1, 𝜒1), (𝑇2, 𝜒2), . . . ,
(𝑇𝐾 , 𝜒𝐾 )} be the list of all tree decompositions of H . Let 𝒕 = (𝑡1, 𝑡2, . . . , 𝑡𝐾 ) ∈ nodes(𝑇1) × . . . ×
nodes(𝑇𝐾 ) denote a tuple of nodes, one from each tree decomposition. (Note that 𝑡1, . . . , 𝑡𝐾 are not
nodes from the same tree decomposition.) By distributing

12
the min over the max in Eq. (19), we

can equivalently write (where [𝐾] denotes {1, . . . , 𝐾}):

subw(H) def

= max

𝒉∈Γ∩ED
min

(𝑇,𝜒 ) ∈T (H)
max

𝑡 ∈nodes(𝑇 )
ℎ(𝜒 (𝑡))

= max

𝒉∈Γ∩ED
max

(𝑡1,...,𝑡𝐾 ) ∈
nodes(𝑇1 )×...×nodes(𝑇𝐾 )

min

𝑖∈[𝐾 ]
ℎ(𝜒𝑖 (𝑡𝑖 )) (35)

= max

(𝑡1,...,𝑡𝐾 ) ∈
nodes(𝑇1 )×...×nodes(𝑇𝐾 )

max

𝒉∈Γ∩ED
min

𝑖∈[𝐾 ]
ℎ(𝜒𝑖 (𝑡𝑖 ))︸                            ︷︷                            ︸

Equivalent to LP (38)

(36)

Eq. (36) follows by swapping the two max operators in Eq. (35). Now for a fixed tuple (𝑡1, . . . , 𝑡𝐾 ),
consider the inner optimization problem:

max

𝒉∈Γ∩ED
min

𝑖∈[𝐾 ]
ℎ(𝜒𝑖 (𝑡𝑖 )) (37)

Although the constraints 𝒉 ∈ Γ∩ED are linear, Eq. (37) is still not a linear program (LP) because the

objective is a minimum of linear functions. However, we can convert (37) into an LP by introducing

a new variable𝑤 that is upper bounded by each term in the minimum:

max

𝑤,𝒉∈Γ∩ED
{𝑤 | 𝑤 ≤ ℎ(𝜒1 (𝑡1)), . . . ,𝑤 ≤ ℎ(𝜒𝐾 (𝑡𝐾 ))} (38)

12
Note that (R,max,min) is a commutative semiring.
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As a result, computing the submodular width can be reduced to taking the maximum solution of a

finite number of LPs, one for each tuple (𝑡1, . . . , 𝑡𝐾 ) ∈ nodes(𝑇1) × . . . × nodes(𝑇𝐾 ).

Example A.5. Consider the 4-cycle hypergraph from Example A.2. The submodular width of this

hypergraph can be computed by considering the two tree decompositions (𝑇1, 𝜒1) and (𝑇2, 𝜒2) from
Example A.2. Applying Eq. (19), we get:

subw(H) = max

𝒉∈Γ∩ED
min(max(ℎ(𝐴𝐵𝐶), ℎ(𝐶𝐷𝐴)),max(ℎ(𝐵𝐶𝐷), ℎ(𝐷𝐴𝐵)))

By distributing the min over the inner max and then swapping the two max operators, we get:

subw(H) = max

(
max

𝒉∈Γ∩ED
min(ℎ(𝐴𝐵𝐶), ℎ(𝐵𝐶𝐷)), max

𝒉∈Γ∩ED
min(ℎ(𝐴𝐵𝐶), ℎ(𝐷𝐴𝐵)),

max

𝒉∈Γ∩ED
min(ℎ(𝐶𝐷𝐴), ℎ(𝐵𝐶𝐷)), max

𝒉∈Γ∩ED
min(ℎ(𝐶𝐷𝐴), ℎ(𝐷𝐴𝐵))

)
Let’s take the first term inside the max as an examplemax𝒉∈Γ∩ED min(ℎ(𝐴𝐵𝐶), ℎ(𝐵𝐶𝐷)). This term
is equivalent to the following LP:

max

𝑤,𝒉∈Γ∩ED
{𝑤 | 𝑤 ≤ ℎ(𝐴𝐵𝐶),𝑤 ≤ ℎ(𝐵𝐶𝐷)}

The above LP has an optimal objective value of 3/2. The other three terms inside the max are

similar. Therefore, the submodular width of the 4-cycle hypergraph is 3/2.

B MISSING DETAILS FROM SECTION 4
This appendix presents missing proofs from Section 4.

Proposition 4.8. The following is an equivalent definition of the submodular width of H :

subw(H) def

= max

𝒉∈Γ∩ED
min

𝝈 ∈𝜋 (V)
max

𝑖∈[ |𝝈 | ]
ℎ(𝑈 𝝈

𝑖 )

Proof. The above definition is obviously upper bounded by Eq. (20) since 𝜋 (V) is a superset
of 𝜋 (V). In order to show the opposite direction, consider an arbitrary 𝝈 = (𝑿1, . . . ,𝑿 |𝝈 | ) ∈
𝜋 (V). Consider the non-negative quantity 𝜑 ( |𝝈 |) def

=
∑
𝑖∈[ |𝝈 | ] ( |𝑿𝑖 | − 1). As long as 𝝈 contains

some 𝑿𝑖 whose size it at least 2, this quantity will be positive, and we will construct another

generalized variable elimination order 𝝈 ′
that reduces this quantity and where every 𝑈 𝝈 ′

𝑗 is a

subset of some 𝑈 𝝈
𝑖 . WLOG assume that |𝑿1 | > 1. Let 𝑌 be an arbitrary element of 𝑿1, and define

𝝈 ′ = ({𝑌 },𝑿 \ {𝑌 },𝑿2, . . . ,𝑿 |𝝈 | ). Clearly, both 𝑈 𝝈 ′
1

and 𝑈 𝝈 ′
2

are subsets of𝑈 𝝈
1
. Moreover,H𝝈 ′

3
is

identical to H𝝈
2
, hence by induction, every𝑈 𝝈 ′

𝑗 is a subset of some𝑈 𝝈
𝑖 . □

Proposition 4.11. The𝜔-submodular width of a hypergraph can be equivalently defined as follows:

𝜔-subw(H) def

= max

𝒉∈Γ∩ED
min

𝝈 ∈𝜋 (V)
max

𝑖∈[ |𝝈 | ]
∀ 𝑗<𝑖,𝑈 𝝈

𝑖
⊈𝑈 𝝈

𝑗

min(ℎ(𝑈 𝝈
𝑖 ), EMM𝝈

𝑖 )

Proof. Consider an arbitrary polymatroid 𝒉 ∈ Γ ∩ ED and a generalized elimination order

𝝈 ∈ 𝜋 (V). It suffices to show that for any pair ( 𝑗, 𝑖) where 𝑗 < 𝑖 and 𝑈 𝝈
𝑖 ⊆ 𝑈 𝝈

𝑗 , we must have

ℎ(𝑈 𝝈
𝑖 ) ≤ min

{
ℎ(𝑈 𝝈

𝑗 ), EMM𝝈
𝑗

}
. In this case, we further notice that 𝑿 𝑗 ∩𝑈 𝝈

𝑖 = ∅ since 𝑗 < 𝑖 hence

the variables𝑿 𝑗 must have been eliminated before𝑈 𝝈
𝑖 was created. This implies that𝑈 𝝈

𝑖 ⊆ 𝑈 𝝈
𝑗 \𝑿 𝑗 .
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By the monotonicity of 𝒉 (Eq. (15)), ℎ(𝑈 𝝈
𝑖 ) ≤ ℎ(𝑈 𝝈

𝑗 \ 𝑿 𝑗 ) ≤ ℎ(𝑈 𝝈
𝑗 ). Moreover, by Proposition 4.3,

we have ℎ(𝑈 𝝈
𝑗 \ 𝑿 𝑗 ) ≤ EMM𝝈

𝑗 . □

C MISSING DETAILS FROM SECTION 5
We show here how to compute the 𝜔-submodular width for the classes of queries that are given by

Table 2 in Section 5. We start with some preliminaries:

Definition C.1 (Fractional Edge Covering Number). For a hypergraphH = (V, E), a fractional edge
covering is a function𝑊 : E → [0, 1] such that

∑
𝑒∈E:𝑋 ∈𝑒𝑊 (𝑒) ≥ 1 holds for each vertex 𝑋 ∈ V .

The fractional edge covering number ofH , denoted as 𝜌∗ (H), is defined as the minimum weight

assigned to hyperedges over all possible fractional edge covering, i.e., 𝜌∗ (H) = min𝑊

∑
𝑒∈E𝑊 (𝑒).

Proposition C.2. In any hypergraph H = (V, E), for any polymatroid 𝒉 ∈ Γ ∩ ED, ℎ(V) ≤
𝜌∗ (H).

C.1 Clique Hypergraphs
Proposition C.3. In a 𝑘-clique hypergraph H = ({𝑋1, 𝑋2, · · · , 𝑋𝑘 }, {{𝑋𝑖 , 𝑋 𝑗 } : 𝑖, 𝑗 ∈ [𝑘], 𝑖 ≠ 𝑗}),

for any generalized elimination ordering 𝝈 ∈ 𝜋 (V) and any 𝑖 ∈ [𝝈],𝑈 𝝈
𝑖 ⊆ V = 𝑈 𝝈

1
.

From Proposition C.3 and Definition 4.7, we can simplify 𝜔-subw for clique hypergraphsH as

below:

𝜔-subw(H) = max

𝒉∈Γ∩ED
min

(
ℎ(V), min

𝝈 ∈𝜋 (V)
EMM𝝈

1

)
(39)

Proposition C.4. In a clique hypergraphH = (V, E), with a polymatroid 𝒉 ∈ Γ ∩ ED such that
ℎ(𝑨|𝑩) = ℎ(𝑨) for arbitrary 𝑨,𝑩 ⊆ V with 𝑨 ∩ 𝑩 = ∅, for any generalized elimination ordering
𝝈 ∈ 𝜋 (V),

EMM𝝈
1
= min

(𝑨,𝑩,𝑪 ) is a partition of V
MM(𝑨,𝑩, 𝑪)

Proof. The direction EMM𝝈
1
≥ min

(𝑨,𝑩,𝑪 ) is a partition of V
MM(𝑨,𝑩, 𝑪 ; ∅) follows (4.5). Below, we

focus on:

EMM𝝈
1
= min

(𝑨,𝑩,𝑪,𝑫 ) is a partition of V
MM(𝑨,𝑩, 𝑪 |𝑫)

= min

(𝑨,𝑩,𝑪,𝑫 ) is a partition of V
min


𝛾ℎ(𝑨|𝑫) + ℎ(𝑩 |𝑫) + ℎ(𝑪 |𝑫) + ℎ(𝑫)
ℎ(𝑨|𝑫) + 𝛾ℎ(𝑩 |𝑫) + ℎ(𝑪 |𝑫) + ℎ(𝑫)
ℎ(𝑨|𝑫) + ℎ(𝑩 |𝑫) + 𝛾ℎ(𝑪 |𝑫) + ℎ(𝑫)

= min

(𝑨,𝑩,𝑪,𝑫 ) is a partition of V
min


𝛾ℎ(𝑨) + ℎ(𝑩) + ℎ(𝑪) + ℎ(𝑫)
ℎ(𝑨) + 𝛾ℎ(𝑩) + ℎ(𝑪) + ℎ(𝑫)
ℎ(𝑨) + ℎ(𝑩) + 𝛾ℎ(𝑪) + ℎ(𝑫)

≤ min

(𝑨,𝑩,𝑪,𝑫 ) is a partition of V
min


𝛾ℎ(𝑨) + ℎ(𝑩) + ℎ(𝑪𝑫)
ℎ(𝑨) + 𝛾ℎ(𝑩) + ℎ(𝑪𝑫)
ℎ(𝑨) + ℎ(𝑩) + 𝛾ℎ(𝑪𝑫)

= min

(𝑨,𝑩,𝑪 ) is a partition of V
MM(𝑨,𝑩, 𝑪)

Together, we have completed the proof. □

Lemma C.5. For the 3-clique hypergraph as defined in (2), 𝜔-subw(H) = 2𝜔
𝜔+1 .
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Fig. 2. Diagram of the polymatroid for the clique-3 hypergraph.

Proof. Direction 𝜔-subw(H) ≤ 2𝜔
𝜔+1 .We partition all polymatroidsℎ ∈ Γ∩ED into the following

two cases:

• Case 1: there exists a pair of vertices with their conditional entropy is smaller than
𝜔−1
𝜔+1 , say

ℎ(𝑌 |𝑋 ) ≤ 𝜔−1
𝜔+1 . In this case, we haveℎ(𝑋𝑌𝑍 ) = ℎ(𝑍𝑋 )+ℎ(𝑌 |𝑍𝑋 ) ≤ ℎ(𝑍𝑋 )+ℎ(𝑌 |𝑋 ) ≤ 1+ 𝜔−1

𝜔+1 =
2𝜔
𝜔+1 , where ℎ(𝑌 |𝑍𝑋 ) ≤ ℎ(𝑌 |𝑋 ) follows the sub-modularity of ℎ and ℎ(𝑍𝑋 ) ≤ 1 follows the

edge-domination of ℎ.

• Case 2: None of the above, i.e., for each pair of vertices, their conditional entropy is larger than
𝜔−1
𝜔+1 .

As ℎ(𝑌 |𝑋 ) > 𝜔−1
𝜔+1 and ℎ(𝑋𝑌 ) ≤ 1, we have ℎ(𝑋 ) = ℎ(𝑋𝑌 ) − ℎ(𝑌 |𝑋 ) ≤ 1 − 𝜔−1

𝜔+1 = 2

𝜔+1 . Similarly,

we have ℎ(𝑌 ), ℎ(𝑍 ) ≤ 2

𝜔+1 . Consider a generalized elimination ordering 𝝈 = ({𝑋 }, {𝑌 }, {𝑍 }).
We have EMM𝝈

1
≤ MM(𝑌 ;𝑍 ;𝑋 ) = 2𝜔

𝜔+1 by choosing A = {{𝑋,𝑌 }} and B = {{𝑋,𝑍 }}.
Direction 𝜔-subw(H) ≥ 2𝜔

𝜔+1 .We identify a polymatroid 𝒉 below. Let 𝑎, 𝑏, 𝑐, 𝑑 be independently

random variables with ℎ(𝑎) = ℎ(𝑏) = ℎ(𝑐) = 𝜔−1
𝜔+1 and ℎ(𝑑) = 3−𝜔

𝜔+1 . Let𝑋 = (𝑎𝑑), 𝑌 = (𝑏𝑑), 𝑍 = (𝑐𝑑).
• ℎ(𝑋 ) = ℎ(𝑌 ) = ℎ(𝑍 ) = 2

𝜔+1 ;
• ℎ(𝑋𝑌 ) = ℎ(𝑋𝑍 ) = ℎ(𝑌𝑍 ) = 1;

• ℎ(𝑋𝑌𝑍 ) = 2𝜔
𝜔+1 .

Consider a generalized elimination ordering 𝝈 = ({𝑋 }, {𝑌 }, {𝑍 }), EMM𝝈
1
= MM(𝑌, 𝑍,𝑋 ) = 2𝜔

𝜔+1 .

Hence, min

(
ℎ(V), min

𝝈 ∈𝜋 (V)
EMM𝝈

1

)
= 2𝜔
𝜔+1 holds for 𝒉. From (39), we conclude 𝜔-subw(H) ≥ 2𝜔

𝜔+1 .

The other generalized elimination orderings are the same. □

Lemma C.6. For the 4-clique hypergraph as defined in (23), 𝜔-subw(H) = 𝜔+1
2
.

Proof. Direction 𝜔-subw(H) ≤ 𝜔+1
2
.We partition all polymatroids 𝒉 ∈ Γ∩ED into the following

two cases:

Case 1: there exists a vertex such that its all conditional entropies are smaller than
1

2
, say,𝑊

is such a vertex with ℎ(𝑋 |𝑊 ), ℎ(𝑌 |𝑊 ), ℎ(𝑍 |𝑊 ) ≤ 1

2
. Consider a generalized elimination ordering

𝝈 = ({𝑋 }, {𝑌 }, {𝑍 }, {𝑊 }). By choosing A = {{𝑋,𝑊 }, {𝑌,𝑊 }} and B = {{𝑋,𝑊 }, {𝑍,𝑊 }},

EMM𝝈
1
≤ MM(𝑌 ;𝑍 ;𝑋 |𝑊 ) = max


𝛾ℎ(𝑌 |𝑊 ) + ℎ(𝑋 |𝑊 ) + ℎ(𝑍 |𝑊 ) + ℎ(𝑊 )
ℎ(𝑌 |𝑊 ) + 𝛾ℎ(𝑍 |𝑊 ) + ℎ(𝑋 |𝑊 ) + ℎ(𝑊 )
ℎ(𝑌 |𝑊 ) + ℎ(𝑍 |𝑊 ) + 𝛾ℎ(𝑋 |𝑊 ) + ℎ(𝑊 )

≤ 𝛾

2

+ 1

2

+ 1 =
𝜔 + 1

2

.

Case 2: None of the above, i.e., each vertex has at least one conditional entropy larger than
1

2
. Wlog,

suppose ℎ(𝑌 |𝑋 ) > 1

2
. As ℎ(𝑋𝑌 ) ≤ 1, we have ℎ(𝑋 ) = ℎ(𝑋𝑌 ) − ℎ(𝑌 |𝑋 ) < 1 − 1

2
= 1

2
. Similarly, we
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have ℎ(𝑌 ), ℎ(𝑍 ), ℎ(𝑊 ) < 1

2
. Consider a generalized elimination ordering 𝝈 = ({𝑋 }, {𝑌 }, {𝑍 }, {𝑊 }).

We have EMM𝝈
1
≤ MM(𝑌 ;𝑍 ;𝑋 |𝑊 ) = 𝜔+1

2
.

Direction 𝜔-subw(H) ≥ 𝜔+1
2
. We identify a polymatroid 𝒉 ∈ Γ ∩ ED as follows: let 𝑋,𝑌, 𝑍,𝑊 be

independently random variables with ℎ(𝑋 ) = ℎ(𝑌 ) = ℎ(𝑍 ) = ℎ(𝑊 ) = 1

2
. Then, we have ℎ(V) = 2.

From Proposition C.4, for an arbitrary generalized elimination ordering 𝝈 ∈ 𝜋 (V), EMM𝝈
1
= 𝜔+1

2
.

From (39), we conclude 𝜔-subw(H) ≥ 𝜔+1
2
. □

Lemma C.7. For the following 5-clique hypergraphH , 𝜔-subw(H) = 𝜔
2
+ 1.

H = ({𝑋,𝑌, 𝑍,𝑊 , 𝐿}, {{𝑋,𝑌 }, {𝑋,𝑍 }, {𝑋,𝑊 }, {𝑋, 𝐿}, {𝑌, 𝑍 }, {𝑌,𝑊 }, {𝑌, 𝐿}, {𝑍,𝑊 }, {𝑍, 𝐿}, {𝑊, 𝐿}})
(40)

Proof. Direction 𝜔-subw(H) ≤ 𝜔
2
+ 1. We partition all polymatroids 𝒉 ∈ Γ ∩ ED into the fol-

lowing five cases:

• Case 1: there exists a vertex such that all its conditional entropies are smaller than
1

2
, say,𝐿 is such a

vertexwithℎ(𝑋 |𝐿), ℎ(𝑌 |𝐿), ℎ(𝑍 |𝐿), ℎ(𝑊 |𝐿) ≤ 1

2
. Consider a generalized elimination ordering𝝈 =

({𝑋 }, {𝑌𝑍 }, {𝑊 }, {𝐿}). By choosing A = {{𝑋,𝑊 }, {𝑌,𝑊 }, {𝑋, 𝐿}} and B = {{𝑋,𝑊 }, {𝑍,𝑊 }},

EMM𝝈
1
≤ MM(𝑌𝑍,𝑊 ,𝑋 |𝐿) = ℎ(𝑌𝑍 ) + 𝛾 ·min{ℎ(𝑊 |𝐿), ℎ(𝑋 |𝐿)} +max{ℎ(𝑊 |𝐿), ℎ(𝑋 |𝐿)} + ℎ(𝐿)

≤ 1 + 𝛾
2

+ 1 =
𝜔

2

+ 1.

• Case 2: None of the above, i.e., each vertex has at least one conditional entropy larger than
1

2
.

Suppose ℎ(𝑌 |𝑋 ) > 1

2
for vertex 𝑥 . As ℎ(𝑋𝑌 ) ≤ 1, we have ℎ(𝑋 ) = ℎ(𝑋𝑌 ) − ℎ(𝑌 |𝑋 ) < 1 − 1

2
= 1

2
.

Similarly, we have ℎ(𝑌 ), ℎ(𝑍 ), ℎ(𝑊 ), ℎ(𝐿) < 1

2
. Consider a generalized elimination ordering

𝝈 = ({𝑋 }, {𝑌 }, {𝑍 }, {𝑊 }, {𝐿}). We have EMM𝝈
1
≤ MM(𝑌𝑍 ;𝑊𝐿;𝑋 ) ≤ 𝜔

2
+ 1.

Direction 𝜔-subw(H) ≥ 𝜔
2
+ 1.We identify a polymatroid 𝒉 ∈ Γ∩ED as follows: let 𝑋,𝑌, 𝑍,𝑊 , 𝐿

be independently random variables with ℎ(𝑋 ) = ℎ(𝑌 ) = ℎ(𝑍 ) = ℎ(𝑊 ) = ℎ(𝐿) = 1

2
. Then, we have

ℎ(V) = 5

2
. From Proposition C.4, for an arbitrary generalized elimination ordering 𝝈 ∈ 𝜋 (V),

EMM𝝈
1
= 𝜔

2
+ 1. □

Lemma C.8. For a 𝑘-clique hypergraph H = (V, E) for 𝑘 ≥ 6, where V = {𝑋1, 𝑋2, · · · , 𝑋𝑘 } and
E = {{𝑋𝑖 , 𝑋 𝑗 } : 𝑖, 𝑗 ∈ [𝑘], 𝑖 ≠ 𝑗}, 𝜔-subw(H) = 1

2
· ⌈𝑘

3
⌉ + 1

2
· ⌈𝑘−1

3
⌉ + 1

2
· ⌊ 𝑘

3
⌋ · (𝜔 − 2).

Proof. Direction 𝜔-subw(H) ≤ 1

2
· ⌈𝑘

3
⌉ + 1

2
· ⌈𝑘−1

3
⌉ + 1

2
· ⌊ 𝑘

3
⌋ · (𝜔 − 2). Let 𝑖 = ⌊ 𝑘

3
⌋ and 𝑗 = ⌈𝑘−1

3
⌉.

Let 𝑿 = {𝑋1, · · · , 𝑋𝑖 }, 𝒀 = {𝑋𝑖+1, · · · , 𝑋𝑖+𝑗 } and 𝒁 = {𝑋𝑖+𝑗+1, · · · , 𝑋𝑘 }. we consider a generalized
elimination ordering 𝝈 = (𝑿 , 𝒀 ,𝒁 ). Implied by Proposition C.2, ℎ(𝑿 ) ≤ 1

2
· ⌊ 𝑘

3
⌋, ℎ(𝒀 ) ≤ 1

2
· ⌈𝑘−1

3
⌉,

and ℎ(𝒁 ) ≤ 1

2
· ⌈𝑘

3
⌉.

EMM𝝈
1
≤ MM(𝒀 ;𝒁 ;𝑿 ) = ℎ(𝒀 ) + ℎ(𝒁 ) + 𝛾ℎ(𝑿 ) = 1

2

· ⌈𝑘
3

⌉ + 1

2

· ⌈𝑘 − 1

3

⌉ + 1

2

· ⌊𝑘
3

⌋ · (𝜔 − 2)

Direction 𝜔-subw(H) ≥ 1

2
· ⌈𝑘

3
⌉ + 1

2
· ⌈𝑘−1

3
⌉ + 1

2
· ⌊ 𝑘

3
⌋ · (𝜔 − 2). We identify a polymatroid 𝒉 as

follows: let 𝑋1, 𝑋2, · · · , 𝑋𝑘 be independently random variables with ℎ(𝑋𝑖 ) = 1

2
for 𝑖 ∈ [𝑘]. Then, we

have ℎ(V) = 𝑘
2
. From Proposition C.4, for an arbitrary generalized elimination ordering 𝝈 ∈ 𝜋 (V),

EMM𝝈
1
= 1

2
· ⌈𝑘

3
⌉ + 1

2
· ⌈𝑘−1

3
⌉ + 1

2
· ⌊ 𝑘

3
⌋ · (𝜔 − 2). From (39), we conclude 𝜔-subw(H) ≥ 𝜔

2
+ 1. □
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C.2 Cycle Hypergraphs
Lemma C.9. For the following hypergraph representing a 4-cycleH ,𝜔-subw(H) = 2− 3

2·min{𝜔, 5
2
}+1 .

H = ({𝑋,𝑌, 𝑍,𝑊 }, {{𝑋,𝑌 }, {𝑌, 𝑍 }, {𝑍,𝑊 }, {𝑊,𝑋 }}) (41)

Proof. Direction 𝜔-subw(H) ≤ 2 − 3

2·min{𝜔, 5
2
}+1 . For simplicity, for vertex 𝑋 , we denote ℎ(𝑌 |𝑋 ),

ℎ(𝑊 |𝑋 ) as the neighboring conditional entropy of 𝑋 . Similar denotations apply to 𝑌, 𝑍,𝑊 . We

partition all polymatroids 𝒉 ∈ Γ ∩ ED into the following four cases:

• Case 1: each vertex has some neighboring conditional entropy larger than Δ. Wlog, assume

vertex 𝑋 has ℎ(𝑌 |𝑋 ) > Δ. As ℎ(𝑋𝑌 ) ≤ 1, we have ℎ(𝑋 ) = ℎ(𝑋𝑌 ) − ℎ(𝑌 |𝑋 ) ≤ 1 − Δ.
Similarly, we can show ℎ(𝑌 ), ℎ(𝑍 ), ℎ(𝑊 ) < 1 − Δ. Consider a generalized elimination or-

dering 𝝈 = ({𝑋 }, {𝑍 }, {𝑌 }, {𝑊 }). By choosing A = {{𝑋,𝑌 }} and B = {{𝑋,𝑊 }}, we have

EMM𝝈
1
≤ MM(𝑌 ;𝑊 ;𝑋 ) ≤ 𝜔 (1 − Δ). Meanwhile, ℎ

(
𝑈 𝝈
1

)
= ℎ(𝑋𝑌𝑊 ) ≤ ℎ(𝑋𝑌 ) + ℎ(𝑊 ) ≤ 2 − Δ.

By choosing A = {{𝑍,𝑌 }} and B = {{𝑍,𝑊 }}, we have EMM𝝈
2

≤ MM(𝑌 ;𝑊 ;𝑍 ) ≤ 𝜔 (1 −
Δ).Meanwhile, ℎ

(
𝑈 𝝈
2

)
= ℎ(𝑌𝑍𝑊 ) ≤ ℎ(𝑌𝑍 ) + ℎ(𝑊 ) ≤ 2 − Δ. As 𝑈 𝝈

3
,𝑈 𝝈

4
⊆ 𝑈 𝝈

1
, we have

max

𝑖∈[ |𝝈 | ]
min

(
ℎ(𝑈 𝝈

𝑖 ), EMM𝝈
𝑖

)
≤ min {𝜔 (1 − Δ), 2 − Δ}.

• Case 2: one vertex has all neighboring conditional entropies smaller than Δ, and the other three

vertices have some neighboring conditional entropies larger than Δ. Wlog, assume 𝑍 is the vertex

with ℎ(𝑌 |𝑍 ), ℎ(𝑊 |𝑍 ) ≤ Δ. Similar to Case 1, we can have ℎ(𝑋 ), ℎ(𝑌 ), ℎ(𝑊 ) < 1 − Δ. Consider
a generalized elimination ordering 𝝈 = ({𝑋 }, {𝑍 }, {𝑌 }, {𝑊 }). By choosing A = {{𝑋,𝑌 }} and
B = {{𝑋,𝑊 }}, we have EMM𝝈

1
≤ MM(𝑌 ;𝑊 ;𝑋 ) ≤ 𝜔 (1 − Δ). Meanwhile, ℎ

(
𝑈 𝝈
1

)
= ℎ(𝑋𝑌𝑊 ) ≤

ℎ(𝑋𝑌 ) +ℎ(𝑊 ) ≤ 2− Δ. We have ℎ(𝑈 𝝈
2
) = ℎ(𝑌𝑍𝑊 ) ≤ ℎ(𝑌 |𝑍𝑊 ) +ℎ(𝑍𝑊 ) ≤ ℎ(𝑌 |𝑍 ) +ℎ(𝑍𝑊 ) ≤

1 + Δ. As𝑈 𝝈
3
,𝑈 𝝈

4
⊆ 𝑈 𝝈

1
, we have:

max

𝑖∈[ |𝝈 | ]
min

(
ℎ(𝑈 𝝈

𝑖 ), EMM𝝈
𝑖

)
≤ max {min {𝜔 (1 − Δ), 2 − Δ} , 1 + Δ} .

• Case 3: two non-tangent vertices have all their neighboring conditional entropies smaller

than Δ. Suppose 𝑋,𝑍 are two non-tangent vertices with all their neighboring conditional en-

tropies smaller than Δ. Consider a generalized elimination ordering 𝝈 = ({𝑋 }, {𝑍 }, {𝑌 }, {𝑊 }).
We have ℎ(𝑈 𝝈

1
) = ℎ(𝑋𝑌𝑊 ) ≤ ℎ(𝑊 |𝑋𝑌 ) + ℎ(𝑋𝑌 ) ≤ ℎ(𝑊 |𝑋 ) + ℎ(𝑋𝑌 ) ≤ 1 + Δ. Similarly,

ℎ(𝑈 𝝈
2
) = ℎ(𝑍𝑌𝑊 ) ≤ ℎ(𝑊 |𝑍𝑌 ) + ℎ(𝑍𝑌 ) ≤ ℎ(𝑊 |𝑍 ) + ℎ(𝑍𝑌 ) ≤ 1 + Δ. As𝑈 𝝈

3
,𝑈 𝝈

4
⊆ 𝑈 𝝈

1
, we have

max

𝑖∈[ |𝝈 | ]
min

(
ℎ(𝑈 𝝈

𝑖 ), EMM𝝈
𝑖

)
≤ 1 + Δ.

• Case 4: two tangent vertices have all their neighboring conditional entropies smaller than Δ, and
the other two have some neighboring conditional entropy larger than Δ. Wlog, assume 𝑍,𝑊 are

two tangent vertices with all their neighboring conditional entropies smaller than Δ. Similar as

above, we have ℎ(𝑋 ), ℎ(𝑌 ) ≤ 1 − Δ. We have two different observations:

– Consider a generalized elimination ordering 𝝈 = ({𝑌 }, {𝑊 }, {𝑋 }, {𝑍 }). We have ℎ(𝑈 𝝈
1
) =

ℎ(𝑋𝑌𝑍 ) ≤ ℎ(𝑋 ) + ℎ(𝑌𝑍 ) ≤ 2 − Δ and ℎ(𝑈 𝝈
2
) = ℎ(𝑋𝑍𝑊 ) ≤ ℎ(𝑋 ) + ℎ(𝑍𝑊 ) ≤ 2 − Δ. As

𝑈 𝝈
3
,𝑈 𝝈

4
⊆ 𝑈 𝝈

1
, we have max

𝑖∈[ |𝝈 | ]
min

(
ℎ(𝑈 𝝈

𝑖 ), EMM𝝈
𝑖

)
≤ 2 − Δ.

– We can also further distinguish two more cases:

∗ If ℎ(𝑌 |𝑍 ) ≤ Δ
2
and ℎ(𝑋 |𝑊 ) ≤ Δ

2
, we have ℎ(𝑋𝑌𝑍𝑊 ) ≤ ℎ(𝑋 |𝑌𝑍𝑊 ) +ℎ(𝑌 |𝑍𝑊 ) +ℎ(𝑍𝑊 ) ≤

ℎ(𝑋 |𝑊 ) + ℎ(𝑌 |𝑍 ) + ℎ(𝑍𝑊 ) ≤ 1 + Δ.
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Fig. 3. Diagram of the polymatroid for cycle-4 hypergraph.

∗ Otherwise, either ℎ(𝑌 |𝑍 ) > Δ
2
or ℎ(𝑋 |𝑊 ) > Δ

2
. Wlog, assume ℎ(𝑌 |𝑍 ) > Δ

2
. Similar

as above, we have ℎ(𝑍 ) ≥ 1 − Δ
2
. Consider a generalized elimination ordering 𝝈 =

({𝑌 }, {𝑊 }, {𝑍 }, {𝑋 }). By choosing A = {{𝑋,𝑌 }} and B = {{𝑌, 𝑍 }}, we have EMM𝝈
1

≤
MM(𝑋 ;𝑍 ;𝑌 |∅) = (𝜔 − 1) (1 − Δ) + (1 − Δ

2
) and ℎ(𝑈 𝝈

1
) = ℎ(𝑋𝑌𝑍 ) ≤ ℎ(𝑋 ) +ℎ(𝑌𝑍 ) ≤ 2 − Δ.

Moreover, ℎ(𝑈 𝝈
2
) = ℎ(𝑍𝑊𝑋 ) ≤ ℎ(𝑍 |𝑊𝑋 ) + ℎ(𝑊𝑋 ) ≤ ℎ(𝑍 |𝑊 ) + ℎ(𝑊𝑋 ) ≤ 1 + Δ. As

𝑈 𝝈
3
,𝑈 𝝈

4
⊆ 𝑈 𝝈

1
, we have:

max

𝑖∈[ |𝝈 | ]
min

(
ℎ(𝑈 𝝈

𝑖 ), EMM𝝈
𝑖

)
≤ max

{
1 + Δ,min

{
(𝜔 − 1) (1 − Δ) +

(
1 − Δ

2

)
, 2 − Δ

}}
.

Putting all cases together, we obtain the upper bound:

max

{
1 + Δ,min

{
(𝜔 − 1) (1 − Δ) + 1 − Δ

2

, 2 − Δ

}}
If

5

2
≤ 𝜔 ≤ 3, we set Δ = 1

2
to obtain the upper bound as

3

2
. If 2 ≤ 𝜔 ≤ 5

2
, we set Δ =

2(𝜔−1)
2𝜔+1 to

obtain the upper bound as
4𝜔−1
2𝜔+1 . Putting two cases together, we obtain the desired upper bound.

Direction 𝜔-subw(H) ≥ 2 − 3

2·min{𝜔, 5
2
}+1 . Correspondingly, we identify a polymatroid 𝒉 ∈ Γ∩ED

by distinguishing the following two cases:

Case 1: 5

2
≤ 𝜔 ≤ 3. Let 𝑎, 𝑏, 𝑐, 𝑑, 𝑒 be independently random variables with ℎ(𝑎) = ℎ(𝑏) = ℎ(𝑐) =

ℎ(𝑑) = 1

4
and ℎ(𝑒) = 1

2
. Let ℎ(𝑋 ) = (𝑎𝑏), ℎ(𝑌 ) = (𝑐𝑑), ℎ(𝑍 ) = (𝑑𝑒) and ℎ(𝑊 ) = (𝑎𝑒). We have

• ℎ(𝑋 ) = ℎ(𝑌 ) = 1

2
, ℎ(𝑍 ) = ℎ(𝑊 ) = 3

4
;

• ℎ(𝑋𝑌 ) = ℎ(𝑌𝑍 ) = ℎ(𝑍𝑊 ) = ℎ(𝑊𝑋 ) = 1 and ℎ(𝑋𝑍 ) = ℎ(𝑌𝑊 ) = 5

4
;

• ℎ(𝑋𝑍𝑊 ) = ℎ(𝑌𝑍𝑊 ) = 5

4
and ℎ(𝑋𝑌𝑍 ) = ℎ(𝑋𝑌𝑊 ) = 3

2
;

• ℎ(𝑋𝑌𝑍𝑊 ) = 3

2
;

Consider any generalized elimination ordering 𝝈 ∈ 𝜋 (V). We distinguish the following cases:

• 𝝈 [1] = {𝑋 }. ℎ(𝑈 𝝈
1
) = ℎ(𝑋𝑌𝑊 ) = 3

2
and EMM𝝈

1
= MM(𝑌,𝑊 ,𝑋 ) = 𝜔

2
+ 1

4
≥ 3

2
when 𝜔 ≥ 5

2
. The

case with 𝝈 [1] = {𝑊 } is the same.

• 𝝈 [1] = {𝑊 }. ℎ(𝑈 𝝈
1
) = ℎ(𝑋𝑍𝑊 ) = 5

4
and EMM𝝈

1
= MM(𝑋,𝑍,𝑊 ) = 𝜔

2
+ 1

4
≥ 3

2
when 𝜔 ≥ 5

2
. The

case with 𝝈 [1] = {𝑍 } is the same.

• |𝝈 [1] | = 2. ℎ(𝑈 𝝈
1
) = ℎ(V) = 3

2
and EMM𝝈

1
≥ MM(𝑋,𝑊 ,𝑍 ) = 𝜔

2
+ 1

4
≥ 3

2
.

Case 2: 𝜔 < 5

2
. Let 𝑎, 𝑏, 𝑐, 𝑑, 𝑒, 𝑓 be independently random variables with ℎ(𝑎) = 2(𝜔−1)

2𝜔+1 , ℎ(𝑏) =
ℎ(𝑐) = ℎ(𝑑) = ℎ(𝑒) = 𝜔−1

2𝜔+1 and ℎ(𝑓 ) =
5−2𝜔
2𝜔+1 . Let 𝑋 = (𝑏𝑐 𝑓 ), 𝑌 = (𝑑𝑒 𝑓 ), 𝑍 = (𝑎𝑒 𝑓 ),𝑊 = (𝑎𝑏𝑓 ). We

have

• ℎ(𝑊 ) = ℎ(𝑍 ) = 𝜔+2
2𝜔+1 and ℎ(𝑋 ) = ℎ(𝑌 ) =

3

2𝜔+1 ;
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• ℎ(𝑊𝑋 ) = ℎ(𝑋𝑌 ) = ℎ(𝑌𝑍 ) = ℎ(𝑍𝑊 ) = 1, ℎ(𝑊𝑌 ) = ℎ(𝑋𝑍 ) = 3𝜔
2𝜔+1 ;

• ℎ(𝑊𝑋𝑌 ) = ℎ(𝑋𝑌𝑍 ) = 4𝜔−1
2𝜔+1 , ℎ(𝑋𝑍𝑊 ) = ℎ(𝑌𝑍𝑊 ) = 3𝜔

2𝜔+1 ;

• ℎ(𝑋𝑌𝑍𝑊 ) = 4𝜔−1
2𝜔+1 ;

Consider any generalized elimination ordering 𝝈 ∈ 𝜋 (V). We distinguish the following cases:

• 𝝈 [1] = {𝑋 }. ℎ(𝑈 𝝈
1
) = ℎ(𝑋𝑌𝑊 ) = 4𝜔−1

2𝜔+1 and EMM𝝈
1
= MM(𝑌,𝑊 ,𝑋 ) = 𝜔+2

2𝜔+1 +
3(𝜔−1)
2𝜔+1 = 4𝜔−1

2𝜔+1 .
The case with 𝝈 [1] = {𝑌 } is the same.

• 𝝈 [1] = {𝑊 }.ℎ(𝑈 𝝈
1
) = ℎ(𝑋𝑍𝑊 ) = 3𝜔

2𝜔+1 and EMM𝝈
1
= MM(𝑋,𝑍,𝑊 ) = 2(𝜔+2)

2𝜔+1 + 3(𝜔−2)
2𝜔+1 = 5𝜔−2

2𝜔+1 >
4𝜔−1
2𝜔+1 . The case with 𝝈 [1] = {𝑍 } is the same.

• |𝝈 [1] | = 2. ℎ(𝑈 𝝈
1
) = ℎ(V) = 4𝜔−1

2𝜔+1 and EMM𝝈
1
≥ MM(𝑌,𝑊 ,𝑋 ) = 4𝜔−1

2𝜔+1 .

□

[10] defines an exponent 𝑐𝑘 for detecting a 𝑘-cycle in a graph, and the definition is based on

rectangular matrix multiplication. We define below an upper bound, 𝑐□
𝑘
, on 𝑐𝑘 that uses only square

matrix multiplication and show that 𝜔-subw(H) ≤ 𝑐□
𝑘
for any 𝑘-cycle graph H . In particular,

𝑐𝑘 ≤ 𝑐□
𝑘
and this becomes an equality when 𝜔 = 2. Moreover, [10] shows that 𝑐𝑘 = 𝑐□

𝑘
when 𝑘 is

odd as well as 𝑘 = 4 or 6. More details can be found in [10].

First, we recall the definition of 𝑐𝑘 from [10]. Recall from Table 1 that 𝜔 (𝑎, 𝑏, 𝑐) is the smallest

exponent for multiplying two rectangular matrices of sizes 𝑛𝑎 · 𝑛𝑏 and 𝑛𝑏 · 𝑛𝑐 within 𝑂
(
𝑛𝜔 (𝑎,𝑏,𝑐 )

)
time, whereas 𝜔□ (𝑎, 𝑏, 𝑐) is the smallest upper bound on 𝜔 (𝑎, 𝑏, 𝑐) that is obtained through square

matrix multiplication, i.e. 𝜔□ (𝑎, 𝑏, 𝑐) def

= max{𝑎 + 𝑏 + (𝜔 − 2)𝑐, 𝑎 + (𝜔 − 2)𝑏 + 𝑐, (𝜔 − 2)𝑎 + 𝑏 + 𝑐}.
In particular, 𝜔 (𝑎, 𝑏, 𝑐) ≤ 𝜔□ (𝑎, 𝑏, 𝑐), and this becomes an equality when 𝜔 = 2 or when 𝑎 = 𝑏 = 𝑐 .

Given a graph of size 𝑁 , let D = {0, log𝑁 2, 2 log𝑁 2, · · · , 1}2𝑘 . For each vector
®𝑑 , [10] defines a

function 𝑃
®𝑑
𝑖,𝑗 (for 𝑖 < 𝑗 ) in a recursive way as follows:

𝑃
®𝑑
𝑖,𝑗 = min

{
𝑃

®𝑑
𝑖,𝑗−1 + 𝑑+𝑗−1, 𝑃

®𝑑
𝑖+1, 𝑗 + 𝑑−𝑖+1, min

𝑖<𝑟< 𝑗

{
𝑃

®𝑑
𝑖,𝑟 , 𝑃

®𝑑
𝑟,𝑗 , 𝜔 (1 − 𝑑𝑖 , 1 − 𝑑𝑟 , 1 − 𝑑 𝑗 )

}}
(42)

with 𝑃
®𝑑
𝑖,𝑖+1 = 1. Finally, [10] defines 𝑐𝑘 as follow:

𝑐𝑘 = max

®𝑑=(𝑑−
1
,𝑑+

1
,𝑑−

2
,𝑑+

2
,· · · ,𝑑−

𝑘
,𝑑+
𝑘)∈D

min

{
min

𝑖∈[𝑘 ]
2 − 𝑑𝑖 , min

𝑖, 𝑗∈[𝑘 ]:𝑖< 𝑗
max

{
𝑃

®𝑑
𝑖,𝑗 , 𝑃

®𝑑
𝑗,𝑖

}}
(43)

In contrast, by replacing 𝜔 (1 − 𝑑𝑖 , 1 − 𝑑𝑟 , 1 − 𝑑 𝑗 ) with 𝜔□ (1 − 𝑑𝑖 , 1 − 𝑑𝑟 , 1 − 𝑑 𝑗 ) in Eq. (42), we

obtain our variants 𝑃
®𝑑
𝑖,𝑗 and 𝑐

□
𝑘
defined below (with 𝑃

®𝑑
𝑖,𝑖+1 = 1):

𝑃
®𝑑
𝑖,𝑗 = min

{
𝑃

®𝑑
𝑖,𝑗−1 + 𝑑+𝑗−1, 𝑃

®𝑑
𝑖+1, 𝑗 + 𝑑−𝑖+1, min

𝑖<𝑟< 𝑗

{
𝑃

®𝑑
𝑖,𝑟 , 𝑃

®𝑑
𝑟,𝑗 , 𝜔

□ (1 − 𝑑𝑖 , 1 − 𝑑𝑟 , 1 − 𝑑 𝑗 )
}}

(44)

𝑐□
𝑘
= max

®𝑑=(𝑑−
1
,𝑑+

1
,𝑑−

2
,𝑑+

2
,· · · ,𝑑−

𝑘
,𝑑+
𝑘)∈D

min

{
min

𝑖∈[𝑘 ]
2 − 𝑑𝑖 , min

𝑖, 𝑗∈[𝑘 ]:𝑖< 𝑗
max

{
𝑃

®𝑑
𝑖,𝑗 , 𝑃

®𝑑
𝑗,𝑖

}}
(45)

Lemma C.10. For the following hypergraph representing a 𝑘-cycle:

H = ({𝑋1, 𝑋2, · · · , 𝑋𝑘 }, {{𝑋1, 𝑋2}, {𝑋2, 𝑋3}, · · · , {𝑋𝑘−1, 𝑋𝑘 }, {𝑋𝑘 , 𝑋1}}) (46)

𝜔-subw(H) ≤ 𝑐□
𝑘
as defined in Eq. (45).

Proof of Lemma C.10. We partition all polymatroids 𝒉 into the following (1 + log𝑁 ) |V |
cases.

For simplicity, let 𝑋1 = 𝑋𝑘+1. Each polymatroid 𝒉 ∈ Γ ∩ ED is associated with a 𝑘-tuple vector
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®𝑑 = (𝑑−
1
, 𝑑+

1
, 𝑑−

2
, 𝑑+

2
, · · · , 𝑑−

𝑘
, 𝑑+
𝑘
) ∈ D such that𝑑−𝑖 ≤ ℎ(𝑋𝑖−1 |𝑋𝑖 ) < 𝑑−𝑖 +log𝑁 2 and𝑑+𝑖 ≤ ℎ(𝑋𝑖+1 |𝑋𝑖 ) <

𝑑+𝑖 + log𝑁 2. We have the following two observations:

• For each 𝑖 ∈ [𝑘], consider a generalized elimination ordering𝝈 = ({𝑋𝑖−1}, · · · , {𝑋1}, {𝑋𝑘 }, · · · , {𝑋𝑖 }) .
As ℎ(𝑋𝑖−1 |𝑋𝑖 ) ≥ 𝑑−𝑖 and ℎ(𝑋𝑖−1𝑋𝑖 ) ≤ 1, we have ℎ(𝑋𝑖 ) = ℎ(𝑋𝑖−1𝑋𝑖 ) −ℎ(𝑋𝑖−1 |𝑋𝑖 ) < 1 − 𝑑−𝑖 . Simi-

larly, we have ℎ(𝑋𝑖 ) < 1 − 𝑑+𝑖 . For simplicity, we define 𝑑𝑖 = max{𝑑−𝑖 , 𝑑+𝑖 }. For each 𝑖 ∈ [𝑘], we
have ℎ

(
𝑋𝑖𝑋 𝑗𝑋 𝑗+1

)
≤ ℎ(𝑋𝑖 ) + ℎ(𝑋 𝑗𝑋 𝑗+1) < min{1 − 𝑑−𝑖 , 1 − 𝑑+𝑖 } + 1 = 2 − 𝑑𝑖 . So, ℎ

(
𝑈 𝝈
𝑗

)
≤ 2 − 𝑑𝑖

for any 𝑗 ∈ [|𝝈 |], i.e., max

𝑗∈[ |𝝈 | ]
ℎ

(
𝑈 𝝈
𝑗

)
≤ 2 − 𝑑𝑖 .

• For each pair of distinct values 𝑖, 𝑗 ∈ [𝑘] (wlog assume 𝑖 < 𝑗 ), we define 𝝈
®𝑑
𝑖,𝑗 as an ordering of

{𝑋𝑖+1, 𝑋𝑖+2, · · · , 𝑋 𝑗−1} as follows:

𝝈
®𝑑
𝑖,𝑗 =


(
𝝈

®𝑑
𝑖,𝑗−1, 𝑋 𝑗−1

)
if 𝑃

®𝑑
𝑖,𝑗 = 𝑃

®𝑑
𝑖,𝑗−1 + 𝑑+𝑗−1,(

𝝈
®𝑑
𝑖+1, 𝑗 , 𝑋𝑖+1

)
if 𝑃

®𝑑
𝑖,𝑗 = 𝑃

®𝑑
𝑖+1, 𝑗 + 𝑑−𝑖+1,(

𝝈
®𝑑
𝑖,𝑟 , 𝝈

®𝑑
𝑟,𝑗 , 𝑋𝑟

)
if 𝑃

®𝑑
𝑖,𝑗 = min

{
𝑃

®𝑑
𝑖,𝑟 , 𝑃

®𝑑 𝑓𝑟,𝑗 , 𝜔□ (1 − 𝑑𝑖 , 1 − 𝑑𝑟 , 1 − 𝑑 𝑗 )
}
,

and 𝝈
®𝑑
𝑖,𝑖+1 = ∅. At last, we construct a generalized elimination order 𝝈

®𝑑
=

(
𝝈

®𝑑
𝑖,𝑗 ,𝝈

®𝑑
𝑗,𝑖 , 𝑋𝑖 , 𝑋 𝑗

)
.

It can be proved that max

ℓ∈
[���𝝈 ®𝑑

𝑖,𝑗

���] min

{
ℎ

(
𝑈

𝝈
®𝑑
𝑖,𝑗

ℓ

)
, EMM

𝝈
®𝑑
𝑖,𝑗

ℓ

}
≤ 𝑃

®𝑑
𝑖,𝑗 . In the base case when 𝑗 = 𝑖 + 1,

ℎ(∅) = 0 ≤ 1 trivially holds. In general, we distinguish three cases:

– If 𝝈
®𝑑
𝑖,𝑗 =

(
𝝈

®𝑑
𝑖,𝑗−1, 𝑋 𝑗−1

)
: by hypothesis, assume this claim holds for 𝝈

®𝑑
𝑖,𝑗−1, i.e.,

max

ℓ∈
[���𝝈 ®𝑑

𝑖,𝑗−1

���] min

{
ℎ

(
𝑈

𝝈
®𝑑
𝑖,𝑗−1

ℓ

)
, EMM

𝝈
®𝑑
𝑖,𝑗−1

ℓ

}
≤ 𝑃

®𝑑
𝑖,𝑗−1

For any ℓ ∈
[���𝝈 ®𝑑

𝑖,𝑗

��� − 1

]
, 𝑈

𝝈
®𝑑
𝑖,𝑗

ℓ
= 𝑈

𝝈
®𝑑
𝑖,𝑗−1

ℓ
, and EMM

𝝈
®𝑑
𝑖,𝑗−1

ℓ
= EMM

𝝈
®𝑑
𝑖,𝑗

ℓ
. For ℓ =

���𝝈 ®𝑑
𝑖,𝑗

���, ℎ(𝑈 𝝈
®𝑑
𝑖,𝑗

ℓ
) =

ℎ(𝑋𝑖𝑋 𝑗−1𝑋 𝑗 ) ≤ ℎ(𝑋𝑖𝑋 𝑗−1) + ℎ(𝑋 𝑗 |𝑋 𝑗1 ) ≤ 𝑃
®𝑑
𝑖,𝑗−1 + 𝑑+𝑗−1. Together, we have:

max

ℓ∈
[���𝝈 ®𝑑

𝑖,𝑗

���] min

{
ℎ

(
𝑈

𝝈
®𝑑
𝑖,𝑗

ℓ

)
, EMM

𝝈
®𝑑
𝑖,𝑗

ℓ

}
≤ 𝑃

®𝑑
𝑖,𝑗−1 + 𝑑+𝑗−1

– If 𝝈
®𝑑
𝑖,𝑗 =

(
𝝈

®𝑑
𝑖+1, 𝑗 , 𝑋 𝑗−1

)
: the case is similar as above.

– If 𝝈
®𝑑
𝑖,𝑗 =

(
𝝈

®𝑑
𝑖,𝑟 , 𝝈

®𝑑
𝑟,𝑗 , 𝑋𝑟

)
: by hypothesis, assume this claim holds for 𝝈

®𝑑
𝑖,𝑟 and 𝝈

®𝑑
𝑟,𝑗 , i.e.,

max

ℓ∈
[���𝝈 ®𝑑

𝑖,𝑟

���] min

{
ℎ

(
𝑈

𝝈
®𝑑
𝑖,𝑟

ℓ

)
, EMM

𝝈
®𝑑
𝑖,𝑟

ℓ

}
≤ 𝑃

®𝑑
𝑖,𝑟

max

ℓ∈
[���𝝈 ®𝑑

𝑟,𝑗

���] min

{
ℎ

(
𝑈

𝝈
®𝑑
𝑟,𝑗

ℓ

)
, EMM

𝝈
®𝑑
𝑟,𝑗

ℓ

}
≤ 𝑃

®𝑑
𝑟,𝑗

For any ℓ ∈
[���𝝈 ®𝑑

𝑖,𝑟

���] , 𝑈 𝝈
®𝑑
𝑖,𝑟

ℓ
= 𝑈

𝝈
®𝑑
𝑖,𝑗

ℓ
, and EMM

𝝈
®𝑑
𝑖,𝑟

ℓ
= EMM

𝝈
®𝑑
𝑖,𝑗

ℓ
. For any ℓ ∈

[���𝝈 ®𝑑
𝑟,𝑗

���] , 𝑈 𝝈
®𝑑
𝑟,𝑗

ℓ
=

𝑈
𝝈

®𝑑
𝑖,𝑗

ℓ+
���𝝈 ®𝑑
𝑖,𝑟

���, and EMM
𝝈

®𝑑
𝑟,𝑗

ℓ
= EMM

𝝈
®𝑑
𝑖,𝑗

ℓ+
���𝝈 ®𝑑
𝑖,𝑟

���. For ℓ =

���𝝈 ®𝑑
𝑖,𝑗

���, EMM
𝝈

®𝑑
𝑖,𝑗

ℓ
= MM(𝑋𝑖 , 𝑋𝑟 , 𝑋 𝑗 ) ≤ 𝜔□ (1 −
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𝑑𝑖 , 1 − 𝑑𝑟 , 1 − 𝑑 𝑗 ), since ℎ(𝑋𝑖 ) ≤ 1 − 𝑑𝑖 , ℎ(𝑋𝑟 ) ≤ 1 − 𝑑𝑟 and ℎ(𝑋 𝑗 ) ≤ 1 − 𝑑 𝑗 . Together, we have:

max

ℓ∈
[���𝝈 ®𝑑

𝑖,𝑗

���] min

{
ℎ

(
𝑈

𝝈
®𝑑
𝑖,𝑗

ℓ

)
, EMM

𝝈
®𝑑
𝑖,𝑗

ℓ

}
≤ min

{
𝑃

®𝑑
𝑖,𝑟 , 𝑃

®𝑑
𝑟,𝑗 , 𝜔

□ (1 − 𝑑𝑖 , 1 − 𝑑𝑟 , 1 − 𝑑 𝑗 )
}

We define a generalized elimination ordering 𝝈
®𝑑
=

(
𝝈

®𝑑
𝑖,𝑗 ,𝝈

®𝑑
𝑗,𝑖 , 𝑋𝑖 , 𝑋 𝑗

)
. Hence,

max

ℓ∈
[���𝝈 ®𝑑

���] min

{
ℎ

(
𝑈 𝝈

®𝑑

ℓ

)
, EMM𝝈

®𝑑

ℓ

}
≤ max

{
𝑃

®𝑑
𝑖,𝑗 , 𝑃

®𝑑
𝑗,𝑖

}
.

Combining these two cases and applying these arguments to all possible
®𝑑 , we have

𝜔-subw(H) ≤ min

®𝑑=(𝑑−
1
,𝑑+

1
,𝑑−

2
,𝑑+

2
,· · · ,𝑑−

𝑘
,𝑑+
𝑘
)
min

{
min

𝑖∈[𝑘 ]
2 − 𝑑𝑖 , min

𝑖, 𝑗∈[𝑘 ]:𝑖< 𝑗
max

{
𝑃

®𝑑
𝑖,𝑗 , 𝑃

®𝑑
𝑗,𝑖

}}
= 𝑐□

𝑘
.

□

C.3 Clustered Hypergraphs
Definition C.11 (Clustered Hypergraph). A hypergraph H = (V, E) is clustered if for any pair of

vertices 𝑋𝑖 , 𝑋 𝑗 ∈ V , there exists some hypergraph 𝑒 ∈ E such that 𝑋𝑖 , 𝑋 𝑗 ∈ 𝑒 .

Lemma C.12. A clustered hypergraph H = (V, E) satisfies the following properties:
• subw(H) = 𝜌∗ (H).
• for any generalized elimination ordering 𝝈 ∈ 𝜋 (V), 𝑈 𝝈

1
= V ; and therefore 𝑈 𝝈

𝑖 ⊆ 𝑈 𝝈
1
for any

𝑖 ∈ [|𝝈 |].

Lemma C.13. For the following hypergraph representing a 3-pyramid:

H = ({𝑌,𝑋1, 𝑋2, 𝑋3}, {{𝑌,𝑋1}, {𝑌,𝑋2}, {𝑌,𝑋3}, {𝑋1, 𝑋2, 𝑋3}}) (47)

𝜔-subw(H) = 2 − 1

𝜔
.

Proof of Lemma C.13. Direction 𝜔-subw(H) ≤ 2 − 1

𝜔
. We partition all polymatroids 𝒉 into the

following cases:

Case 1: there exists some 𝑖 ∈ [3] such that ℎ(𝑌 |𝑋𝑖 ) ≤ Δ. In this case, ℎ(V) ≤ ℎ(𝑌 |𝑋1𝑋2𝑋3) +
ℎ(𝑋1𝑋2𝑋3) ≤ ℎ(𝑌 |𝑋𝑖 ) + ℎ(𝑋1𝑋2𝑋3) ≤ Δ + 1;

Case 2: ℎ(𝑋𝑖 |𝑌 ) ≤ Δ
2
for each 𝑖 ∈ [3]. In this case, ℎ(V) ≤ ℎ(𝑋1 |𝑌 ) + ℎ(𝑋2 |𝑌 ) + ℎ(𝑋3𝑌 ) ≤ Δ + 1.

Case 3: none of the cases above, i.e., ℎ(𝑌 |𝑋𝑖 ) > Δ for each 𝑖 ∈ [3]. As ℎ(𝑋𝑖𝑌 ) ≤ 1 and ℎ(𝑌 |𝑋𝑖 ) > Δ,
we have ℎ(𝑋𝑖 ) = ℎ(𝑋𝑖𝑌 ) − ℎ(𝑌 |𝑋𝑖 ) ≤ 1 − Δ. As ℎ(𝑋𝑖𝑌 ) ≤ 1 and ℎ(𝑋𝑖 |𝑌 ) > Δ

𝑘−1 , we have ℎ(𝑌 ) =
ℎ(𝑋𝑖𝑌 )−ℎ(𝑋𝑖 |𝑌 ) ≤ 1− Δ

2
. Let𝑨 = {𝑋2} and 𝑩 = {𝑋3}. Note thatℎ(𝑨) ≤ (1−Δ) andℎ(𝑩) ≤ (1−Δ).

We assume that Δ is a parameter such that Δ ≥ (1 − Δ) holds, i.e., Δ ≥ 1

2
. Consider a generalized

elimination ordering 𝝈 = ({𝑌 },𝑨,𝑩, {𝑋1}). We have

EMM𝝈
1
≤ MM(𝑨;𝑩;𝑌 |𝑋1) ≤ 𝛾ℎ(𝑨) + ℎ(𝑩) + ℎ(𝑋1𝑌 ) ≤ 𝛾 (1 − Δ) + (1 − Δ) + 1

Combining all the cases, we obtain the desired upper bound 1 +max {Δ, 𝛾 (1 − Δ) + (1 − Δ)} = 2 − 1

𝜔
,

by setting Δ = 1 − 1

𝜔
(note that Δ ≥ 1

2
).

Direction 𝜔-subw(H) ≥ 2 − 1

𝜔
. We identify the following polymatroid 𝒉 ∈ Γ ∩ ED:

• ℎ(𝑋1) = ℎ(𝑋2) = ℎ(𝑋3) = 1

𝜔
;

• ℎ(𝑌 ) = 1 − 1

𝜔
;

• ℎ(𝑋1𝑋2) = ℎ(𝑋1𝑋3) = ℎ(𝑋2𝑋3) = 2

𝜔
;
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Fig. 4. Diagram of the polymatroid for 3-Pyramid hypergraph.

• ℎ(𝑋1𝑌 ) = ℎ(𝑋2𝑌 ) = ℎ(𝑋3𝑌 ) = 1;

• ℎ(𝑋1𝑋2𝑋3) = 1;

• ℎ(𝑋1𝑋2𝑌 ) = ℎ(𝑋1𝑋3𝑌 ) = ℎ(𝑋2𝑋3𝑌 ) = 𝜔+1
𝜔

;

• ℎ(𝑋1𝑋2𝑋3𝑌 ) = 2 − 1

𝜔
;

We distinguish an arbitrary generalized elimination ordering 𝝈 into the following cases:

• 𝝈 [1] = {𝑌 }. ℎ(𝑈 𝝈
1
) = ℎ(V) = 2 − 1

𝜔
. EMM𝝈

1
= min {MM(𝑋1, 𝑋2, 𝑌 ;𝑋3),MM(𝑋1, 𝑋2𝑋3, 𝑌 )} =

2 − 1

𝜔
;

• 𝝈 [1] = {𝑋1}. ℎ(𝑈 𝝈
1
) = ℎ(V) = 2 − 1

𝜔
. EMM𝝈

1
= min{MM(𝑋2, 𝑌 , 𝑋1 |𝑋3), MM(𝑋2𝑋3, 𝑌 , 𝑋1),

MM(𝑋2, 𝑋3𝑌,𝑋1)} =
The case with 𝝈 [1] = {𝑋2} or 𝝈 [1] = {𝑋3} is the same.

• 𝝈 [1] = {𝑋1, 𝑌 }. ℎ(𝑈 𝝈
1
) = ℎ(V) = 2 − 1

𝜔
. EMM𝝈

1
= MM(𝑋2, 𝑋3, 𝑋1𝑌 ) = 2 − 1

𝜔
. The case with

𝝈 [1] = {𝑋2, 𝑌 } or 𝝈 [1] = {𝑋3, 𝑌 } is the same.

• 𝝈 [1] = {𝑋1, 𝑋2}. ℎ(𝑈 𝝈
1
) = ℎ(V) = 2 − 1

𝜔
. EMM𝝈

1
= MM(𝑋3, 𝑌 , 𝑋1𝑋2) = 2 − 1

𝜔
. The case with

𝝈 [1] = {𝑋1, 𝑋3} or 𝝈 [1] = {𝑋2, 𝑋3} is the same.

Hence, for such 𝒉, we have max

𝑖∈[ |𝝈 | ]
min

(
ℎ

(
𝑈 𝝈
𝑖

)
, EMM𝝈

𝑖

)
≥ 2 − 1

𝜔
. □

Lemma C.14. For the following hypergraph representing a 𝑘-pyramid:

H = ({𝑌,𝑋1, 𝑋2, · · · , 𝑋𝑘 }, {{𝑌,𝑋1}, {𝑌,𝑋2}, · · · , {𝑌,𝑋𝑘 }, {𝑋1, 𝑋2, · · · , 𝑋𝑘 }}) (48)

for 𝑘 ≥ 3, 𝜔-subw(H) ≤ 2 − 2

𝜔 · (𝑘 − 1) − 𝑘 + 3

.

Proof of Lemma C.14. We partition all polymatroids 𝒉 into the following two cases:

• Case 1: there exists some 𝑖 ∈ [𝑘] such that ℎ(𝑌 |𝑋𝑖 ) ≤ Δ. In this case, ℎ(V) ≤ ℎ(𝑌 |𝑋1𝑋2 · · ·𝑋𝑘 ) +
ℎ(𝑋1𝑋2 · · ·𝑋𝑘 ) ≤ ℎ(𝑌 |𝑋𝑖 ) + ℎ(𝑋1𝑋2 · · ·𝑋𝑘 ) ≤ Δ + 1;

• Case 2: ℎ(𝑋𝑖 |𝑌 ) ≤ Δ
𝑘−1 for each 𝑖 ∈ [𝑘]. In this case, ℎ(V) ≤ ∑

𝑖∈[𝑘−1] ℎ(𝑋1 |𝑌 ) +ℎ(𝑋𝑘𝑌 ) ≤ Δ + 1.

• Case 3: none of the cases above, i.e.,ℎ(𝑌 |𝑋𝑖 ) > Δ for each 𝑖 ∈ [𝑘]. Asℎ(𝑋𝑖𝑌 ) ≤ 1 andℎ(𝑌 |𝑋𝑖 ) > Δ,
we have ℎ(𝑋𝑖 ) = ℎ(𝑋𝑖𝑌 ) − ℎ(𝑌 |𝑋𝑖 ) ≤ 1 − Δ. As ℎ(𝑋𝑖𝑌 ) ≤ 1 and ℎ(𝑋𝑖 |𝑌 ) > Δ

𝑘−1 , we have

ℎ(𝑌 ) = ℎ(𝑋𝑖𝑌 ) − ℎ(𝑋𝑖 |𝑌 ) ≤ 1 − Δ
𝑘−1 .

We further distinguish two more cases depending on whether 𝑘 is even or odd.

– When 𝑘 is odd. Let 𝑨 =

{
𝑋2, 𝑋3, · · · , 𝑋 𝑘+1

2

}
and 𝑩 =

{
𝑋 𝑘+1

2
+1, 𝑋 𝑘+1

2
+2, · · · , 𝑋𝑘

}
. Note that

ℎ(𝑨) ≤ (1 − Δ) · 𝑘−1
2

and ℎ(𝑩) ≤ (1 − Δ) · 𝑘−1
2
. In this case, we assume that Δ > (1 − Δ) · 𝑘−1

2
.

Consider a generalized elimination ordering 𝝈 = ({𝑌 },𝑨,𝑩, {𝑋1}). We have

EMM𝝈
1
≤ MM(𝑨;𝑩;𝑌 |𝑋1) ≤ 𝛾ℎ(𝑨) + ℎ(𝑩) + ℎ(𝑋1𝑌 ) ≤ (𝛾 + 1) (1 − Δ) · 𝑘 − 1

2

+ 1
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Combining all the cases, we obtain the desired upper bound:

1 +max

{
Δ, (𝛾 + 1) (1 − Δ) · 𝑘 − 1

2

}
= 2 − 2

𝜔 · (𝑘 − 1) − 𝑘 + 3

.

– When 𝑘 is even. We partition all polymatroids 𝒉 into the following two cases: Let 𝑨 ={
𝑋1, 𝑋2, 𝑋3, · · · , 𝑋 𝑘

2

}
and 𝑩 =

{
𝑋 𝑘

2
+1, 𝑋 𝑘

2
+1, · · · , 𝑋𝑘

}
. Note that ℎ(𝑨) ≤ (1− Δ) · 𝑘

2
and ℎ(𝑩) ≤

(1 − Δ) · 𝑘
2
. We assume that Δ is a parameter such that 1 − Δ

𝑘−1 > (1 − Δ) · 𝑘
2
. Consider a

generalized elimination ordering 𝝈 = ({𝑌 },𝑨,𝑩). We have

EMM𝝈
1
≤ MM(𝑨;𝑩;𝑌 ) ≤ 𝛾ℎ(𝑨) + ℎ(𝑩) + ℎ(𝑌 ) ≤ 𝛾 (1 − Δ) · 𝑘

2

+ (1 − Δ) · 𝑘
2

+ 1 − Δ

𝑘 − 1

Combining all the cases, we obtain the desired upper bound:

1 +max

{
Δ, 𝛾 (1 − Δ) · 𝑘

2

+ (1 − Δ) · 𝑘
2

− Δ

𝑘 − 1

}
≥ 2 − 2

𝜔 · (𝑘 − 1) − 𝑘 + 3

□

Lemma C.15. For the following hypergraph

H = ({𝑋,𝑌, 𝑍,𝑊 , 𝐿}, {{𝑋,𝑌,𝑊 }, {𝑋,𝑌, 𝐿}, {𝑋,𝑍 }, {𝑌, 𝑍 }, {𝑍,𝑊 , 𝐿}})
𝜔-subw(H) ≤ 2 − 1

2(𝜔−2)+3 .

Remark. For the hypergraphH in LemmaC.15, subw(H) = 9

5
. If𝜔 = 3,𝜔-subw(H) ≤ 2− 1

2𝜔−1 =

subw(H) = 9

5
. If 𝜔 < 3, 𝜔-subw(H) < subw(H).

Proof. Let Δ =
2(𝜔−1)
2𝜔−1 . We partition all polymatroids 𝒉 into the following cases:

• Case 1: ℎ(𝑋𝑌 |𝑊 ) ≤ Δ or ℎ(𝑍𝐿 |𝑊 ) ≤ Δ. wlog, suppose ℎ(𝑋𝑌 |𝑊 ) ≤ Δ. We have ℎ(𝑋𝑌𝑍𝑊𝐿) ≤
ℎ(𝑋𝑌 |𝑍𝑊𝐿) + ℎ(𝑍𝑊𝐿) ≤ ℎ(𝑋𝑌 |𝑊 ) + ℎ(𝑍𝑊𝐿) ≤ 1 + Δ.

• Case 2: ℎ(𝑋𝑌 |𝐿) ≤ Δ or ℎ(𝑍𝑊 |𝐿) ≤ Δ. This case is similar to Case 1.

• Case 3: ℎ(𝑋 |𝑍 ) ≤ Δ
2
and ℎ(𝑌 |𝑍 ) ≤ Δ

2
. We have ℎ(𝑋𝑌𝑍𝑊𝐿) ≤ ℎ(𝑋 |𝑍𝑊𝐿) + ℎ(𝑌 |𝑍𝑊𝐿) +

ℎ(𝑍𝑊𝐿) ≤ ℎ(𝑋 |𝑍 ) + ℎ(𝑌 |𝑍 ) + ℎ(𝑍𝑊𝐿) ≤ 1 + Δ.
• Case 4: either ℎ(𝐿 |𝑋𝑌 ) ≤ 2Δ−1

3
or ℎ(𝑊 |𝑋𝑌 ) ≤ 2Δ−1

3
, and either ℎ(𝑍 |𝑋 ) ≤ 1+Δ

3
or ℎ(𝑍 |𝑌 ) ≤

1+Δ
3
. Wlog, suppose ℎ(𝐿 |𝑋𝑌 ) ≤ 2Δ−1

3
and ℎ(𝑍 |𝑋 ) ≤ 1+Δ

3
. In this case, we have ℎ(𝑋𝑌𝑍𝑊𝐿) ≤

ℎ(𝐿 |𝑋𝑌𝑊 ) + ℎ(𝑍 |𝑋𝑌𝑊 ) + ℎ(𝑋𝑌𝑊 ) ≤ 1 + Δ.
• Case 5: none of the cases above. As ℎ(𝑋𝑌 |𝑊 ) > Δ and ℎ(𝑋𝑌𝑊 ) ≤ 1, we have ℎ(𝑊 ) = ℎ(𝑋𝑌𝑊 )−
ℎ(𝑋𝑌 |𝑊 ) < 1 − Δ. As ℎ(𝑋𝑌 |𝐿) > Δ and ℎ(𝑋𝑌𝐿) ≤ 1, we have ℎ(𝐿) < 1 − Δ. As ℎ(𝑋 |𝑍 ) > Δ

2

and ℎ(𝑋𝑍 ) ≤ 1, we have ℎ(𝑍 ) < 1 − Δ
2
. If either ℎ(𝐿 |𝑋𝑌 ) ≤ 2Δ−1

3
or ℎ(𝑊 |𝑋𝑌 ) ≤ 2Δ−1

3
, but

ℎ(𝑍 |𝑋 ) ≤ 1+Δ
3

and ℎ(𝑍 |𝑌 ) ≤ 1+Δ
3
, we have ℎ(𝑋 ) ≤ 1 − 1+Δ

3
= 2−Δ

3
and ℎ(𝑌 ) ≤ 1 − 1+Δ

3
= 2−Δ

3
.

Hence, ℎ(𝑋𝑌 ) ≤ 2(2−Δ)
3

. If both ℎ(𝐿 |𝑋𝑌 ) > 2Δ−1
3

and ℎ(𝑊 |𝑋𝑌 ) > 2Δ−1
3

, we have ℎ(𝑋𝑌 ) ≤
1 − 2Δ−1

3
=

2(2−Δ)
3

. Consider a generalized elimination ordering 𝝈 = ({𝑋𝑌 }, {𝑍 }, {𝑊 }, {𝐿}).

EMM𝝈
1
≤ MM(𝑍 ;𝑊 ;𝑋𝑌 |𝐿) ≤ max


𝛾ℎ(𝑍 ) + ℎ(𝑊 ) + ℎ(𝑋𝑌𝐿)
ℎ(𝑍 ) + 𝛾ℎ(𝑊 ) + ℎ(𝑋𝑌𝐿)
ℎ(𝑍 ) + ℎ(𝑊 ) + 𝛾ℎ(𝑋𝑌𝐿)

≤ (𝜔 − 2) · (1 − Δ) + 1 − Δ

2

+ 1

Putting everything together, we obtain the desired upper bound

max

{
1 + Δ, (𝜔 − 2) · (1 − Δ) + 2 − Δ

2

}
= 2 − 1

2(𝜔 − 2) + 3

.
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□

D MISSING DETAILS FROM SECTION 6
In Eq. (33), I is the number of max terms at the top level. For every 𝑖 ∈ [I], the 𝑖-th term is a

maximum over 𝒉 ∈ Γ ∩ ED of a minimum of 𝐿𝑖 + 𝐽𝑖 terms that are divided into two sets:

• 𝐿𝑖 terms of the form ℎ(𝑼 ) corresponding to ℎ(𝑈 𝝈
𝑖 ) from Eq. (27).

• 𝐽𝑖 terms of the form ℎ(𝑿 |𝑮) + ℎ(𝒀 |𝑮) + 𝛾ℎ(𝒁 |𝑮) + ℎ(𝑮) corresponding to terms in Eq. (21).

Suppose that 𝜔 (and by extension 𝛾 ) is a fixed constant. For a fixed 𝑖 ∈ [I], the inner expression
in Eq. (33) is equivalent to an LP, as we now show. The condition 𝒉 ∈ Γ ∩ ED is a finite collection of

linear constraints. The objective function is a minimum of 𝐿𝑖 + 𝐽𝑖 linear functions of 𝒉. To convert

it to a linear objective function, we introduce a fresh variable 𝑡 that is lower bounded by each of

these 𝐿𝑖 + 𝐽𝑖 linear functions, and we set the objective to maximize 𝑡 as follows:

max

𝑡,𝒉∈Γ∩ED

{
𝑡 | ∀ℓ ∈ [𝐿𝑖 ], 𝑡 ≤ ℎ(𝑼𝑖ℓ ),

∀𝑗 ∈ [𝐽𝑖 ], 𝑡 ≤ ℎ(𝑿𝑖 𝑗 |𝑮𝑖 𝑗 ) + ℎ(𝒀𝑖 𝑗 |𝑮𝑖 𝑗 ) + 𝛾ℎ(𝒁𝑖 𝑗 |𝑮𝑖 𝑗 ) + ℎ(𝑮𝑖 𝑗 )
}

(49)

Hence, computing the𝜔-submodular width of a hypergraphH reduces to solvingI linear programs

of the form in Eq. (49), and taking the maximum of their optimal values.
13
Section 2.4 exemplifies

the above using the hypergraph of the triangle query 𝑄△ (Eq. (2)).

Example D.1. Consider the 4-clique hypergraph from Eq. (23). The 𝜔-submodular width of this

hypergraph is given by Eq. (28). Inside the min, we have 10 different terms MM, each of which

is a maximum of 3 terms. By distributing the min over the max, we get I = 3
10 = 59049 terms.

Our mechanical algorithm for computing the 𝜔-submodular width of this hypergraph consists

of exhaustively solving an LP for each one of these I terms and takeing their maximum optimal

objective value, which turns out to be
𝜔+1
2

in this example. There are smarter but non-algorithmic

ways to reach the same conclusion, as shown in Lemma C.6.

E MISSING DETAILS FROM SECTION 7
In this appendix, we prove Theorem 7.1 by showing our algorithm for evaluating a Boolean

conjunctive query in𝜔-submodular width time. To that end, we need to develop a series of technical

tools, which we explain in the following subsections.

E.1 Upper bound on the matrix multiplication expression
We start with introducing an upper bound on the matrix multiplication expression from Defini-

tion 4.2.

Definition E.1 (𝜔-dominant triple (𝛼, 𝛽, 𝜁 )). A triple of numbers (𝛼, 𝛽, 𝜁 ) is called 𝜔-dominant if
it satisfies the following conditions:

𝛼, 𝛽 ≥ 1, (50)

𝜁 ≥ 0, (51)

𝛼 + 𝛽 + 𝜁 ≥ 𝜔 (52)

13
If 𝜔 is not fixed, then Eq. (49) is not an LP because the coefficient 𝛾 depends on 𝜔 . Hence, we end up having constraints

that are quadratic in terms of 𝜔 and 𝒉.
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Proposition E.2 (Upper bound on MM(𝑿 ; 𝒀 ;𝒁 |𝑮)). Let the triples (𝛼1, 𝛽1, 𝜁1), (𝛼2, 𝛽2, 𝜁2),
and (𝛼3, 𝛽3, 𝜁3) be 𝜔-dominant. For any polymatroid 𝒉 : 2

V → R+ and pairwise-disjoint subsets
𝑿 , 𝒀 ,𝒁 , 𝑮 ⊆ V , the following inequality holds:

MM(𝑿 ; 𝒀 ;𝒁 |𝑮) ≤ max

(
𝛼1ℎ(𝑿 |𝑮) + 𝛽1ℎ(𝒀 |𝑮) + 𝜁1ℎ(𝒁 |𝑮) + ℎ(𝑮),
𝛼2ℎ(𝑿 |𝑮) + 𝜁2ℎ(𝒀 |𝑮) + 𝛽2ℎ(𝒁 |𝑮) + ℎ(𝑮),
𝜁3ℎ(𝑿 |𝑮) + 𝛼3ℎ(𝒀 |𝑮) + 𝛽3ℎ(𝒁 |𝑮) + ℎ(𝑮)

)
(53)

Proof. WLOG suppose that ℎ(𝒁 |𝑮) is the minimum among the three terms ℎ(𝑿 |𝑮), ℎ(𝒀 |𝑮)
and ℎ(𝒁 |𝑮). Then, MM(𝑿 ; 𝒀 ;𝒁 |𝑮) becomes identical to ℎ(𝑿 |𝑮) + ℎ(𝒀 |𝑮) + 𝛾ℎ(𝒁 |𝑮) + ℎ(𝑮), and
the following inequality holds:

ℎ(𝑿 |𝑮) + ℎ(𝒀 |𝑮) + 𝛾ℎ(𝒁 |𝑮) + ℎ(𝑮) ≤ 𝛼1ℎ(𝑿 |𝑮) + 𝛽1ℎ(𝒀 |𝑮) + 𝜁1ℎ(𝒁 |𝑮) + ℎ(𝑮)
□

E.2 Class of Shannon Inequalities
We now introduce the class of Shannon inequalities at the center of our algorithms.

Definition E.3 (𝜔-Shannon Inequality). A Shannon inequality is called an 𝜔-Shannon inequality

if it has the following form:∑︁
ℓ∈[𝐿]

𝜆ℓℎ(𝑼ℓ ) +
∑︁
𝑗∈[ 𝐽 ]

(
𝛼 𝑗ℎ(𝑿 𝑗 |𝑮 𝑗 ) + 𝛽 𝑗ℎ(𝒀𝑗 |𝑮 𝑗 ) + 𝜁 𝑗ℎ(𝒁 𝑗 |𝑮 𝑗 ) + 𝜅 𝑗ℎ(𝑮 𝑗 )

)
≤

∑︁
𝑖∈[𝐼 ]

𝑤𝑖ℎ(𝒀𝑖 |𝑿𝑖 )

(54)

where

• all coefficients 𝜆ℓ , 𝛼 𝑗 , 𝛽 𝑗 , 𝜁 𝑗 and𝑤𝑖 are non-negative,

• all coefficients 𝜅 𝑗 are positive,

• and all triples

(
𝛼 𝑗

𝜅 𝑗
,
𝛽 𝑗

𝜅 𝑗
,
𝜁 𝑗

𝜅 𝑗

)
are 𝜔-dominant.

Following [4], the following proposition follows immediately from Farkas’ Lemma. Recall the

notation for ℎ(𝒀 ;𝒁 |𝑿 ) from Eq. (18).

Proposition E.4. Given an 𝜔-Shannon inequality of the form (54), there must exist non-negative

vectors 𝒎 def

= (𝑚𝑝 )𝑝∈[𝑃 ] and 𝒔
def

= (𝑠𝑞)𝑞∈[𝑄 ] such that the following equality is an identity over
symbolic variables ℎ(𝑿 ) for 𝑿 ⊆ V where ℎ(∅) = 0:∑︁
ℓ∈[𝐿]

𝜆ℓℎ(𝑼ℓ ) +
∑︁
𝑗∈[ 𝐽 ]

(
𝛼 𝑗ℎ(𝑿 𝑗 |𝑮 𝑗 ) + 𝛽 𝑗ℎ(𝒀𝑗 |𝑮 𝑗 ) + 𝜁 𝑗ℎ(𝒁 𝑗 |𝑮 𝑗 ) + 𝜅 𝑗ℎ(𝑮 𝑗 )

)
=

∑︁
𝑖∈[𝐼 ]

𝑤𝑖ℎ(𝒀𝑖 |𝑿𝑖 )

−
∑︁
𝑝∈[𝑃 ]

𝑚𝑝ℎ(𝒀𝑝 |𝑿𝑝 ) −
∑︁
𝑞∈[𝑄 ]

𝑠𝑞ℎ(𝒀𝑞 ;𝒁𝑞 |𝑿𝑞)

(55)

We use the standard notation ∥𝝀∥1 to denote

∑
ℓ∈[𝐿] |𝜆ℓ |.

Proposition E.5. Given any 𝜔-Shannon inequality of the form (54), the following inequality holds:

∥𝝀∥1 + ∥𝜿 ∥1 ≤
∑︁

𝑖∈[𝐼 ] |𝑿𝑖=∅
𝑤𝑖 (56)
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Proof. Every 𝜔-Shannon inequality (54) must hold for the following polymatroid:

ℎ(𝑾 ) =
{
0 if𝑾 = ∅
1 otherwise

When evaluated over the above polymatroid, the RHS of identity (55) is at most

∑
𝑖∈[𝐼 ] |𝑿𝑖=∅𝑤𝑖 ,

while the LHS is at least ∥𝝀∥1 + ∥𝜿 ∥1. Note that for every 𝑗 ∈ [𝐽 ], we must have 𝛼 𝑗 ≥ 𝜅 𝑗 because
the triple

(
𝛼 𝑗

𝜅 𝑗
,
𝛽 𝑗

𝜅 𝑗
,
𝜁 𝑗

𝜅 𝑗

)
is 𝜔-dominant. Hence, when 𝑮 𝑗 = ∅, the term 𝛼 𝑗ℎ(𝑿 𝑗 |𝑮 𝑗 ) contributes at least

𝜅 𝑗 to the LHS of (55). □

Definition E.6 (An integral 𝜔-Shannon inequality). An 𝜔-Shannon inequality of the form (54) is

called integral if

• all coefficients 𝜆ℓ , 𝛼 𝑗 , 𝛽 𝑗 , 𝜁 𝑗 , 𝜅 𝑗 and𝑤𝑖 are integers,

• and there exist non-negative integers (𝑚𝑝 )𝑝∈[𝑃 ] and (𝑠𝑞)𝑞∈[𝑄 ] such that the identity in Eq. (55)

holds.

E.3 Generalizing the Reset Lemma
We present here a highly non-trivial generalization of the Reset Lemma from [3, 4]. In particular,

given an integral 𝜔-Shannon inequality (54), this lemma allows us to sacrifice any unconditional

term ℎ(𝒀𝑖 |∅) on the RHS while losing at most one unit from the quantity ∥𝝀∥1 + ∥𝜿 ∥1 on the LHS.

Unlike the original Reset Lemma [3, 4], this lemma has to support proper conditionals ℎ(𝑿 𝑗 |𝑮 𝑗 )
on the LHS of the 𝜔-Shannon inequality. Moreover, this lemma has to maintain the 𝜔-dominance

property of the triples

(
𝛼 𝑗

𝜅 𝑗
,
𝛽 𝑗

𝜅 𝑗
,
𝜁 𝑗

𝜅 𝑗

)
, which will be crucial for the join algorithm introduced later.

Lemma E.7 (Generalized Reset Lemma). Given an integral𝜔-Shannon inequality of the form (54),
suppose that for some 𝑖0 ∈ [𝐼 ], we have 𝑿𝑖0 = ∅ and𝑤𝑖0 > 0. Then, there exist non-negative integers
𝜆′ℓ , 𝛼

′
𝑗 , 𝛽

′
𝑗 , 𝜁

′
𝑗 , 𝜅

′
𝑗 ,𝑤

′
𝑖 for which the following is also an integral 𝜔-Shannon inequality:∑︁

ℓ∈[𝐿]
𝜆′ℓℎ(𝑼ℓ ) +

∑︁
𝑗∈[ 𝐽 ]

(
𝛼 ′𝑗ℎ(𝑿 𝑗 |𝑮 𝑗 ) + 𝛽 ′𝑗ℎ(𝒀𝑗 |𝑮 𝑗 ) + 𝜁 ′𝑗ℎ(𝒁 𝑗 |𝑮 𝑗 ) + 𝜅′𝑗ℎ(𝑮 𝑗 )

)
≤

∑︁
𝑖∈[𝐼 ]

𝑤 ′
𝑖ℎ(𝒀𝑖 |𝑿𝑖 )

and the coefficients satisfy the following conditions:

𝑤 ′
𝑖0
≤ 𝑤𝑖0 − 1,

𝑤 ′
𝑖 ≤ 𝑤𝑖 ∀𝑖 ∈ [𝐼 ] \ {𝑖0},

∥𝝀′∥1 + ∥𝜿 ′∥1 ≥ ∥𝝀∥1 + ∥𝜿 ∥1 − 1 (57)

Proof. Let𝑾
def

= 𝒀𝑖0 . We recognize the following cases:

• If 𝑾 = 𝑼ℓ for some ℓ ∈ [𝐿] where 𝜆ℓ > 0, we set 𝜆′ℓ
def

= 𝜆ℓ − 1 and 𝑤 ′
𝑖0

def

= 𝑤𝑖0 − 1. All

other coefficients 𝜆′ℓ , 𝛼
′
𝑗 , 𝛽

′
𝑗 , 𝜁

′
𝑗 , 𝜅

′
𝑗 ,𝑤

′
𝑖 remain the same as the original 𝜆ℓ , 𝛼 𝑗 , 𝛽 𝑗 , 𝜁 𝑗 , 𝜅 𝑗 ,𝑤𝑖 . The new

inequality remains a valid integral 𝜔-Shannon inequality since we dropped ℎ(𝑾 |∅) from both

sides.

• If 𝑾 = 𝑮 𝑗𝑿 𝑗 for some 𝑗 ∈ [𝐽 ] where 𝛼 𝑗 , 𝜅 𝑗 > 0, then we set 𝛼 ′𝑗
def

= 𝛼 𝑗 − 1, 𝜅′𝑗
def

= 𝜅 𝑗 − 1, and

𝑤 ′
𝑖0

def

= 𝑤𝑖0 − 1. The inequality still holds since we dropped ℎ(𝑾 |∅) from both sides. If 𝜅′𝑗 = 0,

then we drop 𝑗 from [𝐽 ]. Otherwise, the triple
(
𝛼 ′
𝑗

𝜅′
𝑗
,
𝛽 𝑗

𝜅′
𝑗
,
𝜁 𝑗

𝜅′
𝑗

)
is still 𝜔-dominant (Definition E.1). In
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particular, inequality (50) continues to hold because:

𝛼 ′𝑗
𝜅′
𝑗

=
𝛼 𝑗 − 1

𝜅 𝑗 − 1

≥
𝜅 𝑗 − 1

𝜅 𝑗 − 1

= 1.

Moreover, inequality (52) continues to hold because of the following:

𝛼 ′𝑗 + 𝛽 𝑗 + 𝜁 𝑗
𝜅′
𝑗

=
𝛼 𝑗 + 𝛽 𝑗 + 𝜁 𝑗 − 1

𝜅 𝑗 − 1

≥
𝜅 𝑗𝜔 − 1

𝜅 𝑗 − 1

(Inductively by Eq. (52))

= 𝜔 + 𝜔 − 1

𝜅 𝑗 − 1︸ ︷︷ ︸
≥0

(58)

• If 𝑾 = 𝑮 𝑗𝒀𝑗 for some 𝑗 ∈ [𝐽 ] where 𝛽 𝑗 , 𝜅 𝑗 > 0, then this is symmetric to the previous case.

Namely, we set 𝛽 ′𝑗
def

= 𝛽 𝑗 − 1, 𝜅′𝑗
def

= 𝜅 𝑗 − 1, and𝑤 ′
𝑖0

def

= 𝑤𝑖0 − 1.

• If 𝑾 = 𝑮 𝑗𝒁 𝑗 for some 𝑗 ∈ [𝐽 ] where 𝜁 𝑗 , 𝜅 𝑗 > 0, then we set 𝜁 ′𝑗
def

= 𝜁 𝑗 − 1, 𝜅′𝑗
def

= 𝜅 𝑗 − 1, and

𝑤 ′
𝑖0

def

= 𝑤𝑖0 − 1. If 𝜅′𝑗 = 0, then we drop 𝑗 from [𝐽 ]. Otherwise, the triple

(
𝛼 𝑗

𝜅′
𝑗
,
𝛽 𝑗

𝜅′
𝑗
,
𝜁 ′𝑗
𝜅′
𝑗

)
is still

𝜔-dominant. In particular, similar to above, inequality (52) continues to hold as follows:

𝛼 𝑗 + 𝛽 𝑗 + 𝜁 ′𝑗
𝜅′
𝑗

=
𝛼 𝑗 + 𝛽 𝑗 + 𝜁 𝑗 − 1

𝜅 𝑗 − 1

≥ 𝜔

The last inequality follows from Eq. (58).

• If𝑾 = 𝑮 𝑗 for some 𝑗 ∈ [𝐽 ] and 𝜅 𝑗 > max(𝛼 𝑗 , 𝛽 𝑗 , 𝜁 𝑗 ), then we set 𝜅′𝑗
def

= 𝜅 𝑗 − 1 and𝑤 ′
𝑖0

def

= 𝑤𝑖0 − 1.

The triple

(
𝛼 𝑗

𝜅′
𝑗
,
𝛽 𝑗

𝜅′
𝑗
,
𝜁 𝑗

𝜅′
𝑗

)
is still 𝜔-dominant. On the other hand, if𝑾 = 𝑮 𝑗 and 𝜅 𝑗 ≤ max(𝛼 𝑗 , 𝛽 𝑗 , 𝜁 𝑗 ),

then 𝜅 𝑗ℎ(𝑮 𝑗 ) already cancels out with one of the three terms 𝛼 𝑗ℎ(𝑿 𝑗 |𝑮 𝑗 ), 𝛽 𝑗ℎ(𝒀𝑗 |𝑮 𝑗 ), 𝜁 𝑗ℎ(𝒁 𝑗 |𝑮 𝑗 )
on the LHS. Hence, this case falls under the next case.

• In all other cases, ℎ(𝑾 |∅) must cancel out with some term on the RHS of the identity (55), just

like in the original Reset Lemma [3, 4]. Here we recognize the same three cases from the original

Reset Lemma, which we repeat below for self-containment:

– Case 1: ℎ(𝑾 ) cancels out with some other term ℎ(𝒀𝑖 |𝑿𝑖 ) for some 𝑖 ∈ [𝐼 ] \ {𝑖0} where𝑿𝑖 =𝑾 .

In this case, we apply the following rewrite to the RHS of the identity (55):

ℎ(𝑾 ) + ℎ(𝒀𝑖 |𝑾 ) = ℎ(𝒀𝑖𝑾 ) (59)

And now inductively, our target is to cancel out the newly added term ℎ(𝒀𝑖𝑾 ).
– Case 2: ℎ(𝑾 ) cancels out with some term −ℎ(𝒀𝑝 |𝑿𝑝 ) from some 𝑝 ∈ [𝑃] where𝑾 = 𝑿𝑝𝒀𝑝 .

In this case, we apply the following rewrite to the RHS of the identity (55):

ℎ(𝑾 ) − ℎ(𝒀𝑝 |𝑿𝑝 ) = ℎ(𝑾 ) − ℎ(𝑿𝑝𝒀𝑝 ) + ℎ(𝑿𝑝 ) = ℎ(𝑿𝑝 ) (60)

And now, we proceed inductively to eliminate the new term ℎ(𝑿𝑝 ).
– Case 3: ℎ(𝑾 ) cancels out with some term −ℎ(𝒀𝑞 ;𝒁𝑞 |𝑿𝑞) for some 𝑞 ∈ [𝑄] where𝑾 = 𝑿𝑞𝒀𝑞 .

In this case, we apply the rewrite:

ℎ(𝑾 ) − ℎ(𝒀𝑞 ;𝒁𝑞 |𝑿𝑞) = ℎ(𝑾 ) − ℎ(𝑿𝑞𝒀𝑞) − ℎ(𝑿𝑞𝒁𝑞) + ℎ(𝑿𝑞) + ℎ(𝑿𝑞𝒀𝑞𝒁𝑞)
= ℎ(𝑿𝑞𝒀𝑞𝒁𝑞) − ℎ(𝒁𝑞 |𝑿𝑞) (61)

And now we inductively eliminate ℎ(𝑿𝑞𝒀𝑞𝒁𝑞).
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By applying each one of the above three cases, the following integral quantity always decreases

by at least one, thus proving that this process must terminate:

∥𝒘 ∥1 + ∥𝒎∥1 + 2∥𝒔∥1 (62)

In particular, Case 1 decreases ∥𝒘 ∥1 by 1, Case 2 decreases ∥𝒎∥1 by 1, and Case 3 increases ∥𝒎∥1
by 1 and decreases ∥𝒔∥1 by 1.

□

E.4 Generalizing the Proof Sequence Construction
The following is a generalization of the proof sequence construction from [3, 4]. In particular, the

original proof sequence construction cannot be used directly because an 𝜔-Shannon inequality (54)

might contain proper conditionals ℎ(𝑿 𝑗 |𝑮 𝑗 ) on the LHS. The other challenge here is maintaining

the 𝜔-dominance property of the triples

(
𝛼 𝑗

𝜅 𝑗
,
𝛽 𝑗

𝜅 𝑗
,
𝜁 𝑗

𝜅 𝑗

)
, which is needed later to get a corresponding

join algorithm that uses matrix multiplication.

Theorem E.8 (Generalized Proof Seqence Construction). Given an integral 𝜔-Shannon
inequality of the form (54), there exists a finite sequence of steps that transforms the RHS of the
inequality into the LHS. Each step in the sequence replaces some terms on the RHS with smaller terms,
thus the full sequence proves that the LHS is smaller than the RHS. Moreover, each step has either one
of the following forms:
• Decomposition Step: ℎ(𝑿𝒀 ) → ℎ(𝑿 ) + ℎ(𝒀 |𝑿 ).
• Composition Step: ℎ(𝑿 ) + ℎ(𝒀 |𝑿 ) → ℎ(𝑿𝒀 ).
• Monotonicity Step: ℎ(𝑿𝒀 ) → ℎ(𝑿 ).
• Submodularity Step: ℎ(𝒀 |𝑿 ) → ℎ(𝒀 |𝑿𝒁 ).

Note that by Shannon inequalities, each one of the above steps replaces one or two terms with

smaller terms. In particular,

ℎ(𝑿𝒀 ) = ℎ(𝑿 ) + ℎ(𝒀 |𝑿 ) (by Eq. (17))

ℎ(𝑿𝒀 ) ≥ ℎ(𝑿 ) (by Eq. (15))

ℎ(𝒀 |𝑿 ) ≥ ℎ(𝒀 |𝑿𝒁 ) (by Eq. (14))

For the purpose of proving the above theorem, we will represent an 𝜔-Shannon inequality

slightly differently from Eq. (54). In particular, some terms on the LHS of Eq. (54) might already

occur on the RHS, therefore we could decompose the RHS into two parts: One part which is a

subset of terms on the LHS, and another part containing the remaining RHS terms. Formally, we

can represent an 𝜔-Shannon inequality as follows:∑︁
ℓ∈[𝐿]

𝜆ℓℎ(𝑼ℓ )+
∑︁
𝑗∈[ 𝐽 ]

(
𝛼 𝑗ℎ(𝑿 𝑗 |𝑮 𝑗 ) + 𝛽 𝑗ℎ(𝒀𝑗 |𝑮 𝑗 ) + 𝜁 𝑗ℎ(𝒁 𝑗 |𝑮 𝑗 ) + 𝜅 𝑗ℎ(𝑮 𝑗 )

)
≤∑︁

𝑗∈[ 𝐽 ]

(
𝛼 𝑗ℎ(𝑿 𝑗 |𝑮 𝑗 ) + ˆ𝛽 𝑗ℎ(𝒀𝑗 |𝑮 𝑗 ) + ˆ𝜁 𝑗ℎ(𝒁 𝑗 |𝑮 𝑗 ) + �̂� 𝑗ℎ(𝑮 𝑗 )

)
+
∑︁
𝑖∈[𝐼 ]

�̂�𝑖ℎ(𝒀𝑖 |𝑿𝑖 ) (63)

where in addition to the conditions from Definition E.3, we also require that

• For all 𝑗 ∈ [𝐽 ], we have 0 ≤ 𝛼 𝑗 ≤ 𝛼 𝑗 , 0 ≤ ˆ𝛽 𝑗 ≤ 𝛽 𝑗 , 0 ≤ ˆ𝜁 𝑗 ≤ 𝜁 𝑗 , and 0 ≤ �̂� 𝑗 ≤ 𝜅 𝑗 .
• For all 𝑖 ∈ [𝐼 ], we have 0 ≤ �̂�𝑖 ≤ 𝑤𝑖 .
• Furthermore, for each 𝑗 ∈ [𝐽 ], we can assume that 𝛼 𝑗 + ˆ𝛽 𝑗 + ˆ𝜁 𝑗 + �̂� 𝑗 < 𝛼 𝑗 + 𝛽 𝑗 + 𝜁 𝑗 +𝜅 𝑗 . Otherwise,
we could drop the term 𝑗 from both sides.
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• Finally, we assume, for all 𝑗 ∈ [𝐽 ],

𝜅 𝑗 − �̂� 𝑗 ≥ max(𝛼 𝑗 − 𝛼 𝑗 , 𝛽 𝑗 − ˆ𝛽 𝑗 , 𝜁 𝑗 − ˆ𝜁 𝑗 ) (64)

By Proposition E.4, for every inequality of the form (63), there exist non-negative vectors 𝒎
def

=

(𝑚𝑝 )𝑝∈[𝑃 ] and 𝒔
def

= (𝑠𝑞)𝑞∈[𝑄 ] such that the following identity holds over symbolic variables ℎ(𝑿 )
for 𝑿 ⊆ V where ℎ(∅) = 0:∑︁

ℓ∈[𝐿]
𝜆ℓℎ(𝑼ℓ )+

∑︁
𝑗∈[ 𝐽 ]

(
𝛼 𝑗ℎ(𝑿 𝑗 |𝑮 𝑗 ) + 𝛽 𝑗ℎ(𝒀𝑗 |𝑮 𝑗 ) + 𝜁 𝑗ℎ(𝒁 𝑗 |𝑮 𝑗 ) + 𝜅 𝑗ℎ(𝑮 𝑗 )

)
=∑︁

𝑗∈[ 𝐽 ]

(
𝛼 𝑗ℎ(𝑿 𝑗 |𝑮 𝑗 ) + ˆ𝛽 𝑗ℎ(𝒀𝑗 |𝑮 𝑗 ) + ˆ𝜁 𝑗ℎ(𝒁 𝑗 |𝑮 𝑗 ) + �̂� 𝑗ℎ(𝑮 𝑗 )

)
+
∑︁
𝑖∈[𝐼 ]

�̂�𝑖ℎ(𝒀𝑖 |𝑿𝑖 )

−
∑︁
𝑝∈[𝑃 ]

𝑚𝑝ℎ(𝒀𝑝 |𝑿𝑝 ) −
∑︁
𝑞∈[𝑄 ]

𝑠𝑞ℎ(𝒀𝑞 ;𝒁𝑞 |𝑿𝑞) (65)

Proof of Theorem E.8. An inequality of the form (54) can be converted to the from (63) by

initializing �̂�𝑖 = 𝑤𝑖 for all 𝑖 ∈ [𝐼 ] and 𝛼 𝑗 = ˆ𝛽 𝑗 = ˆ𝜁 𝑗 = �̂� 𝑗 = 0 for all 𝑗 ∈ [𝐽 ]. Consider an inequality

of the form (63) and the corresponding identity (65). If ∥𝝀∥1 + ∥𝜿 −𝜿 ∥1 = 0, then by Condition (64),

we have 𝛼 𝑗 = 𝛼 𝑗 , ˆ𝛽 𝑗 = 𝛽 𝑗 , ˆ𝜁 𝑗 = 𝜁 𝑗 and �̂� 𝑗 = 𝜅 𝑗 for all 𝑗 and we are done. Now assume that

∥𝝀∥1 + ∥𝜿 − 𝜿 ∥1 > 0. By Proposition E.5, we have∑︁
𝑖∈[𝐼 ] |𝑿𝑖=∅

�̂�𝑖 ≥ ∥𝝀∥1 + ∥𝜿 − 𝜿 ∥1 > 0.

Hence, there exists some 𝑖0 ∈ [𝐼 ] such that 𝑿𝑖0 = ∅ and �̂�𝑖0 > 0. Define𝑾
def

= 𝒀𝑖0 . We recognize the

following cases:

• If there exists ℓ ∈ [𝐿] where 𝑼ℓ = 𝑾 and 𝜆ℓ > 0, then we reduce both 𝜆ℓ and �̂�𝑖0 by one thus

canceling out the term ℎ(𝑾 ) from both sides of the identity (65).

• If there exists 𝑗 ∈ [𝐽 ] where 𝑮 𝑗𝑿 𝑗 =𝑾 and 𝛼 𝑗 > 𝛼 𝑗 , then we apply the following decomposition

step to the term ℎ(𝒀𝑖0 |𝑿𝑖0 ) = ℎ(𝑾 |∅) on the RHS of (65):

ℎ(𝑾 ) → ℎ(𝑮 𝑗 ) + ℎ(𝑿 𝑗 |𝑮 𝑗 )

and now we have ℎ(𝑿 𝑗 |𝑮 𝑗 ) on both sides of the identity (65). We increase 𝛼 𝑗 by one thus pairing

the two terms ℎ(𝑿 𝑗 |𝑮 𝑗 ) with one another. Inequality (64) continues to hold.

• If there exists 𝑗 ∈ [𝐽 ] where either 𝑮 𝑗𝒀𝑗 =𝑾 and 𝛽 𝑗 > ˆ𝛽 𝑗 , or 𝑮 𝑗𝒁 𝑗 =𝑾 and 𝜁 𝑗 > ˆ𝜁 𝑗 , then this is

similar to the previous case.

• If there exists 𝑗 ∈ [𝐽 ] where 𝑮 𝑗 = 𝑾 and 𝜅 𝑗 − �̂� 𝑗 > max(𝛼 𝑗 − 𝛼 𝑗 , 𝛽 𝑗 − ˆ𝛽 𝑗 , 𝜁 𝑗 − ˆ𝜁 𝑗 ), then we

have ℎ(𝑾 ) on both sides of identity (65). We increase �̂� 𝑗 by one thus pairing the two terms

ℎ(𝑮 𝑗 ) with one another. Condition (64) continues to hold. On the other hand, if 𝑮 𝑗 = 𝑾 and

𝜅 𝑗 − �̂� 𝑗 = max(𝛼 𝑗 − 𝛼 𝑗 , 𝛽 𝑗 − ˆ𝛽 𝑗 , 𝜁 𝑗 − ˆ𝜁 𝑗 ), then ℎ(𝑮 𝑗 ) already cancels out with one of the three

terms ℎ(𝑿 𝑗 |𝑮 𝑗 ), ℎ(𝒀𝑗 |𝑮 𝑗 ), and ℎ(𝒁 𝑗 |𝑮 𝑗 ) on the LHS of (65), hence this case falls under the next

case.

• In all other cases, the term ℎ(𝑾 ) must cancel out with some other term on the RHS of the

identity (65). We recognize three cases similar to the original proof sequence construction

from [3, 4]:

– Case 1: ℎ(𝑾 ) cancels out with some other term ℎ(𝒀𝑖 |𝑿𝑖 ) for some 𝑖 ∈ [𝐼 ] on the RHS where

𝑿𝑖 =𝑾 . In this case, we can compose the two terms using the rewrite from Eq. (59), which
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corresponds to a composition step:

ℎ(𝑾 ) + ℎ(𝒀𝑖 |𝑾 ) → ℎ(𝒀𝑖𝑾 ) (Composition Step)

– Case 2: ℎ(𝑾 ) cancels out with some term −ℎ(𝒀𝑝 |𝑿𝑝 ) for some 𝑝 ∈ [𝑃] where𝑾 = 𝑿𝑝𝒀𝑝 . In
this case, we can apply the rewrite from Eq. (60), which corresponds to a monotonicity step:

ℎ(𝑾 ) → ℎ(𝑿𝑝 ) (Monotonicity Step)

– Case 3: ℎ(𝑾 ) cancels out with some term −ℎ(𝒀𝑞 ;𝒁𝑞 |𝑿𝑞) for some 𝑞 ∈ [𝑄] where𝑾 = 𝑿𝑞𝒀𝑞 .
In this case, instead of applying the rewrite from Eq. (61), we apply the following rewrite:

ℎ(𝑾 ) − ℎ(𝒀𝑞 ;𝒁𝑞 |𝑿𝑞) = ℎ(𝑾 ) − ℎ(𝑿𝑞𝒀𝑞) − ℎ(𝑿𝑞𝒁𝑞) + ℎ(𝑿𝑞) + ℎ(𝑿𝑞𝒀𝑞𝒁𝑞)
= ℎ(𝑿𝑞) + ℎ(𝒀𝑞 |𝑿𝑞𝒁𝑞) (66)

The above rewrite corresponds to applying a decomposition step followed by a submodularity

step:

ℎ(𝑾 ) → ℎ(𝑿𝑞) + ℎ(𝒀𝑞 |𝑿𝑞) (Decomposition Step)

ℎ(𝒀𝑞 |𝑿𝑞) → ℎ(𝒀𝑞 |𝑿𝑞𝒁𝑞) (Submodularity Step)

In each one of the above three cases, the following integral quantity always decreases by at least

one, thus proving that this process must terminate:

∥�̂� ∥1 + ∥𝒎∥1 + 2∥𝒔∥1 (67)

In particular, Case 1 decreases ∥�̂� ∥1 by 1, Case 2 decreases ∥𝒎∥1 by 1, and Case 3 increases ∥�̂� ∥1
by 1 and decreases ∥𝒔∥1 by 1.

□

E.5 Generalizing PANDA for Disjunctive Datalog Rules
Consider a Boolean conjunctive query𝑄 of the form given by Eq. (1). Our algorithms for evaluating

𝑄 rely heavily on the concept of degree in a relation, that is defined below.

Definition E.9 (Degree in a relation). Let 𝑅(𝒁 ) be a relation over variable set 𝒁 , and let 𝑿 and 𝒀
be two sets of variables such that 𝒀 \𝑿 ⊆ 𝒁 . Given a tuple 𝒙 over the variable set 𝑿 , we define the

degree of 𝒀 conditioned on 𝑿 = 𝒙 in 𝑅 as follows:

deg𝑅 (𝒀 |𝑿 = 𝒙) def

=
��𝜋𝒀 \𝑿

(
𝜎𝑿∩𝒁=𝜋𝑿∩𝒁 (𝒙 ) (𝑅)

) ��
(68)

Moreover, we define the degree of 𝒀 conditioned on 𝑿 in 𝑅 as follows:

deg𝑅 (𝒀 |𝑿 ) def

= max

𝒙
deg𝑅 (𝒀 |𝑿 = 𝒙) (69)

As a building block for the next section which presents our algorithm for evaluating a query

𝑄 in 𝜔-submodular width time, we present in this section an algorithm for evaluating a specific

type of disjunctive Datalog rules [3, 4]. We can think of this algorithm as being concerned with

evaluating a query 𝑄∨ that has a disjunction in the head:∨
ℓ∈[𝐿]

𝑃ℓ (𝑼ℓ ) ∨
∨
𝑗∈[ 𝐽 ]

(
𝑆 𝑗 (𝑿 𝑗𝑮 𝑗 ) ∧𝑇𝑗 (𝒀𝑗𝑮 𝑗 ) ∧𝑊𝑗 (𝒁 𝑗𝑮𝑔)

)
:-

∧
𝑅 (𝒁 ) ∈atoms(𝑄 )

𝑅(𝒁 ) (70)

Evaluating the above query means computing output tables 𝑃ℓ (𝑼ℓ ) for ℓ ∈ [𝐿], and 𝑆 𝑗 (𝑿 𝑗𝑮 𝑗 ),
𝑇𝑗 (𝒀𝑗𝑮 𝑗 ),𝑊𝑗 (𝒁 𝑗𝑮 𝑗 ) for 𝑗 ∈ [𝐽 ] so for that every tuple 𝒕 in the join of all atoms in the body of the

query, the projection of 𝒕 must be present in either some output table 𝑃ℓ or some triple of output

tables (𝑆 𝑗 , 𝑇𝑗 ,𝑊𝑗 ).
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Theorem E.10 (Evaluating a disjunctive rule (70)). Suppose we are given the following:
• A Boolean query 𝑄 of the form (1) along with a corresponding input database instance 𝐷 .
• An integral 𝜔-Shannon inequality of the form (54) where for every 𝑖 ∈ [𝐼 ], there exists an atom
𝑅𝑖 (𝒁𝑖 ) ∈ atoms(𝑄) that satisfies 𝒀𝑖 \ 𝑿𝑖 ⊆ 𝒁𝑖 .

Define the quantity:

obj
def

=

∑
𝑖∈[𝐼 ] 𝑤𝑖 log2 deg𝑅𝑖 (𝒀𝑖 |𝑿𝑖 )

∥𝝀∥1 + ∥𝜿 ∥1
(71)

Then, there is an algorithm that runs in time �̃� (2obj) and computes tables 𝑃ℓ (𝑼ℓ ) for ℓ ∈ [𝐿] and
tables (𝑆 𝑗 (𝑿 𝑗𝑮 𝑗 ),𝑇𝑗 (𝒀𝑗𝑮 𝑗 ),𝑊𝑗 (𝒁 𝑗𝑮 𝑗 )) for 𝑗 ∈ [𝐽 ] that satisfy the following:
• For each tuple 𝒕 ∈Z𝑅 (𝒁 ) ∈atoms(𝑄 ) 𝑅(𝒁 ):
– either there exists ℓ ∈ [𝐿] where 𝜋𝑼ℓ (𝒕) ∈ 𝑃ℓ .
– or there exists 𝑗 ∈ [𝐽 ] where 𝜋𝑿 𝑗𝑮 𝑗 (𝒕) ∈ 𝑆 𝑗 , 𝜋𝒀𝑗𝑮 𝑗 (𝒕) ∈ 𝑇𝑗 , and 𝜋𝒁 𝑗𝑮 𝑗 (𝒕) ∈𝑊𝑗 .

• For each ℓ ∈ [𝐿], we have |𝑃ℓ | = �̃� (2obj).
• For each 𝑗 ∈ [𝐽 ], we have |𝑆 𝑗 |, |𝑇𝑗 |, |𝑊𝑗 | = �̃� (2obj) and there exists an 𝜔-dominant triple (𝛼 ′𝑗 , 𝛽 ′𝑗 , 𝜁 ′𝑗 )
such that

|𝜋𝑮 𝑗 (𝑆 𝑗 ) | ·
(
deg𝑆 𝑗

(𝑿 𝑗 |𝑮 𝑗 )
)𝛼 ′

𝑗 ·
(
deg𝑇𝑗

(𝒀𝑗 |𝑮 𝑗 )
)𝛽 ′𝑗 · (deg𝑊𝑗

(𝒁 𝑗 |𝑮 𝑗 )
)𝜁 ′𝑗

= �̃� (2obj). (72)

Proof. The algorithm is a variant of the PANDA algorithm from [3, 4]. The quantity obj is a
constant that is fixed at the beginning of the algorithm. The execution of the algorithm branches

into a polylogarithmic number of branches, each of which is concerned with a different part of

the data. Throughout the algorithm, and on each branch, we will modify the integral 𝜔-Shannon

inequality (54) and we will also update the tables (𝑅𝑖 (𝒁𝑖 ))𝑖∈[𝐼 ] that are associated with terms

ℎ(𝒀𝑖 |𝑿𝑖 ) on the RHS of inequality (54). However, on each branch, we will always maintain the

following invariants:

(1) The current inequality is a valid integral 𝜔-Shannon inequality (54).

(2) Every term ℎ(𝒀𝑖 |𝑿𝑖 ) on the RHS of the inequality (54) has an associated table 𝑅𝑖 (𝒁𝑖 ) that
satisfies 𝒀𝑖 \ 𝑿𝑖 ⊆ 𝒁𝑖 and

|𝑅𝑖 | ≤ 2
obj

(73)

(3) The inequality satisfies:

∥𝝀∥1 + ∥𝜿 ∥1 > 0 (74)

(4) The inequality along with the associated tables satisfy:∑
𝑖∈[𝐼 ] 𝑤𝑖 log2 deg𝑅𝑖 (𝒀𝑖 |𝑿𝑖 )

∥𝝀∥1 + ∥𝜿 ∥1
≤ obj (75)

On every branch, the algorithm follows the proof sequence construction from Theorem E.8. For

that purpose, we represent the 𝜔-Shannon inequality (54) using the representation from Eq. (63).

Every proof step replaces one or two terms ℎ(𝒀𝑖 |𝑿𝑖 ) on the RHS of the inequality with one or

two new terms that are smaller. Simultaneously, the algorithm replaces the tables 𝑅𝑖 (𝒁𝑖 ) that are
associated with the old terms with new tables that are associated with the new terms, where

these new tables are produced through some algorithmic operation on the old ones. WLOG we

can assume that on every branch, and for every 𝒁 ⊆ V , there is at most one table 𝑅(𝒁 ). This is
because if we have multiple tables 𝑅(𝒁 ) on the same branch, we can always take their intersection

to obtain a single table 𝑅(𝒁 ) that achieves the minimum degree deg𝑅 (𝒀 |𝑿 ) among all these tables
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for every 𝑿 and 𝒀 . The algorithm terminates for a specific branch if either one of the following

two conditions is met:

(a) There exists some ℓ ∈ [𝐿] and 𝑖 ∈ [𝐼 ] where 𝜆ℓ , �̂�𝑖 > 0, 𝒀𝑖 = 𝑼ℓ , 𝑿𝑖 = ∅. In this case,

invariant (73) implies that the associated table, denoted 𝑃ℓ (𝑼ℓ )
def

= 𝑅𝑖 (𝑼ℓ ), has size |𝑃ℓ | ≤ 2
obj

.

(b) There exists some 𝑗 ∈ [𝐽 ] where 𝛼 𝑗 = 𝛼 𝑗 , ˆ𝛽 𝑗 = 𝛽 𝑗 , ˆ𝜁 𝑗 = 𝜁 𝑗 , �̂� 𝑗 = 𝜅 𝑗 and the associated

tables, denoted 𝑆 𝑗 (𝑿 𝑗𝑮 𝑗 ), 𝑇𝑗 (𝒀𝑗𝑮), and𝑊𝑗 (𝒁 𝑗𝑮 𝑗 ), satisfy the following: (WLOG we can

assume that 𝜋𝑮 𝑗 (𝑆 𝑗 ) = 𝜋𝑮 𝑗 (𝑇𝑗 ) = 𝜋𝑮 𝑗 (𝑊𝑗 ) because we can always semijoin reduce the

tables together.)

|𝜋𝑮 𝑗 (𝑆 𝑗 ) | ·
(
deg𝑆 𝑗

(𝑿 𝑗 |𝑮 𝑗 )
) 𝛼𝑗
𝜅𝑗 ·

(
deg𝑇𝑗

(𝒀𝑗 |𝑮 𝑗 )
) 𝛽𝑗
𝜅𝑗 ·

(
deg𝑊𝑗

(𝒁 𝑗 |𝑮 𝑗 )
) 𝜁𝑗
𝜅𝑗 ≤ 2

obj
(76)

(Recall that because the inequality is an 𝜔-Shannon inequality, the triple

(
𝛼 𝑗

𝜅 𝑗
,
𝛽 𝑗

𝜅 𝑗
,
𝜁 𝑗

𝜅 𝑗

)
must be

𝜔-dominant.) The final output of the algorithm is the union of the tables 𝑃ℓ , 𝑆 𝑗 , 𝑇𝑗 and𝑊𝑗 from

all branches. In contrast, if condition (b) above is met except that inequality (76) is violated, then

we drop the term 𝑗 from both sides of the inequality. In this case, both invariants from Eq. (74)

and Eq. (75) continue to hold. In particular, Eq. (75) continues to hold because on the LHS, the

denominator is reduced by 𝜅 𝑗 while the numerator is reduced by:

𝜅 𝑗 log2 |𝜋𝑮 𝑗 (𝑆 𝑗 ) | + 𝛼 𝑗 log2 deg𝑆 𝑗 (𝑿 𝑗 |𝑮 𝑗 ) + 𝛽 𝑗 log2 deg𝑇𝑗 (𝒀𝑗 |𝑮 𝑗 ) + 𝜁 𝑗 log2 deg𝑊𝑗
(𝒁 𝑗 |𝑮 𝑗 ) > 𝜅 𝑗 · obj

Eq. (74) continues to hold because if the new denominator was zero, then the LHS of Eq. (75) before

we dropped the 𝑗-term must have been greater than
𝜅 𝑗 ·obj
𝜅 𝑗

, hence Eq. (75) could not have been

satisfied to begin with.

Initially, all invariants are satisfied except possibly for Eq. (73). However, if Eq. (73) is violated,

we can use the Reset Lemma E.7 to drop the large relation 𝑅𝑖 along with the corresponding term

ℎ(𝒀𝑖 |𝑿𝑖 ). Just like above, dropping 𝑅𝑖 preserves all invariants including Eq. (75) and Eq. (74).

On every branch, the algorithm translates each proof step from Theorem E.8 into an algorithmic

operation, as described in the original PANDA algorithm. We summarize these operations below

for self-containment:

• Composition Step ℎ(𝑿 ) + ℎ(𝒀 |𝑿 ) → ℎ(𝑿𝒀 ): Let 𝑅 and 𝑆 be the two tables associated with

ℎ(𝑿 ) and ℎ(𝒀 |𝑿 ) respectively. We recognize two cases:

– If |𝑅 | · deg𝑆 (𝒀 |𝑿 ) ≤ 2
obj

, then we compute the join 𝑇
def

= 𝑅 Z 𝑆 . The new table 𝑇 is associated

with the new term ℎ(𝑿𝒀 ), and it satisfies Eq. (73).

– If |𝑅 | · deg𝑆 (𝒀 |𝑿 ) > 2
obj

, then we replace the two terms ℎ(𝑿 ) + ℎ(𝒀 |𝑿 ) with ℎ(𝑿𝒀 ) and then

drop the term ℎ(𝑿𝒀 ) using the Reset Lemma (Lemma E.7). Invariant (75) continues to hold

because on the LHS of (75), the denominator is reduced by at most one (thanks to Eq. (57))

while the numerator is reduced by log
2
|𝑅 | + log

2
deg𝑆 (𝒀 |𝑿 ) > obj. Invariant (74) continues to

hold because if the new denominator was zero, then the LHS of Eq. (75) before the reset must

have been greater than obj, hence invariant (75) could not have been satisfied to begin with.

• Monotonicity Step ℎ(𝑿𝒀 ) → ℎ(𝑿 ): Let 𝑅 be the table associated with ℎ(𝑿𝒀 ). We associate 𝑅

with the new term ℎ(𝑿 ). Because deg𝑅 (𝑿 |∅) ≤ deg𝑅 (𝑿𝒀 |∅), invariant (75) continues to hold.

• Submodularity Step ℎ(𝒀 |𝑿 ) → ℎ(𝒀 |𝑿𝒁 ): Let 𝑅 be the table associated with ℎ(𝒀 |𝑿 ). We

associate 𝑅 with the new term ℎ(𝒀 |𝑿𝒁 ). Invariant (75) holds because deg𝑅 (𝒀 |𝑿𝒁 ) ≤ deg𝑅 (𝒀 |𝑿 ).
• Decomposition Step ℎ(𝑿𝒀 ) → ℎ(𝑿 ) + ℎ(𝒀 |𝑿 ): Let 𝑅 be the table associated with ℎ(𝑿𝒀 ). We

partition 𝑅 into 𝑘
def

= 𝑂 (log
2
|𝑅 |) buckets 𝑅1, . . . , 𝑅𝑘 based on the degree of 𝒀 conditioned on 𝑿 .

In particular, bucket 𝑅𝑖 contains all tuples 𝒕 ∈ 𝑅 such that deg𝑅 (𝒀 |𝑿 = 𝜋𝑿 (𝒕)) ∈ [2𝑖 , 2𝑖+1). Now,
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within each bucket 𝑅𝑖 , we have

|𝜋𝑿 (𝑅𝑖 ) | · deg𝑅𝑖 (𝒀 |𝑿 ) ≤ 2 · |𝜋𝑿𝒀 (𝑅) | (77)

If we partition each bucket 𝑅𝑖 into two sub-buckets, we can drop the factor of two from the

above inequality. We create a new branch of the algorithm for each bucket 𝑅𝑖 . Within the 𝑖-th

branch, we associate the two new terms ℎ(𝑿 ) and ℎ(𝒀 |𝑿 ) with 𝑅𝑖 . Invariant (75) continues to
hold because inequality (77) implies (after dropping the factor of two):

log
2
deg𝑅𝑖

(𝑿 |∅) + log
2
deg𝑅𝑖

(𝒀 |𝑿 ) ≤ log
2
deg𝑅 (𝑿𝒀 |∅)

□

E.6 Proof of Theorem 7.1
We are now ready to prove Theorem 7.1 about answering Boolean conjunctive queries in 𝜔-

submodular width time.

Theorem 7.1. Assuming that 𝜔 is a rational number, given a Boolean conjunctive query 𝑄 and a
corresponding input database instance 𝐷 , there is an algorithm that computes the answer to 𝑄 in time
�̃� (𝑁𝜔-subw(𝑄 ) ), where 𝑁 is the size of 𝐷 .

In order to prove Theorem 7.1, we will need some further preliminaries. The following lemma is

very similar to a lemma in [3, 4]. Its proof relies on the observation that every feasible dual solution

to the linear program (49) corresponds to an 𝜔-Shannon inequality (54) of a certain structure. By

strong duality, if we pick an optimal dual solution, we can match the optimal objective value of the

(primal) LP (49).

Lemma E.11 (From LP (49) to an𝜔-Shannon Ineqality (54)). Given a hypergraphH = (V, E),
let ED def

= EDH , and consider a linear program of the following form (which is the same as LP (49) but
where we drop the index 𝑖 ∈ [I] to reduce clutter):

max

𝑡,𝒉∈Γ∩ED

{
𝑡 | ∀ℓ ∈ [𝐿], 𝑡 ≤ ℎ(𝑼ℓ ),

∀𝑗 ∈ [𝐽 ], 𝑡 ≤ ℎ(𝑿 𝑗 |𝑮 𝑗 ) + ℎ(𝒀𝑗 |𝑮 𝑗 ) + 𝛾ℎ(𝒁 𝑗 |𝑮 𝑗 ) + ℎ(𝑮 𝑗 )
}

(78)

Let opt be the optimal objective value of the above LP. Then, there must exist an 𝜔-Shannon inequality
of the form (54) that satisfies the following:
• For each 𝑖 ∈ [𝐼 ], we have 𝑿𝑖 = ∅ and 𝒀𝑖 ∈ E.
• For each 𝑗 ∈ [𝐽 ], we have 𝛼 𝑗 = 𝛽 𝑗 = 𝜅 𝑗 and 𝜁 𝑗 = 𝜅 𝑗 · 𝛾 .
• The coefficients of the inequality satisfy:

∥𝒘 ∥1
∥𝝀∥1 + ∥𝜿 ∥1

= opt. (79)

Moreover, if 𝜔 is rational, then the above 𝜔-Shannon inequality can be chosen to be integral (Defini-
tion E.6).

Given a hypergraphH = (V, E) and a generalized variable elimination order𝝈 = (𝑿1,𝑿2, . . . ,𝑿 |𝝈 | )
∈ 𝜋 (V), each set of vertices 𝑿𝑖 can be eliminated by either a join algorithm or some matrix multi-

plication. The concept of an 𝜔-query plan, that we define below, amends a generalized variable

elimination order with a mapping that specifies how to eliminate each variable.

Definition E.12 (𝜔-Query Plan). Given a hypergraphH = (V, E), an 𝜔-query plan is a pair (𝝈 , 𝑒)
where:

• 𝝈 ∈ 𝜋 (V) is a generalized variable elimination order.
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• 𝑒 is a function that maps every index 𝑖 ∈ [|𝝈 |] (that satisfies 𝑈 𝝈
𝑖 ⊈ 𝑈

𝝈
𝑗 ,∀𝑗 ∈ [𝑖 − 1]) to a term

𝑒 (𝑖) ∈ {ℎ(𝑈 𝝈
𝑖 )} ∪ args(EMM𝝈

𝑖 ).

Note that, for a given hypergraph H , the number of 𝜔-query plans is finite.

Proof of Theorem 7.1. Let H = (V, E) be the query hypergraph. Consider the 𝜔-submodular

width of H written in the form of Eq. (33). For each 𝑖 ∈ [I], the corresponding LP (49) has an

optimal objective value that is upper bounded by 𝜔-subw(H). Consider a fixed LP (49), written

in the form of Eq. (78), and let opt be its optimal objective value. By Lemma E.11, there exists an

𝜔-Shannon inequality of the form (54) that satisfies the following (in addition to other properties

stated in the lemma):

∥𝒘 ∥1
∥𝝀∥1 + ∥𝜿 ∥1

= opt ≤ 𝜔-subw(H).

Note that for every atom 𝑅(𝒁 ), we have deg𝑅 (𝒁 |∅) ≤ 𝑁 . Define obj
def

= opt · log
2
𝑁 . Then by

Theorem E.10, we can, in time �̃� (2obj) = �̃� (𝑁𝜔-subw(H) ), compute tables 𝑃ℓ (𝑼ℓ ) for ℓ ∈ [𝐿] and
tables (𝑆 𝑗 (𝑿 𝑗𝑮 𝑗 ),𝑇𝑗 (𝒀𝑗𝑮 𝑗 ),𝑊𝑗 (𝒁 𝑗𝑮 𝑗 )) for 𝑗 ∈ [𝐽 ] that satisfy the conditions stated in the theorem.

We apply this for every LP (49) that we obtain from Eq. (33).

The following claim basically says that at the end of the above process, we would have computed

all inputs to a number of 𝜔-query plans such that every tuple 𝒕 in the join Z𝑅 (𝒁 ) ∈atoms(𝑄 ) 𝑅(𝒁 ) is
accounted for by at least one query plan. The number of 𝜔-query plans only depends on H , hence,

it is a constant in data complexity.

Claim E.1. At the end of the above process, for each tuple 𝒕 ∈Z𝑅 (𝒁 ) ∈atoms(𝑄 ) 𝑅(𝒁 ), there must
exist a generalized variable elimination order 𝝈 ∈ 𝜋 (V), such that for every 𝑖 ∈ [|𝝈 |] that satisfies
𝑈 𝝈
𝑖 ⊈ 𝑈

𝝈
𝑗 ,∀𝑗 ∈ [𝑖 − 1]:

(a) either there exists a table 𝑃 (𝑈 𝝈
𝑖 ) of size �̃� (𝑁𝜔-subw(H) ) where 𝜋𝑈 𝝈

𝑖
(𝒕) ∈ 𝑃 ,

(b) or there exists a termMM(𝑿 ; 𝒀 ;𝒁 |𝑮) ∈ args(EMM𝝈
𝑖 ) along with all the following:

(b1) Tables 𝑆1 (𝑿𝑮),𝑇1 (𝒀𝑮),𝑊1 (𝒁𝑮) of size �̃� (𝑁𝜔-subw(H) ) such that 𝜋𝑿𝑮 (𝒕) ∈ 𝑆1, 𝜋𝒀𝑮 (𝒕) ∈
𝑇1 and 𝜋𝒁𝑮 (𝒕) ∈𝑊1 and an 𝜔-dominant triple (𝛼1, 𝛽1, 𝜁1) satisfying:

|𝜋𝑮 (𝑆1) | ·
(
deg𝑆1

(𝑿 |𝑮)
)𝛼1

·
(
deg𝑇1

(𝒀 |𝑮)
)𝛽1

·
(
deg𝑊1

(𝒁 |𝑮)
)𝜁1

= �̃� (𝑁𝜔-subw(H) ) (80)

(b2) And tables 𝑆2 (𝑿𝑮),𝑇2 (𝒀𝑮),𝑊2 (𝒁𝑮) of size �̃� (𝑁𝜔-subw(H) ) such that 𝜋𝑿𝑮 (𝒕) ∈ 𝑆2,
𝜋𝒀𝑮 (𝒕) ∈ 𝑇2 and 𝜋𝒁𝑮 (𝒕) ∈𝑊2 and an 𝜔-dominant triple (𝛼2, 𝛽2, 𝜁2) satisfying:

|𝜋𝑮 (𝑆2) | ·
(
deg𝑆2

(𝑿 |𝑮)
)𝛼2

·
(
deg𝑇2

(𝒀 |𝑮)
)𝜁2

·
(
deg𝑊2

(𝒁 |𝑮)
)𝛽2

= �̃� (𝑁𝜔-subw(H) ) (81)

(b3) And tables 𝑆3 (𝑿𝑮),𝑇3 (𝒀𝑮),𝑊3 (𝒁𝑮) of size �̃� (𝑁𝜔-subw(H) ) such that 𝜋𝑿𝑮 (𝒕) ∈ 𝑆3,
𝜋𝒀𝑮 (𝒕) ∈ 𝑇3 and 𝜋𝒁𝑮 (𝒕) ∈𝑊3 and an 𝜔-dominant triple (𝛼3, 𝛽3, 𝜁3) satisfying:

|𝜋𝑮 (𝑆3) | ·
(
deg𝑆3

(𝑿 |𝑮)
)𝜁3

·
(
deg𝑇3

(𝒀 |𝑮)
)𝛼3

·
(
deg𝑊3

(𝒁 |𝑮)
)𝛽3

= �̃� (𝑁𝜔-subw(H) ) (82)

Note that Case (b) in the above claim implies that the matrix multiplication corresponding to the

term MM(𝑿 ; 𝒀 ;𝒁 |𝑮) ∈ args(EMM𝝈
𝑖 ) can be done in time �̃� (𝑁𝜔-subw(H) ). In particular, if we take

the tables 𝑆𝑖 ,𝑇𝑖 ,𝑊𝑖 for 𝑖 ∈ [3] from the claim, and define

𝑆
def

= 𝑆1 ∩ 𝑆2 ∩ 𝑆3, 𝑇
def

= 𝑇1 ∩𝑇2 ∩𝑇3, 𝑊
def

= 𝑊1 ∩𝑊2 ∩𝑊3, (83)
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then, Eq. (80), (81), and (82) imply that

|𝜋𝑮 (𝑆) | ·max

( (
deg𝑆 (𝑿 |𝑮)

)𝛼1 · (deg𝑇 (𝒀 |𝑮))𝛽1 · (deg𝑊 (𝒁 |𝑮)
)𝜁1 ,(

deg𝑆 (𝑿 |𝑮)
)𝛼2 · (deg𝑇 (𝒀 |𝑮))𝜁2 · (deg𝑊 (𝒁 |𝑮)

)𝛽2 ,(
deg𝑆 (𝑿 |𝑮)

)𝜁3 · (deg𝑇 (𝒀 |𝑮))𝛼3 · (deg𝑊 (𝒁 |𝑮)
)𝛽3 ) =�̃� (𝑁𝜔-subw(H) )

However, using the same reasoning from the proof of Proposition E.2, the LHS above is lower

bounded by the LHS below:

|𝜋𝑮 (𝑆) | ·max

(
deg𝑆 (𝑿 |𝑮) · deg𝑇 (𝒀 |𝑮) ·

(
deg𝑊 (𝒁 |𝑮)

)𝛾
,

deg𝑆 (𝑿 |𝑮) ·
(
deg𝑇 (𝒀 |𝑮)

)𝛾 · deg𝑊 (𝒁 |𝑮),(
deg𝑆 (𝑿 |𝑮)

)𝛾 · deg𝑇 (𝒀 |𝑮) · deg𝑊 (𝒁 |𝑮)
)

=�̃� (𝑁𝜔-subw(H) ) (84)

In particular, the claim implies that we can, in time �̃� (𝑁𝜔-subw(H) ), go over all tuples 𝒈 ∈ 𝜋𝑮 (𝑆)
and for each 𝒈, perform a matrix multiplication over two matrices whose three dimensions are

deg𝑆 (𝑿 |𝑮 = 𝒈), deg𝑇 (𝒀 |𝑮 = 𝒈), and deg𝑊 (𝒁 |𝑮 = 𝒈).
Before proving the above claim, we show how to use it to prove Theorem 7.1. The remaining

steps of the algorithm are as follows: We go over all 𝜔-query plans. Consider a fixed 𝜔-query

plan (𝝈 , 𝑒), where 𝝈 = (𝑿1, . . . ,𝑿 |𝝈 | ). Initially, each hyperedge 𝒁 ∈ E has a corresponding atom

𝑅(𝒁 ) ∈ atoms(𝑄). We use the generalized variable elimination order 𝝈 to eliminate the variable

sets 𝑿1, . . . ,𝑿 |𝝈 | and generate the corresponding hypergraph sequenceH𝝈
1
, . . . ,H𝝈

|𝝈 | , as described

in Definition 4.1. Each time we eliminate a variable set 𝑿𝑖 , we remove adjacent hyperedges 𝜕𝝈𝑖 and

add a new hyperedge𝑈 𝝈
𝑖 \𝑿𝑖 . Our target below is to create a new corresponding atom 𝑅(𝑈 𝝈

𝑖 \𝑿𝑖 )
in time �̃� (𝑁𝜔-subw(H) ). To that end, for each 𝑖 ∈ [|𝝈 |] in order, we do the following:

• If𝑈 𝝈
𝑖 ⊈ 𝑈

𝝈
𝑗 ,∀𝑗 ∈ [𝑖 − 1], we recognize two cases:

– If 𝑒 (𝑖) = ℎ(𝑈 𝝈
𝑖 ), we compute the new atom 𝑅(𝑈 𝝈

𝑖 \ 𝑿𝑖 ) by semi-join reducing the table

𝑃 (𝑈 𝝈
𝑖 ) from Case (a) of Claim E.1 with atoms 𝑅(𝒁 ) corresponding to the hyperedges 𝒁 ∈ 𝜕𝝈𝑖

(Definition 4.1), and then projecting 𝑿𝑖 away:

𝑅(𝑈 𝝈
𝑖 \ 𝑿𝑖 ) :- 𝑃 (𝑈 𝝈

𝑖 ) ∧
∧
𝒁 ∈𝜕𝝈

𝑖

𝑅(𝒁 )

Computing𝑅(𝑈 𝝈
𝑖 \𝑿𝑖 ) above takes time proportional to the size of 𝑃 (𝑈 𝝈

𝑖 ), which is �̃� (𝑁𝜔-subw(H) ).
By induction, the query 𝑄 before eliminating 𝑿𝑖 has the same answer as the following query

resulting from eliminating 𝑿𝑖 :

𝑄 ′ () :- 𝑅(𝑈 𝝈
𝑖 \ 𝑿𝑖 ) ∧

∧
𝑅 (𝒁 ) ∈atoms(𝑄 )

𝒁∉𝜕𝝈
𝑖

𝑅(𝒁 ) (85)

– If 𝑒 (𝑖) = MM(𝒀 ;𝒁 ;𝑿𝑖 |𝑮) where MM(𝒀 ;𝒁 ;𝑿𝑖 |𝑮) ∈ args(EMM𝝈
𝑖 ), then by Eq. (22), there

must exist A,B ⊆ 𝜕𝝈𝑖 such that A ∪ B = 𝜕𝝈𝑖 where 𝑨
def

= ∪A and 𝑩
def

= ∪B satisfy the

following:

𝑿𝑖 ⊆ 𝑨 ∩ 𝑩, (𝑨 ∩ 𝑩) \ 𝑿𝑖 ⊆ 𝑮 ⊆ (𝑨 ∪ 𝑩) \ 𝑿𝑖
𝒀 = (𝑨 \ 𝑩) \ 𝑮, 𝒁 = (𝑩 \𝑨) \ 𝑮
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Consider the tables 𝑆 (𝑿𝑖𝑮),𝑇 (𝒀𝑮) and 𝑊 (𝒁𝑮) defined by Eq. (83) from Claim E.1. We

compute two relations:

𝑀1 (𝑮𝒀𝑿𝑖 ) :- 𝑆 (𝑿𝑖𝑮) ∧𝑇 (𝒀𝑮) ∧
∧

𝒁 ′∈A
𝑅(𝒁 ′),

𝑀2 (𝑮𝑿𝑖𝒁 ) :- 𝑆 (𝑿𝑖𝑮) ∧𝑊 (𝒁𝑮) ∧
∧
𝒁 ′∈B

𝑅(𝒁 ′).

Now for each 𝒈 ∈ 𝜋𝑮 (𝑆), we view 𝜎𝑮=𝒈 (𝑀1) and 𝜎𝑮=𝒈 (𝑀2) as two matrices of dimensions

𝒀 × 𝑿𝑖 and 𝑿𝑖 × 𝒁 respectively and perform a fast matrix multiplication. By combining the

resulting matrices for all 𝒈, we obtain the new atom 𝑅(𝑈 𝝈
𝑖 \ 𝑿𝑖 ) = 𝑅(𝑮𝒀𝒁 ). By Eq. (84), this

takes time �̃� (𝑁𝜔-subw(H) ). Moreover, by induction, the query 𝑄 before eliminating 𝑿𝑖 has the
same answer as the query 𝑄 ′

from Eq. (85) that results from eliminating 𝑿𝑖 .
• If 𝑈 𝝈

𝑖 ⊆ 𝑈 𝝈
𝑗 for some 𝑗 ∈ [𝑖 − 1], then 𝑈 𝝈

𝑖 ⊆ 𝑈 𝝈
𝑗 \ 𝑿 𝑗 . Hence, we can obtain 𝑅(𝑈 𝝈

𝑖 \ 𝑿𝑖 ) by
projecting 𝑅(𝑈 𝝈

𝑗 \ 𝑿 𝑗 ).
Finally, we prove Claim E.1.

Proof of Claim E.1. For sake of contradiction, suppose that there exists a tuple 𝒕 ∈Z𝑅 (𝒁 ) ∈atoms(𝑄 )
𝑅(𝒁 ) where for every generalized elimination order 𝝈 , there exists an index in [|𝝈 |], let’s call this
index 𝑓 ∗ (𝝈), such that:

• We don’t have a table 𝑃 (𝑈 𝝈
𝑓 ∗ (𝝈 ) ) that contains the projection of 𝒕 .

• And, for every term MM(𝑿 ; 𝒀 ;𝒁 |𝑮) ∈ args(EMM𝝈
𝑓 ∗ (𝝈 ) ), either one of conditions (b1), (b2), and

(b3) of the claim is violated. We map each one of the three conditions (b1), (b2), and (b3) to one

of the three terms in args(MM(𝑿 ; 𝒀 ;𝒁 |𝑮)) from Eq. (21) in order. Let 𝑔∗ (𝝈 ,MM(𝑿 ; 𝒀 ;𝒁 |𝑮)) be
one term in args(MM(𝑿 ; 𝒀 ;𝒁 |𝑮)) corresponding to one condition from (b1), (b2), or (b3) that is

violated. (If more than one condition is violated, we pick any one arbitrarily.)

But now consider Eq. (32). Specifically, fix 𝑓
def

= 𝑓 ∗ and 𝑔𝑓
def

= 𝑔∗ and consider the corresponding

inner LP. By Lemma E.11 and Theorem E.10, there must exist some 𝝈 such that:

• Either there exists a table 𝑃 (𝑈 𝝈
𝑓 ∗ (𝝈 ) ) containing the projection of 𝒕 .

• Or there exists a term MM(𝑿 ; 𝒀 ;𝒁 |𝑮) ∈ args(EMM𝝈
𝑓 ∗ (𝝈 ) ) and three tables 𝑆𝑖 (𝑿𝑮), 𝑇𝑖 (𝒀𝑮),

𝑊𝑖 (𝒁𝑮) containing the projection of 𝒕 and satisfying one of the three conditions (b1), (b2),

or (b3), specifically the one corresponding to the term 𝑔∗ (𝝈 ,MM(𝑿 ; 𝒀 ;𝒁 |𝑮)), which we had

assumed to be violated.

This is a contradiction. □

□
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