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Abstract

Web services are meant to be easily accessible software systems. With the emergence of Web service technologies and the presence of thousands, or perhaps millions, of Web services in the coming years, the challenge is searching for a Web service that meets a specified requirement. In this paper, we propose methods and models for effectively specifying the search queries in a Web service discovery system. We show that while search queries should be specified precisely enough to contain information for appropriate matching, they should not be too detailed. Users often do not have a clear vision of their desired Web service and a search query should be at a high enough level of abstraction. We propose two models and show how they are appropriate for capturing search queries.

1 Introduction

The ultimate goal of creating a public Web service is to be discovered and used by potential service requesters. Considering the emergence of thousands, or perhaps millions, of Web services in the coming years, it is crucial for these services to be registered and published in a standard manner. Furthermore, service requesters need to be able to search for their desired Web services efficiently.

Standards such as UDDI [2] aim to be a uniform way of storing repositories of Web service specifications, and to provide efficient methods for searching within them. Such search mechanisms are mainly based on the idea of decorating service specifications with metadata, and then using search APIs [9] to carry out efficient search over such metadata. This type of search can be considered a keyword-like search over different attributes of Web services, such as service types, business types, and technical finger prints.

While we believe that UDDI can be a useful standard for storage and categorization of Web services, we think Web service discovery should be a more involved activity than keyword-like searching. Some aspects of the behaviour of the Web services may be relevant for a search. For example, a search query may want to specify the desired Web service’s inputs and outputs, and perhaps some information about message exchange order. More complex Web services can be created by combining multiple cooperating simple Web services. Existing formats, such as OWL-S [1], are used to create more complex Web services by using workflow and dataflow patterns to combine multiple simple Web services. It should be possible to decompose search queries as well. To ensure that the multiple parts of decomposed search query are compatible and satisfy the original query, more information needs to be described in the search query than simply values of keywords. Our goal in this work is to propose richer models for describing Web services queries and to discuss their advantages and disadvantages.

Similar to other requirement specification activities, searches for Web services can be based on functional or non-functional requirements. An example of a functional requirement is a search for an English-German dictionary Web service. If there is not an English-German dictionary, then it is possible to use an English-French and a French-German dictionary in a pipelined manner to create a composite English-German dictionary.

An example of a non-functional requirement is a search for an English-German dictionary Web service that is available 99% of the times. In this paper, we are interested in functional search queries.

Zaremski and Wing further categorize searching based on functional requirements into two main types: signature/non-behavioural [16] and specification/behavioural matching [17]. The former mainly investigates functions, modules, and their parameters for comparison, while the latter investigates the preconditions and effects of software artifacts and compares them against search queries. In this paper, we focus on signature/non-behavioural matching of Web services.

An important consideration for Web service discovery systems is the level of abstraction at which search queries are modelled. We believe that Web services and search

\footnote{This example is due to [15].}
queries should not necessarily be expressed at the same level of abstraction. Service requesters often have a vague idea about the specification of the service they desire. Also, it can be argued that a precisely specified search query may ignore some potentially relevant Web services that do not satisfy the query, but are acceptable. Thus, it is crucial to be able to specify search queries at a higher level of abstraction than the Web services specifications. A helpful analogy is to imagine how hard it would be to use Web search engines, if we had to provide a precise specification of the document we require.

The form of signature matching described in [16] considers two types of matching, namely, function and module matching. Their technique focuses on the comparison between the parameters of functions, their types, and their order to find a certain software artifact. This type of matching goes beyond keyword searches, however, in terms of capturing the search queries, the queries are described with as much detail as the software artifacts’ specifications in the repository.

Using ideas introduced by de Alfaro and Henzinger for interfaces [8], we characterize the level of abstraction of a model of a search query based on its amount of *statefulness*. Statefulness means how much information about the states (or behaviours) of the Web services is described in a model. If one model is less stateful than another model, then we consider it to be at a higher level of abstraction. Intuitively, a less abstract model provides a more exact specification of the states of systems than a more abstract model.

Figure 1 illustrates our proposal for how a typical Web service discovery system should work. A search query, $S$, written in a stateless model appropriate for search queries, may be decomposed into multiple simpler subqueries. The Web service repository provides specifications of each available service in a stateful model. A satisfaction relation is defined based on the semantics of the stateful (Web services) and stateless formalisms (search queries). In such a scheme, we desire the satisfaction relation to be *compositional*. A satisfaction relation is compositional, if given a query $S$ and its constituent subqueries, $(s_1, s_2, \ldots, s_m)$, and given Web services that satisfy each subquery, i.e., for all $i$, $w_i$ satisfies $s_i$, then the composition $W$ of the services $w_i$ always satisfies $S$. Compositional satisfaction is desired, since it allows us to divide the task of Web service discovery into multiple subtasks that can be carried out concurrently. The search query can be decomposed by the user or automatically. Also, each of the Web services themselves can be the result of composing multiple Web services. We have intentionally left the definition of composition and decomposition unspecified since these can happen through various operators.

In this paper, we introduce models that are expressive enough to capture the users’ functional requirements (search queries) for a composite Web service. We begin by examining the stateless model introduced by de Alfaro and Henzinger [8], called a *port dependency interface (PD)* model, and discuss its limitations for specifying Web services. The PD model is part of a class of models called *interface models* [8]; they have the properties of commutativity and associativity needed for compositionality. A PD is capable of specifying the input and output (I/O) behaviours of systems, as well as a *dependency scenario*, which is a set of dependencies among inputs and outputs. This search criteria specifies more information than possible in the models of [16].

Building on de Alfaro and Henzinger’s work, we propose two new models and show how they can be used for capturing search queries in a Web service discovery system. We extend the PD model to a *multiple port dependency interface (MPD)* model. An MPD is capable of specifying multiple independent sets of dependency scenarios between inputs and outputs, as well as outputs and inputs. Next, we extend MPD to an *ordered port dependencies (OPD)* model, which is similar to MPD except that dependency pairs are placed in a sequence allowing a more precise search specification. OPD can provide a more succinct way to describe I/O dependencies compared to MPD, however, it lacks the associativity property in composition, necessary to be an interface model.

Since we are concentrating on modelling search queries, we do not impose any particular requirements on the format or technology of the repository in Figure 1; it suffices for us that the specifications are stored in a stateful manner. We briefly discuss the suitability of *interface automata* [7], a stateful interface model, as a candidate for specifying
the behaviours of Web services. Other approaches have also been proposed for modelling Web service functionality, e.g., Petri Nets [12], Finite State Machines [4], and Statecharts [5].

The main contributions of our work are as follows: (1) We separate the models used for search queries from those used for modelling Web services; (2) We introduce the idea of using stateless models with I/O dependencies for describing Web service search queries to raise the level of abstraction of these descriptions; and (3) We introduce and discuss two new stateless models for modelling Web services search queries and discuss their advantages and disadvantages.

2 Background

The class of models called interface models [8], introduced by de Alfaro and Henzinger, contains concise models meant to specify how systems can be used. The two main characteristics of interface models are that they assume helpful environments and support top-down design. A helpful environment provides proper inputs for an interface and receives all of its outputs. As such, interfaces are optimistic, and do not usually specify all possible behaviours of the systems. For example, they often do not include fault scenarios. Top-down design is based on a notion of refinement, which relates two instances of a model. A refinement of a model can be substituted for the original.

These characteristics make interface models suitable for describing Web services. Web services rely on a helpful environment in the form of a coordination mechanism that appropriately invokes their functionality, provides their required inputs, and receives all of their possible outputs. In the context of Web services, top-down design means that once a Web service is specified as the composition of multiple interface models, if we replace one of the interfaces with a more refined version of it, the resulting composition also refines the initial model. For search queries of Web services, refinement is less useful. The composition of multiple search queries should equal the original query rather than just refine it.

In [8], interface models are categorized into stateless and stateful models. Stateless models mainly specify the input and output behaviours of systems, while stateful systems specify the internal behaviours of systems by modelling the temporal order of events. We believe that stateless interface models are appropriate models for capturing search queries because they provide a richer model than keyword search, but do not require all the details needed in a specification of a Web service.

Formally, a model is a well-formed interface model if the binary operations composition and refinement are defined. Composition must be a commutative and associative operation. To support top-down design, for three interfaces $F$, $F'$, $G$, and the composition of $F$ and $G$, $F \parallel G$, if $F'$ refines $F$, i.e., $F' \leq F$, then:

$$ (F' \parallel G) \leq (F \parallel G) $$

de Alfaro and Henzinger introduce the port dependency interface (PD) model, a stateless interface model. PD is the first model we considered using for Web service search query specification. Figure 2 is a graphical representation of a PD, BuyBook, used to describe a Web service search query for a book buying Web service. 2 The named, filled circles represent the ports, which are the inputs and outputs of BuyBook. The ports on the left are input ports, and ports on the right are output ports. BuyBook represents a search query for a Web service that can carry out a book purchase by receiving an ISBN and a credit card number; the output of the Web service is the author of the book as well as the reference number for the successful credit card transaction. The arrows between the ports represent the dependencies between input and output ports. A dependency pair states that the value on a certain input port influences the value of a certain output port.

Dependency pairs in a PD establish an irreflexive partial order. Figure 3 shows the simple partial order that is implied by the dependency pairs in Figure 2. A partial order on ports can express concurrency [14]. Any set of ports in a set of dependency pairs that are not related by the partial order can be used concurrently. Thus, a set of dependency pairs is a powerful tool to express allowed concurrentities in a search query.

Notice that no dependencies are shown for the BookName port. Ideally, we would have liked to state that the
service can produce the outputs from both an ISBN and Credit_no, or a BookName and Credit_no. However, PD is not expressive enough to capture the “or” semantics. In the next section we will introduce our MPD model, which has this capability.

Formally, the definition of a PD 3 is:

**Definition 2.1** A port dependency interface model \( F = (I_F, O_F, \kappa_F) \) consists of:

- **\( I_F \)**: The set of input ports.
- **\( O_F \)**: The set of output ports, which is disjoint from the input ports. We denote \( P_F = I_F \cup O_F \) as the set of all ports.
- **\( \kappa_F \subseteq I_F \times O_F \)**: The I/O dependency relation of the interface, which we call a dependency scenario.

The composition of two PDs \( F \) and \( G \), \( F \parallel G \), is defined if they are composable, meaning they do not use any of the same inputs or outputs, i.e., \( P_F \cap P_G = \emptyset \). Composition of two composable PDs is the union of their elements:

\[
F \parallel G = (I_F \cup I_G), (O_F \cup O_G), (\kappa_F \cup \kappa_G))
\]

Renaming of ports in stateless interface models, including PD, is done using a **connection function** that maps an interface and a renaming function to a new interface. In this paper, for the sake of simplicity, we present our models without a description of connection functions; instead, we use shared names of ports as an implicit way to model connections. The same models are presented with explicit connection functions in [10].

### 3 Multiple Port Dependency Model

In this section, we introduce our **multiple port dependency** (MPD) model and define composition on MPD. MPD, similar to PD, is a stateless interface model. Compared to a PD, in an MPD we can specify multiple dependency scenarios, i.e., multiple sets of I/O dependencies. Different I/O dependency scenarios can be used to specify search queries for Web services with multiple alternative behaviours. We believe MPD is an appropriate formalism for specifying such search queries; while it is simple to use, it is expressive enough to capture I/O dependencies as well as concurrent behaviours of systems.

Additionally, within a dependency scenario, MPD allows output-input dependency pairs rather than just the input-output pairs of PD. Output-input dependencies can be useful when we want to model queries for Web services with the Out-In message passing pattern in WSDL (Web Services Description Language) 2.0 [6]. Out-In represents the situation where a Web service sends a message to the service requester and the service requester in turn sends back a message.

Dependency pairs of each dependency scenario establish an irreflexive partial order and thus can express concurrency. Since MPDs can have multiple dependency scenarios, it is possible to express different concurrency scenarios in a search query.

**BuyBook** in Figure 4 is an MPD with two dependency scenarios that are represented by dashed and dotted lines. Each dependency scenario represents one of the possible ways that the desired Web service should work. The “dashed” scenario receives the ISBN of a book and a credit card number, and returns the author of the book and a reference number for the credit card number transaction. The “dotted” scenario is similar but receives a book name instead of its ISBN. The Web service satisfying this search query must be capable of satisfying both dependency scenarios.

To overcome some of the restrictions on PD composition, in MPDs, we introduce the concept of **shared ports**. The set of shared ports between two MPDs are the ports with the same names. While in PD, two interfaces with shared ports are not composable, in MPD if each of the ports in the set of shared ports is an output of one MPD and input of another, they can be composed. Intuitively, shared ports allow two MPDs to communicate through ports with the same names.

As an example, consider MPDs \( F \) and \( G \) in Figure 5; each MPD has one dependency scenario shown by solid lines. They are composable MPDs since their shared ports, \( b \) and \( d \), are both the input of one and the output of the other. If they do not have any shared ports, composition of two MPDs is the union of their elements. In the presence of shared ports, the shared ports and dependency pairs defined on them are removed from the composition; new dependency pairs are introduced using transitivity between dependency pairs on shared ports. In Figure 5, \( F \parallel G \) is the composition of \( F \) and \( G \); the \((a, f)\) dependency is a new

---

3 The definition of a PD also includes a set of available ports, which are necessary for refinement. Since we are not interested in refinement for search queries, we omit this part of the definition in all the models presented in this paper. This model element plus definitions of refinement for all models presented in this paper can be found in [10].
3.1 Formal Description of MPD

Formally, the definition of an MPD is:

**Definition 3.1** A multiple port dependency interface \( F = \langle I_F, O_F, H_F, U_F \rangle \) consists of:

- \( I_F \): The set of input ports.
- \( O_F \): The set of output ports, which is disjoint from the input ports. We denote \( P_F = I_F \cup O_F \).
- \( H_F \): The set of hidden ports, which must be disjoint from \( I_F \cup O_F \).
- \( U_F \): The set of I/O dependency scenarios. Each dependency scenario \( u_F \in U_F \) is a set of dependency pairs, and for each dependency pair \( (a, b) \in u_F \), the following conditions hold:
  - \( (a, b) \subseteq ((I_F \times O_F) \cup (O_F \times I_F)) \) (It relates inputs to outputs or outputs to inputs.)
  - \( \forall c \in P_F \Rightarrow \exists (b, c) \in u_F \) (A port cannot both be influenced by a port and influence another port. This disallows circular dependencies.)
  - \( \exists d \in P_F : (d \neq a) \land (a, b) \in u_F \) (A port is not influenced by more than one port.)

3.2 MPD Composition

MPD composition combines the ports and dependency scenarios of two composable MPDs, and stores the shared ports that become hidden in the set of hidden ports of the resulting MPD. The *shared ports* between two MPDs, \( F \) and \( G \), are their common input and output ports, i.e., \( \text{SharedPorts}(F, G) = P_F \cap P_G \). Two MPDs may be composed if each of their shared ports is an input of one and an output of another. This restriction avoids the ambiguity created by having different input and output ports of the same name. We also require that two composable MPDs not have any hidden ports in common since hidden ports are the result of having had the same input and output ports in two MPDs that were composed to create this MPD. Composing two MPDs with the same hidden ports results in an ambiguity as to the source of the hidden ports. Similar composability criterion has been proposed in interface automata [7] and I/O automata [11]. Formally:

**Definition 3.2** Two MPDs, \( F = \langle I_F, O_F, H_F, U_F \rangle \) and \( G = \langle I_G, O_G, H_G, U_G \rangle \) are composable, if and only if the following three conditions hold:

1. \( \forall a \in \text{SharedPorts}(F, G) \cdot ((a \in I_F) \land (a \in I_G)) \lor ((a \in O_F) \land (a \in O_G)) \) (A shared port is the input of \( F \) and the output of \( G \) or vice versa.)
2. \( H_F \cap H_G = \emptyset \) (\( F \) and \( G \) do not have hidden ports in common.)
3. For each \( u_F \in U_F, u_G \in U_G, \) and \( L = u_F \cup u_G, \) the transitive closure of \( L, L^* \), satisfies:

\[
\forall (x, y) \in L^* \Rightarrow (y, x) \notin L^*
\]

(No combination of dependency scenarios of \( F \) and \( G \) results in circular dependencies.)

Next, we define composition for MPDs:

**Definition 3.3** The composition of two composable MPDs, \( F \) and \( G \), \( F \parallel G \), is an MPD and is defined as:

\[
\begin{align*}
I_{F \parallel G} &= (I_F \cup I_G) \setminus \text{SharedPorts}(F, G) \\
O_{F \parallel G} &= (O_F \cup O_G) \setminus \text{SharedPorts}(F, G) \\
We\ denote\ P_{F \parallel G} &= I_{F \parallel G} \cup O_{F \parallel G}. \\
H_{F \parallel G} &= H_F \cup H_G \cup \text{SharedPorts}(F, G) \\
- For\ each\ u_F \in U_F \ and\ u_G \in U_G,\ create\ a\ u_{F \parallel G} \in U_{F \parallel G},\ such\ that:
\end{align*}
\]

\[
\begin{align*}
\text{u}_{F \parallel G} &= (u_F \cup u_G)^* \setminus \\
&\left((\text{SharedPorts}(F, G) \times P_{F \parallel G}) \cup (P_{F \parallel G} \times \text{SharedPorts}(F, G))\right)
\end{align*}
\]

Where "\( \setminus \)" means set difference.

(Each dependency scenario is the result of combining dependency pairs of two dependency scenarios belonging to \( F \) and \( G \) with dependency pairs on shared ports being removed.)

**4 Ordered Port Dependency Model**

While the MPD model is an expressive tool for capturing search queries, it has its limitations. It is not possible to specify a total order on different ports of an MPD. As an example, consider the \( \{\{ISBN, Author\}, \{Credit_no, Ref_no\}\} \) dependency scenario in the MPD BuyBook of Figure 4. It is not clear whether \( ISBN, Author \) or \( Credit_no, Ref_no \) should happen first, or whether they are concurrent.

To impose an order on the ports, we could either have dependency pairs between inputs or between outputs, e.g., \( \{ISBN, Credit_no\} \), or we could define an order between dependency pairs, e.g., \( \{ISBN, Author\}, \{Credit_no, Ref_no\}\). In our ordered port dependency (OPD) model \(^4\), we choose the second approach. OPD is similar to MPD except that instead of having dependency scenarios, which are sets of dependency pairs, it has dependency rules, which are sequences of dependency pairs. A dependency rule is a total order on the pairs of dependencies.

Figure 7 shows the OPD BuyBook1. It is very similar to the search query of MPD BuyBook in Figure 4. Two dependency rules are represented by the dashed and dotted lines. The numbers on dependency pairs represent the order of dependency pairs in the dependency rule. Figure 8 represents the partial order resulting from the “dashed” dependency rule of OPD BuyBook1 in Figure 7. The order implies that ISBN happens before Author, Credit_no appears before Ref_no, and ISBN happens before Credit_no; the first element of a pair comes before the first element of the next pair in the partial order. The partial order of ports of an OPD always has a single root.

To make it possible to specify a total sequential order on ports, OPDs can have identity dependencies, i.e., a dependency between a port and itself. An identity dependency forces a port to be used at a particular point in the dependency rule. For example, OPD BuyBook2, in Figure 9, uses identity dependencies to specify a very similar search query as OPD BuyBook1 in Figure 9, except that a total order is imposed on the ports. Figure 10 shows the total order of ports given by the dashed dependency rule of OPD BuyBook2. Also, OPD BuyBook2 provides an easier decomposition scheme than OPD BuyBook1; we will see more about composition and decomposition later in this section.

For search queries, identity dependencies can be used to capture In-Only and Out-Only message passing pat-
An ordered port dependency model

Definition 4.1 The composition of two OPDs.

Currently, OPDs provide a way of expressing sequentiality lacking in MPDs. We do not entirely lose the ability to express concurrency in OPD. For example, in the partial order in

Next, we give a formal description of OPD and describe the composition of two OPDs.

4.1 Formal Description of OPD

Formally, the definition of OPD is as follows:

Definition 4.1 An ordered port dependency model $F = \langle I_F, O_F, H_F, V_F \rangle$ consists of:

- $I_F$: The set of input ports.
- $O_F$: The set of output ports, which is disjoint from the set of input ports. We denote $P_F = I_F \cup O_F$.
- $H_F$: The set of hidden ports, disjoint from $I_F \cup O_F$.
- $V_F$: The set of dependency rules. Each $v_F \in V_F$ is a sequence of distinct dependency pairs. For each dependency pair $(a, b) \in v_F$ one of the following two sets of conditions must hold:

1. $\forall c \in P_F \Rightarrow \exists (b, c) \in v_F$ (A port cannot both be influenced by a port and influence another port. This disallows circular dependencies.)
2. $\forall d \in P_F \cdot (d \neq a) \wedge (d, b) \in v_F$ (A port is not influenced by more than one port.)

4.2 OPD Composition

The composition of two OPDs combines the ports and dependencies of the two OPDs. The composition operator creates a new dependency rule by combining a dependency rule from each of the two OPDs being composed. It has to somehow mix the dependency pairs such that synchronization between shared ports occurs. Rather than considering all interleavings, we believe it is sufficient to consider only linear orders in which one or the other model runs until synchronization between shared ports occurs. Including all interleavings makes the model unusable because of its size, plus requires the Web service to satisfy all interleavings.

The criteria for composability for OPDs is exactly the same as that for MPDs (Definition 3.2), except that in the condition to avoid circularity, we consider each dependency rule as a set rather than a sequence.

The dependency rules of a composed MPD are created by composing all combinations consisting of a dependency rule from each of the two models being composed. To ensure commutativity, we compose the two rules in either order and include both resulting dependency rules. To compose dependency rule $A$ with dependency rule $B$, we walk along the dependency pairs of $A$ sequentially, and include these pairs in the resulting dependency rule until we reach a point where the second port in a dependency pair of $A$ can synchronize with the first port of a dependency pair in $B$, i.e., there is a shared port. At this point, we include any dependency pairs in $B$ prior to the shared port. Next, we create a new dependency pair through transitivity of the two dependency pairs on the shared port. Then, we return
to A’s dependency rule and repeat these operations until we reach the end of both sequences. This method ensures that at most two dependency rules result from the composition of two dependency rules. Some dependency rules are not composable. The mathematical definition of this composition can be found in [10].

OPD composition is restrictive in comparison with MPD. In MPD, dependency scenarios have the chance to synchronize in any possible order; in OPD, on the other hand, the synchronization can only happen while we traverse forward along the two dependency rules. As an example consider the two dependency rules of OPD PayCredit, (ISBN, ISBN), (Author, Author), (Credit_no, Ref_no), created by combining the dashed dependency rule of OPD PayCredit. Dependency pair (ISBN, ISBN) is created by the transitivity of (ISBN, Price) belonging to OPD SearchBook, with (Price, Price) belonging to OPD PayCredit. This transitive sequence of dependency pairs is a special case because it ends with an “identity” dependency pair; by definition the result of such a chain of synchronizations is an identity dependency on the first port of the first dependency pair. Other dependency pairs that are not defined on shared ports, i.e., (Author, Author) and (Credit_no, Ref_no), are inserted into the sequence appropriately. Similarly, the second dependency rule of OPD BuyBook2 can be computed. Because identity dependency pairs affect only one port, it is often the case that their presence makes it easier to find a decomposition scheme.

OPD composition is not associative, and thus OPD is not a well-formed interface model. Non-associativity in composition arises since we do not allow the interleaving of all possible behaviours in our composition operation; as such our composition combines dependency rules in such a way that the order of combinations affects the resulting dependency rule. We believe that when expressiveness is the major concern, and not composition, then the OPD model is appropriate for capturing search queries.

5 Workflow Patterns

A composite Web service is a set of simple Web services that are connected to each other through workflow patterns. Both MPD and OPD allow the flow of data between different interfaces via a shared port mechanism, i.e., they offer a mechanism to describe data flow. The composition operation for MPD and OPD can be considered roughly equivalent to a “parallel” workflow pattern. In this section, we consider whether it is possible to simulate the workflow patterns of choice and sequence with MPDs and/or OPDs. Choice and sequence are among the basic workflow patterns that are often used in specifying systems [3].

5.1 Sequence

For OPDs, a sequence operation is represented using a concatenation operator, which describes the sequential execution of two OPDs. Because sequence does not support communication between the involved models, it can only be defined when there are no shared ports between the two models.

Definition 5.1 The concatenation of two OPDs, \( F = (I_F, O_F, H_F, V_F) \) and \( G = (I_G, O_G, H_G, V_G) \), is an OPD, \( FG = (I_{FG}, O_{FG}, H_{FG}, V_{FG}) \), if \( \text{SharedPorts}(F, G) = \emptyset \) and

- \( I_{FG} = I_F \cup I_G \) (FG receives both F’s and G’s inputs.)
- \( O_{FG} = O_F \cup O_G \) (FG generates both F’s and G’s outputs.)
- \( H_{FG} = H_F \cup H_G \) (The hidden ports of FG is the union of the hidden ports of F and G.)
- For each \( v_F \in V_F \) and \( v_G \in V_G \), create a \( v_{(FG)} \in V_{FG} \) such that \( v_{(FG)} = v_F \cdot v_G \) (All dependency rules of FG consist of a dependency rule of F immediately followed by one of G’s dependency rules.)

The sequence workflow pattern for MPD is not relevant since, as opposed to OPD, it lacks the notion of order in its dependency pairs.

Figure 11. Decomposition of OPD BuyBook2
5.2 Choice

The choice of two OPDs $F$ and $G$, $F \land G$, means that at any point of time either $F$ or $G$ executes. Unlike sequence, we allow the set of shared ports of two OPDs to have common ports on their input or output ports since at each point in time we only deal with either $F$ or $G$ and thus common names cause neither ambiguity nor circular dependencies.

**Definition 5.2** The choice of two OPDs, $F = \langle I_F, O_F, H_F, V_F \rangle$ and $G = \langle I_G, O_G, H_G, V_G \rangle$, is an OPD, $F \land G = \langle I_{F \land G}, O_{F \land G}, H_{F \land G}, V_{F \land G} \rangle$, if for all $x \in \text{SharedPorts}(F, G)$, either $(x \in I_F) \land (x \in I_G)$ or $(x \in O_F) \land (x \in O_G)$, and

- $I_{F \land G} = I_F \cup I_G$ (F \land G receives both F's and G's inputs.)
- $O_{F \land G} = O_F \cup O_G$ (F \land G generates both F's and G's outputs.)
- $H_{F \land G} = H_F \cup H_G$ (The hidden ports of F \land G include the hidden ports of both OPDs.)
- $V_{F \land G} = V_F \cup V_G$. (Each of F \land G's dependency rules is one of F's or G's dependency rules.)

The choice operation for MPD can be defined in a similar way.

6 Summary and Future Work

We have introduced a method, along with two models, for specifying search queries for a Web service discovery system. We described why search queries should not necessarily be specified at the same level of abstraction as Web services themselves. We introduced two models that are capable of specifying search queries at a high level of abstraction. The first model, the multiple port dependency interface (MPD) model, is a stateless model with sets of dependencies between inputs and outputs. The second one, the ordered port dependencies (OPD) model, provides the means to specify more precisely the order of the inputs and outputs. We introduced composition for our models, which allows them to be used for specifying composite search queries by composing simple search queries.

The next step is to assess how our search query models work with a repository of Web service specifications and a satisfaction relation. One possible formalism for specifying Web services is interface automata (IA) [7]. For example, a specification of a Web service for buying books is given in Figure 12 as an IA, which is an automaton machine that changes its states by input(?), output(!), or internal(;) actions. This Web service satisfies the requirements of the MPD in Figure 4, and of the OPDs in Figure 7 and Figure 9. It provides the set of input and output actions required by the search queries and satisfies the required dependencies. One can see the difference in level of abstraction between the stateless models of PD, MPD, and OPD, and stateful model of IA in this example.

In this paper, the names of ports are strings that are compared to other port names for equality, however, a richer meaning could be associated with these names. The satisfaction relation could relate port names semantically to do a more meaningful comparison between names. Existing semantic matching engines, such as the one proposed in [13], can be used for this purpose.

Finally, we believe that the graphical representations of MPD and OPD can be used to create a simple and intuitive GUI to help users create search queries in a Web service discovery system. In [10], we give a version of our models with explicit connection functions, which provides an easy way to direct the dataflows of the system graphically between different interfaces. A user can easily draw boxes and ports, and using composition and workflow operators, and connection functions relate different boxes to create queries for Web services. We plan to use the GUI as a platform for experimenting with user-guided decomposition of search queries.
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