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Abstract—We present NICE, a key-value storage system design that leverages new software-defined network capabilities to build

cluster-based network-efficient storage system. NICE presents novel techniques to co-design network routing and multicast with

storage replication, consistency, and load balancing to achieve higher efficiency, performance, and scalability. We implement the

NICEKV prototype. NICEKV follows the NICE approach in designing four essential network-centric storage mechanisms: request

routing, replication, consistency, and load balancing. Our evaluation shows that the proposed approach brings significant performance

gains compared with the current systems design: up to 7� put/get performance improvement, up to 2� reduction in network load, 3� to

9� load reduction on the storage nodes, and the elimination of scalability bottlenecks present in current designs.

Index Terms—Key-value storage, software-defined networks, network-integrated design, network-system co-design, distributed storage
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1 INTRODUCTION

THE end-to-end design principle [1] pervades the design
of virtually every distributed system [2], [3], [4], [5], [6].

In its extreme form, critical functionality is implemented
solely in end hosts, with a relatively dumb and fast network
to connect them.

One locale that closely adheres to the end-to-end principle
is distributed storage, including distributed file systems [7],
[8], [9], [10], [11], [12] and scalable key-value stores [13], [14],
[15], [16], [17]. In these widely deployed and increasingly
important systems, the network is used as a point-to-point
communication medium, while storage logic and protocols
are implemented entirely in client libraries and server code.

Unfortunately, such Network-Oblivious (NOOB) storage
systems are fundamentally inefficient. Consider, for exam-
ple, the simple task of replicating a data block. To do so, a
node first sends the block to one server, and then another,
and then another; as a result, the same data redundantly tra-
verses some number of network links and switches, increas-
ing load on the network significantly. Even the simple task
of locating a data item presents a significant challenge; for
example, in protocols such as Chord [18], a logarithmic
number of nodes must be contacted simply to discover the
location of a particular key.

In this paper, we propose an alternative approach in
which we co-design storage logic and networking support
to realize more efficient, scalable, and reliable distributed

storage. Such Network-Integrated Cluster-Efficient (NICE)
storage harnesses recent advances in Software-Defined Net-
works (SDNs) [19], [20] to optimize key aspects of modern
distributed storage architectures. For example, NICE stor-
age systems can replicate a block while generating the least
possible network load, and it can forward a request to the
proper node in a single hop.

Two recent developments provide a unique opportunity
to address NOOB inefficiencies and indicate that a network-
integrated design paradigm that co-designs network and
end-point functionality has a much higher chance of being
successful today. First, recent advances in software-defined
networks (SDNs) provide a standard interface for imple-
menting in-network application specific optimizations, and
for building a control mechanism that can orchestrate net-
work and storage operations. The second development is
the wide adoption of data centers as the main cloud-com-
puting platform. Having a single administration of the
entire hardware/software stack and the ability to compart-
mentalize the infrastructure facilitates adopting custom sol-
utions for different applications or subsystems.

NICE uses SDN technology to virtualize the storage sys-
tem. The client accesses a virtual storage system deployed
on a range of virtual IP addresses. The NICE network con-
troller modifies client packets and forwards them to the
proper storage node. Having a network controller that is
informed of the storage system metadata and has full con-
trol of the network decisions enables optimizing packet
paths to improve four essential storage mechanisms, includ-
ing: request routing, which directs requests from clients to
storage nodes; replication, for preventing data loss when
nodes or storage devices fail; load balancing, which dis-
patches client requests across replicas to handle workload
variation. Finally, NICE virtualization simplifies building
consistency protocols by making failed nodes, or nodes
with inconsistent data, inaccessible.

We implemented NICEKV, a key-value storage system
following the NICE design. Our NICEKV prototype lever-
ages the capabilities of the widely adopted OpenFlow
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standard. Our evaluation using synthetic and real workload
benchmarks shows that NICEKV brings significant perfor-
mance gains compared to a broad set of NOOB storage con-
figurations and two production systems: Ceph and Swift.
Our evaluation shows that NICEKV has a scalable member-
ship maintenance mechanism, achieves single-hop request
routing eliminating the need for deploying load balancer,
and achieves network and storage optimal replication, effec-
tively halving the network-generated load and reducing
storage load by 3� to 9�, depending on replication level.
NICEKV load balancing effectively spreads client requests
across servers without deploying dedicated load-balancing
boxes. The combination of these optimizations is powerful;
the NICEKV prototype can achieve up to 7� put/get perfor-
mance improvement as compared to the traditional network
oblivious approach.

Furthermore, we explored the potential of using the
recent programmable switches [21] to build a storage-aware
load balancing techniques. We implemented NICEKV-P4 a
key-value storage system using the P4 programming lan-
guage. Our evaluation shows demonstrates the flexibility of
this approach.

The rest of this paper is organized as follows. We present
an overview of the NOOB systems design, and discuss the
recent advances in software-defined networks (Section 2).
In Section 3 we present the NICE architecture, detail the
system design in Section 4, present the implementation of
the NICEKV prototype in Section 5, and present our empiri-
cal evaluation in Section 6. We discuss related work in
Section 7, and conclude in Section 8.

2 BACKGROUND AND RELATED WORK

In this section, we present an overview of a typical network-
oblivious storage systems design, and summarize the recent
advances in software-defined networks.

2.1 NOOB Storage System Design

Current distributed key-value storage systems are funda-
mentally inefficient as they are network-oblivious (NOOB):
the network is used as a black-box point-to-point communi-
cation medium without any application-informed optimiza-
tion of its operations, while storage logic and protocols are
implemented by end hosts. This NOOB approach for
designing distributed system is inefficient for storage sys-
tems as many core storage operations are, in principle, net-
work-level operations, e.g., replication or request routing.

Many NOOB storage systems adopt a design based on
consistent hashing [22]. In the original consistent-hashing
design, the object hashing space represents a circular ring,
all storage nodes are placed on the ring, and each node coor-
dinates access to the objects in its part of the ring. Pastry [23]
and Chord [18] were among the first to use consistent hash-
ing to build a scalable peer-to-peer object storage system.
They use, with high probability, Oðlog nÞ hops to route a
request, while only storing Oðlog nÞ routing information on
each node. While this approach scales well, it imposes addi-
tional latency.

To reduce the latency of request routing, prominent
NOOB storage systems adopt a full-membership model
[13], [14], [15], [16], [17], in which every node maintains
complete knowledge about all the nodes in the system and

their contents; hence, nodes can route any request directly
to the responsible node. When a node joins or fails, all the
nodes in the system need to be updated. This update hap-
pens through contacting every node and updating its infor-
mation using OðNÞ connections and messages [13], or
through an epidemic protocol entailing Oðlog nÞ steps and
over OðNÞmessages [24].

Access Mechanism. Current key-value storage systems
employ one of four techniques to route client requests to the
node maintaining the object. First is the Replica-Oblivious
Gateway (ROG), uses an off-the-shelf load balancer to for-
ward requests to randomly selected storage node. If the
selected node does not have the requested key, the node
will forward the request to the node that maintains the
object. This approach is common in current systems [14],
[16], [25] due to its ease of deployment and use of existing
load balancers. Unfortunately, as the load balancer is oblivi-
ous to the replicas’ content, it will forward the majority of
requests to a replica that does not maintain the object. Con-
sequently, for the majority of requests this approach adds
additional two hops for routing a request through the load
balancer and the randomly-selected storage node.

The second approach, is the Replica-Aware Gateway
(RAG). Similar to the previous approach, this approach
uses a load balancer, but the load balancer is aware of the
contents of each replica and can accurately forward the
request to a replica that maintains the object. Consequently,
this approach imposes one extra hop for routing a request.

Third is the Replica-Aware Client (RAC), in which clients
cache the storage IP address of previously accessed objects
[26], and use it to route subsequent requests. This approach
achieves single-hop routing as requests are directly sent
from a client to the replica storing the object. This approach
only works in deployments in which it is permissible for cli-
ents to obtain detailed data placement and replication infor-
mation. For deployments in which the clients do not have
access to storage internal information or are located behind
a NAT [27] (e.g., shared cloud storage like Amazon S3), this
approach is not viable. Finally, this approach hinders
deploying advanced load balancers as each client accesses
the replicas directly.

The fourth approach is the Replica-Aware Proxy (or proxy
for short). This approach uses a proxy node that is aware of
the replica placement to forward the request [13]. Unlike the
previous three approaches, the proxy node is on the data
path for get and put operations. The data for get operations
is sent to the proxy, which then sends it to the client.

2.2 Software-Defined Networks

The software-defined networking paradigm re-architects
the network into two planes: data and control. The data
plane is a packet-forwarding plane that uses the informa-
tion available in the switch forwarding tables to forward
packets. The control plane is a software based control logic,
typically deployed on an external server (i.e., not on the
switch). Recent technology advances enable customizing
the control and data planes.

Flexible Control Plane. The control plane enables application
to control multiple switches by modifying the rules in the
switches forwarding tables. To update a switch forwarding
table, the controller uses the OpenFlow standard API [20], a
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widely popular standard interface used to communicate
with SDN capable switches. OpenFlow [19] allows modify-
ing (i.e., inserting or deleting) the forwarding rules of a sin-
gle switch. Each forwarding entry includes a matching rule
and an action list. Matching uses wildcard matching rules
on any field in the packet standard headers, including IP
and MAC addresses, and protocol and port numbers. If a
packet matches a rule, the switch performs the actions asso-
ciated with that rule. The action list may contain multiple
actions that are performed in order. The current OpenFlow
standard defines a set of actions including packet forward-
ing to a specific switch port, packet drop, forwarding a
packet to the controller, or modifying fields in a packet.
The possible modifications include changing the source/
destination MAC/IP addresses.

For packets that do not have a matching rule, the switch
will forward the packet to the controller, which significantly
increases packet latency. To avoid this inefficient path the
switch caches the forwarding rules with a controller speci-
fied expiry period.

Limitations. While OpenFlow significantly increases the
flexibility of the network its capabilities are limited. Mainly,
its data plane is rigid and cannot be extended. OpenFlow
can only support current standard packet headers (i.e., does
not facilitate defining custom application headers), and the
actions supported are fixed and limited. Finally, current
switch that support OpenFlow only implement a subset of
OpenFlow features (detailed in Section 5).

Programmable Data Plane. To address the limitations of
OpenFlow the research community developed a newgenera-
tion of programmable switches that allow programming the
data plane. Programmable switches allow the implementa-
tion of an application-specific packet-processing data plane
that can process custom packet headers and is deployed on
network devices and executed at line speed. While this tech-
nology did not yet garner wide adoption as OpenFlow,
a number of vendors are already producing network-
programmable ASICs, including Barefoot’s Tofino [28] and
Cavium’s XPliant [29].

Fig. 1a illustrates the basic data plane architecture of mod-
ern programmable switches. The data plane contains three

main components: ingress pipelines, a traffic manager, and
egress pipelines. A packet is first processed by an ingress
pipeline before it is forwarded by the traffic manager to the
egress pipeline that will finally emit the packet.

Each pipeline is composed of multiple stages. At each
stage, one or more tables match fields in the packet header or
metadata; if a packet feild matches, the corresponding action
is executed. Programmers can define custom per-packet
headers as well as custom actions. Each stage has its own
dedicated resources, including tables and register arrays (a
memory buffer). Fig. 1b shows a simple example of a pipe-
line that routes a request to a key-value store based on the
key, and Fig. 1c shows the details of the KV routing stage in
Fig. 1b. The stage forwards the request based on the key in
the packet’s custom L4 header. The programmer implements
a forward() action that accesses the register array holding
nodes’ IP addresses. An external controller can modify the
register array and the entries in the table.

Programmers use domain-specific languages like P4 [21]
to define their own packet headers, define tables, implement
custom actions, and configure the processing graphs.

These recent advances in networking technology enable
fine-grained control of network operations and facilitate
application-optimized traffic engineering. In this paper we
explore techniques to leverage these new OpenFlow and P4
capabilities to accelerate storage systems.

3 NICE SYSTEM ARCHITECTURE

NICE leverages software-defined networking capabilities to
optimize storage system operations.We focus our attention to
leveraging the OpenFlow capabilities due to the wide adop-
tion of this technology. In Section 4 we extend our design to
leverage the capabilities of P4-programmable switches.

NICE exploits the OpenFlow flexibility and fine-grained
control [19], [20] to co-design network and storage opera-
tions. The NICE design virtualizes the storage system. The
client accesses a virtual storage system deployed on a range
of virtual IP addresses. The metadata service (detailed next)
maps the virtual storage system to the physical one. The
NICE design optimizes this mapping to achieve low-latency
routing, efficient multicasting, load-balancing, and improved
fault tolerance.

In the rest of this section, we first present the NICE archi-
tecture, then detail the two core techniques we propose:
storage virtualization, and consistency-aware fault toler-
ance. The following section details how we extend these
techniques to optimize replication, consistency, and load-
balancing mechanisms.

3.1 System Architecture

Similar to the NOOB storage, NICE uses consistent hashing
to partition the object space among the storage nodes.
Nodes are placed in a consistent hashing ring, such that
each node serves part of the ring. We call this the physical
ring. Every storage node is the primary replica for one or
more partitions, and can serve as a secondary replica for
other partitions.

The system is composed of three components (Fig. 2): stor-
age nodes, client nodes, and ametadata service, all connected
with an OpenFlow-enabled switching fabric. The storage

Fig. 1. Switch data plane.
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nodes serve put and get requests and implement the replica-
tion, consistency, and load-balancing protocols. The storage
nodes send periodic heartbeats to the metadata service.
The metadata service maintains storage system metadata.
The metadata includes information about which storage
nodes are participating in the system, and which range of the
hash space (partition) each storage node is serving. Themeta-
data service does notmaintain per-object metadata.

3.2 NICE Storage Virtualization

The first goal of virtualizing the storage system is to enable
storage-aware routing of client requests; that is, to have a
routing technique that can route a client request to the
proper storage node (i.e., routing based on the key hash
value). Building a storage-aware routing mechanism is chal-
lenging. While OpenFlow provides control over switch for-
warding decisions, it only supports matching packets using
information found in the packet headers (e.g., Ethernet, IP,
UDP or TCP), not the packet payload data. Consequently,
routing packets based on the key hash carried in the pay-
load is not possible. Alternatively, allowing the client to
know the physical-ring mapping and replica-placement
inherits the NOOB RAC limitations.

The NICE approach virtualizes the storage system; the
client accesses a virtual storage system deployed on a set of
virtual nodes (vnodes). The virtual addresses are organized in
a virtual consistent hashing ring (vring). For instance, all the
IP addresses in the range of 10.10.0.0 to 10.10.255.255 can be
virtual nodes in a vring. The number of vnodes and their
addresses are configurable and do not correspond to the
physical ring configuration. To access the system, the client
hashes the object name and finds the vnode responsible for
serving the object. The client sends the put/get request to
the vnode address using UDP.

The metadata service maps the virtual ring to the physi-
cal ring. It maps a subset of virtual addresses to a single
physical node address. While different mapping techniques
are possible, we use simple IP prefix matching: we divide
the virtual ring addresses into subgroups such that the
number of vnodes per subgroup is a power of 2 (e.g., all
vnodes in 10.10.1.0/24 form a subgroup). The metadata ser-
vice maps any packets sent to a particular subgroup to a

particular physical node. To this end, the switch will modify
the destination IP and MAC addresses in the packet head-
ers to be the IP and MAC addresses of the primary replica,
then forward the packet to the switch port of the primary
replica.

This mapping technique achieves three benefits. First, it
achieves low-latency single-hop routing, as the client requests
are directly routed in the network to the responsible node at
switching speed. Second, by decoupling the virtual ring from
the physical ring this technique simplifies deployment, as cli-
ents never need to change their virtual ring configuration,
even when the physical ring configuration changes. Finally,
this approach allows for multiple vnodes to be mapped to a
single physical node, improving performance and load bal-
ancing [18]. Compared with NOOB request routing, NICE
routing achieves the optimal routing latency of the RAC
approachwithout suffering from its limitations.

3.3 Consistency-Aware Fault Tolerance

To guarantee sequential consistency NOOB storage systems
use complex consistency protocols like two-phase (2PC),
three-phase commit [24], Paxos [30], [31], or Raft [32]. We
illustrate in Fig. 3 the put operation using the 2PC protocol,
as a representative of these protocols to simplify our discus-
sion. 2PC is among the early proposed protocols that are
still widely used [7], [33], [34], [35].

Failure handling is a main differentiating factor between
consistency protocols. The 2PC commit protocol is brittle in
face of node failures during the put operation and may
block if the primary node fails. To overcome the 2PC prob-
lems, Paxos uses a majority-based (i.e., quorum) design, in
which at least the majority (but not all) of the nodes need to
participate in the put operation. The drawback of this
approach is that failed nodes (or disconnected nodes) may
have stale data when they join back; consequently, it is nec-
essary to access the majority of the nodes during the get
operation as well to guaranty consistency. This approach

Fig. 2. System architecture. The client sends the requests using two vir-
tual rings (vrings). The requests are rerouted in the network to the
responsible storage node. The metadata service receives heartbeats
from the nodes and maintains the mapping information in the forwarding
tables.

Fig. 3. Put protocol alternatives. The figure shows (a) the primary-
backup and (b) the 2PC put protocols. In the primary-backup design
(solid arrows) the primary replica serves all put and get request. In the
two-phase commit (2PC) design (dashed arrows), two rounds are
needed to guarantee consistency.
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creates unnecessary high overhead during get operations.
An alternative approach is to send get requests only to the
primary (a.k.a. leader) node (e.g., Raft). Unfortunately, this
approach does not scale because all put and get requests are
served by a single node.

We propose a consistency-aware fault tolerance mecha-
nism. This mechanism solves the inefficiency problem found
in current protocols by allowing any storage node with con-
sistent data to serve get requests. The mechanism hides
inconsistent nodes, including failed and newly joining nodes,
until they have a consistent version of the data. To this end,
when a node fails it is removed from the switch mapping,
rendering the node inaccessible from the client’s point of
view. When a node restarts, it joins the system in two phases.
First, it is made accessible to other storage nodes and to client
put requests only. During this phase the rejoining node will
receive new objects and will fetch consistent versions of the
objects that have been changed while the node was offline.
Second, when the node has consistent data, it is made accessi-
ble for clients’ get requests. This approach simplifies building
consistency protocols (as we will see next) by guaranteeing
that clients can only access consistent nodes.

4 SYSTEM DESIGN

In this section we first detail the design of system metadata
service, then we extend the core techniques of NICE to build
an efficient replication mechanism, improve the consistency
protocol efficiency, and provide in-network load balancing.

4.1 Metadata Service Design

The metadata service is the only component that maintains
the system membership and metadata, i.e., it has complete
knowledge of all storage nodes in the system and the physi-
cal ring partitions they serve. The metadata service is com-
posed of two modules: the membership module and the
SDN controller. The membership module monitors storage
nodes via heartbeats and detects membership changes (joins
and failures), while the SDN controller controls the Open-
Flow switches and updates the forwarding tables on mem-
bership changes. The SDN controller implements a layer 3
learning switch; it learns which storage node is connected
to which switch port and uses this information to build uni-
cast and multicasting forwarding rules.

Storage nodes maintain partial membership information
related to the ring partitions of which they are part. Every
node only knows the secondary replicas for the partition it
is the primary replica for, and knows the primary replicas
of every partition it is serving as a secondary replica; result-
ing in only OðRÞ information maintained at every node
where R is the replication level.

When a node fails, the metadata service selects a handoff
node to serve in lieu of the failing node (we detail the fault
tolerance mechanism later). The metadata service updates
the switch forwarding rules to correctly route requests des-
tined to the failed node to the selected handoff node. The
metadata service also informs the affected replicas of the
membership change.

On a node join, the metadata service selects which ring
partitions the new node will serve as a primary or secondary.
Similar to handling failures, the metadata service updates the
switch and informs the affected replicas of the change.

This membership maintenance design is scalable in terms
of number of storage nodes. Themembership service need to
maintain switches forwarding tables which requires OðSÞ,
where S is the number of switches in the platform, and OðRÞ
messages to inform the affected replicas of the membership
change. Note that each storage node only knows about the
replicas it shares data with (which is OðRÞ of nodes). R, the
replication level (typically 3 or 5), is independent of the total
number of nodes.

Themetadata server is logically centralized.While our sys-
tem prototype uses a central metadata service, it can adopt
known techniques for building a highly reliable distributed
metadata services, including partitioning the key space
among metadata service replicas, or having a hot standby
replica. We are currently exploring the latter approach.
Three workload characteristics make having a metadata hot
standby: the stored metadata is small, changes to metadata
are infrequent, and the load on the metadata service is low as
it ismainly invoked on node or network failures.

4.2 Replication

Storage systems should not lose data when a node fails. The
main data reliability approach adopted by the majority of
NOOB storage systems is replication [13], [14], [15], [16],
[17], [36] (with the other popular technique being erasure
coding).

Challenge. On a put request, a single node (known as the
primary replica or the coordinator) replicates the new object
on R� 1 storage nodes through R� 1 unicast TCP connec-
tions, enabling the system to tolerate R� 1 replica failures
without losing data.

This approach, in principle, is network non-optimal as
the same data will traverse some links multiple times, espe-
cially those close to the node replicating the object. Further,
this approach creates a high load on the node replicating
the object as it needs to send/receive R copies of the data on
every put.

To alleviate the load on the replicating node Renesse
et. al. proposed chain replication [37]. In chain replication,
nodes are organized in chains, and each node replicates the
new object to the next node in the chain until the required
number of replicas is created. While this approach may dis-
tribute the replication load across the nodes, it significantly
increases the operation latency, and is equally network non-
optimal, as it generates an equivalent amount of network
traffic.

NICE Design. NICE builds network- and storage-optimal
replication mechanism by leveraging network-level multi-
casting. The consistency mechanism discussed next requires
to precisely identify and control which nodes are part of a
given multicast group. While one may consider using tradi-
tional IP-multicasting, the fact that it requires every node to
separately join/leave any multicast group makes it signifi-
cantly harder (if not impossible) to build and maintain hun-
dreds of multicast groups in face of node join and failure
and to precisely identify when a particular multicast group
has converged. OpenFlow helps solve these issues by allow-
ing direct and centralized control of all groups.

NICE design divides storage nodes into overlapping rep-
lica sets; every physical node is, typically, a primary replica
in one replica set and a secondary replica in R� 1 other sets.
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To realize single-hop replication, NICE storage follows
the virtual-storage approach discussed earlier. The client
has two virtual rings: a unicast ring (discussed in the previ-
ous subsection) and a multicast ring. Each ring uses a sepa-
rate IP address range (e.g., 10.10.0.0/16 for the unicast
vring, and 10.11.0.0/16 for the multicast vring). As the
name indicates, messages sent to an address in the multicast
ring are multicasted to all replicas of an object, while the
messages using the unicast ring are sent to one replica (the
primary replica unless load balancing is used). The multi-
cast ring is only used to send the put request and data.

Similar to the unicast vring, the multicast vring is
divided into subgroups with each subgroup mapped to a
replication set. For any packet targeting a virtual multicast
address, the switch will modify the destination IP address
to be the IP multicast address of the target replication set,
and forward the packet to all the switch ports of the target
replicas.

The proposed replication mechanism is optimal: first, it
uses a single hop to route the put request; second, it uses
optimal network paths for data replication (considering
data center tree topology, the optimal path is equivalent to
link-layer multicasting paths); third, it offloads the replica-
tion overhead from the primary replica to the network
switch, achieving high performance and scalability. This
approach is also optimal in terms of storage node load as
each storage node only receives the data once. Finally, this
replication approach is load balanced by design; the pri-
mary and secondary replicas send/receive almost an equal
amount of data.

4.3 Consistency Mechanism

Sequentially consistent storage systems should guarantee
data consistency across replicas, even when nodes fail or
are disconnected and later join back with inconsistent data.

NOOB consistency protocols either face the possibility of
blocking on node failure, require getting the object from the
majority of nodes to resolve data inconsistency, or send all
requests to a single node.

NICE proposes a consistency-aware fault tolerance mech-
anism. Here we demonstrate howNICE uses thismechanism

to improve 2PC fault tolerance. The NICE-2PC mechanism
(shown in Fig. 4) follows the 2PC protocol design with two
main differences. First, it leverages multicast-based replica-
tion to offload replication to the network, leading to load bal-
anced and efficiently replication. Second, it improves the 2PC
fault tolerance without requiring quorum-like protocols.

During the put operation, the client request is multi-
casted by the switch to all of the replicas. Upon receiving a
complete object, the secondary replicas lock the object, log
the operation, and acknowledge the operation to the pri-
mary replica. The primary replica, upon receiving an
acknowledgment from all secondary replicas, generates a
time stamp and multicasts the time stamp to all replicas.
The timestamp contains the following quadruplet: primary
address, primary timestamp, client address, and client time-
stamp. The timestamp creates an order between put opera-
tions to the same object, even between retrials of the put
operation by the same client. The secondary replicas store
the object to persistent storage following the timestamps
order, release the lock, and acknowledge the end of the
operation to the primary replica, which in turn acknowl-
edges the operation to the client. We detail the fault toler-
ance mechanism next.

Get operations can be served by any replica. To avoid
inconsistency, replicas lock operation during the put opera-
tion and only release the lock when the primary informs all
nodes that the put operation completed successfully. Fig. 4
show the blocking period in which read requests are
queued until the concurrent put operation completes.

4.4 Fault Tolerance

Failure Model. NICE follows the failure model assumed by
current NOOB systems: node failures are assumed to be
transient, with permanent failures being handled by admin-
istrator intervention [13], [14], [16]. At the end of this section
we discuss the procedure for adding and removing nodes
from NICE. Consequently, when a node fails or is discon-
nected, the system does not automatically replicate the
objects stored on that node, as these objects are still durably
fully replicated.

Failure Detection. NICE adopts two techniques for detect-
ing node failure: heartbeats and notifications from other
nodes. The metadata service will declare the node failed if it
misses three heartbeats from the node, or if a node reports
to the metadata service that another node is irresponsive
(e.g., if a node time-outs twice while waiting for a reply
from a particular node in the 2PC protocol). Node failure
causes two main problems: First, when a failing node recov-
ers/rejoins, it often contains old (inconsistent) versions of
the objects, if any of the stored objects have changed while
the node was offline/disconnected. Second, newly stored
objects will be under-replicated. Next we discuss how we
handle these problems.

Failure Hiding. To handle the inconsistency problem of
the failing nodes, on failure detection, the metadata service
removes the failing node from the switch unicast and multi-
cast vring mappings and informs the affected replicas. This
effectively renders the node non-existent from the client
point of view. When the node recovers, the switch map-
pings are updated only after the node is deemed consistent,
as we will see next.

Fig. 4. Consistency Mechanism. Timeline of the message sent in put
operation in NICE storage. The switch performs modify and forward
(MþF) for client packets to map the virtual address to the multicast
group. (þL) is when a node logs the operation. (-L) is when the log entry
is deleted. (W) is when the node writes the new object to the persistent
storage. Gray boxes denote forced writes, and bold arrows denote multi-
casting. Object locks are only maintained in memory.
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Maintaining Replication Level during Temporary Failures.
When a node failure is detected the metadata service selects
a handoff node to serve as a secondary replica in the hash
region of the failing node [16]. Any storage node in the sys-
tem that is not already part of the effected replication set
can serve as a handoff node. The handoff node temporarily
serves the object range until the failing node comes back. To
simplify recovery, the handoff node stores the newly stored
objects in a separate directory. If the handoff node receives
a get request for an old object that it does not have, the
handoff node will forward the request to the primary repli-
cas. After selecting the handoff node, the metadata service
updates the switch forwarding tables for both virtual rings
and informs the affected replicas. When the original node
comes back, it will discover the handoff node through con-
tacting the metadata service and retrieve all the new objects.
Primary node failure is discussed below. The system can
handle multiple failures as long as at least one node in every
region is an original node (not a handoff node) in the region.

Node Recovery. When a node recovers from failure, it con-
tacts the metadata service to rejoin the system. Rejoining the
system takes three steps: First, the metadata service adds
the rejoining node to the multicast vring mapping, and the
node will start receiving put requests. Second, the recover-
ing node contacts the primary node to get all updates
received during its downtime. Finally, the node informs the
metadata service that it has consistent data. The metadata
service will add the node to the unicast vring mapping,
making the node available to get requests, and inform the
affected replicas.

Failures during Put Operation. If a node fails during a put
operation the operation will fail and the client will retry.

If a secondary node fails during a put operation (i.e.,
before sending the last ack to the primary replica in Fig. 4),
the primary node will detect the failure through missing
either of the two ack messages from the node. The primary
node will abort the operation and inform the client. The pri-
mary node will also inform the metadata service of the fail-
ure, starting the process for hiding the failure as detailed
above.

If the primary node fails before sending the final
acknowledgment to the client, the client will time-out and
retry the operation. If the primary node fails before sending
the “timestamp” message in the 2PC protocol in Fig. 4, the
secondary nodes will detect the failure by timing out and
will inform the metadata service starting the failure-han-
dling process detailed above. When a primary node fails,
the metadata service selects one of the secondary nodes to
act as a primary node. The new primary will contact the sec-
ondary nodes to identify all the objects that are locked on
any secondary node. If an object is locked on any node, this
means that node did not receive the timestamp message
from the old primary. For locked objects, the primary does
the following: if the object is committed on any secondary
node, then this means the object was committed by the old
primary. The primary will commit and unlock the object. If
an object is locked on all secondary nodes, then the new pri-
mary will abort the operation. In case of a complete cluster
failure, in which all in-memory locks are lost, the persistent
logs on the nodes will identify the latest put operations. The
new primary will check them all using the rules above.

Ring Re-Configuration. Occasionally, administrators may
need to reconfigure the system to add or remove nodes. To
permanently remove a node, the administrator updates the
system configuration and informs the metadata of the node
removal. The metadata removes all the forwarding rules
related to the removed node, and updates all the effected
replicas of the membership change. The metadata service
handles adding a new node in a similar way to a re-joining
a node after a temporary failure. The metadata updates the
forwarding rules to add the new node to put vring and
informs the other replicas of the change in the membership.
Then, the new node contacts the primary replica to retrieve
all keys stored in the hash range. Once the new node has
consistent data the metadata service adds the node to the
get vring making it available for serving get requests.

4.5 Load Balancing

While consistent hashing distributes the objects evenly
across storage nodes, objects’ popularity rarely follows a
uniform distribution, leading to a skewed distribution in
which a subset of objects is highly popular [38], [39]. In this
case, storage systems use load balancing to distribute the
get/put load on all the replicas of a given object.

Challenge. Current systems deploy a load-balancing node
as a gateway to forward client requests using the ROG or
RAG approach (x2). This deployment adds additional latency
and requires provisioning load-balancers to avoid creating a
system bottleneck. Latency-sensitive systems eschew load
balancing and adopt the primary-backup design [26], [40].
Alternatively, if a weaker consistency is an option, a client-
side load balancing can be adopted (e.g., the client can ran-
domly pick one of the replicas).

NICE Design. The NICE metadata service implements a
workload-informed consistency- and replica-aware load
balancer. Unlike the NOOB storage design, our multicast-
based put operations are load balanced by design; conse-
quently, our load-balancing technique focuses only on get
requests. While previous effort explored SDN-based load
balancing [41], [42] our approach advances the previous
approaches by using the storage metadata to build consis-
tency- and replica-aware load balancer.

To performworkload-informed load-balancing, the meta-
data service collects periodic workload statistics. The statis-
tics include the range of client IP addresses accessing each
partition, and the size of the request queue. The statistics are
piggybacked on the periodic heartbeats nodes send to the
metadata service.

The metadata service divides the client address space
into R divisions, such that each division size is a power of 2.
Requests coming from each division will be forwarded to a
different replica. The metadata service alters the switch for-
warding rules to match both the packet source and destina-
tion IP addresses. The destination IP determines which
physical ring partition the request is targeting, while the
source IP determines which replica to forward the request
to. For requests coming from IP addresses that are not
covered by these divisions, the metadata service forwards
them to the primary replica. When an administrator adds
a new node to a replica set the metadata server reparations
the client address space to utilize the new replica for get
requests.
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Compared with NOOB load balancing, NICE builds an
in-network load balancing without increasing the latency or
deploying extra resources.

This approach increases the number of forwarding
entries per partition of the unicast vring from 1 to R entries,
each forwarding a subset of client requests to one of the
replicas.

This load balancing approach is coarse grained as it
assigns clients to replicas without accounting for differences
in client request rate. A few clients with high request rate
can imbalance the load across replicas. In Section 4.5 we
present a solution to this shortcoming.

4.6 Switch Scalability

The proposed approach can scale to support large storage
systems. Without load balancing, each physical partition
requires one entry in the switch forwarding table for the
unicast vring mapping and one entry for the multicast vring
mapping. This leads to a total of 2N entries in the forward-
ing table. Where N is the number of storage nodes. If load
balancing is enabled, it uses R entries per partition (Where
R is the replication level), leading to a total of ðRþ 1ÞN
entries. Current switches include forwarding tables that can
support 128K forwarding rules or more which makes them
capable of supporting storage systems with 64K storage
nodes without load balancing. With load balancing enabled
and with a replication level of 3 they can support up to 32K
storage nodes.

4.7 Leveraging Programmable Switches

To make NICE design deployable on current commodity
switches, we constrained the design to only use the capabili-
ties of current OpenFlow standard. Unfortunately, Open-
Flow limitations restricted some design decisions in NICE.
In particular, NICE load balancing design is brittle in face of
skewed workloads or heterogeneous infrastructure. The
NICE load balancing technique (Section 4.5) partitions the
clients into R groups and assigns a subset of clients to each
replica. This approach is not efficient if clients vary in their
level of activity. If a small set of clients generate most of the
load, a typical scenario in many applications (e.g., active
tweeter users), the load will be skewed across replicas. Simi-
larly, if the replicas are deployed on heterogeneous hard-
ware, assigning equal load on all replicas is inefficient.

To address this challenge we implemented a flexible load
balancer using the P4 programming language. The load
balancer implements weighted load balancing techniques
in which the controller assigns weights to replicas and

configures the switch to distributed the load following these
weights.

Following this approach, we changed the NICE design to
use the P4 capabilities. The new design is identical to the
OpenFlow design with the exception of leveraging the P4
capabilities to implement the weighted load balancing
technique.

P4-based Load Balancing Design. Fig. 5 shows the design of
the load balancing stage. Every packet will be processed
using the action in the load balancing table. The table has a
single entry and a single action. The action randomly selects
a number. The selected number is then used as an index to
the IP addresses table.

To implemented the weighted load balancing technique,
replicas report the length of the request queue in a periodic
heartbeat. Every second, the controller calculates the aver-
age queue length for each replica and assigns proportional
weights to each replica. The leader updates the list of ran-
dom number in the load balancing table to reflect these
weights. For instance, if replica 1 should receive double the
load of any other replica, the action in Fig. 5 will be rand(1,
1, 2, 3), doubling the chance replica 1 is selected.

5 IMPLEMENTATION DETAILS

We implemented the NICEKV prototype following the
NICE design. NICEKV is implemented in 14K lines of
Cþþ code. The controller is implemented using 1K lines of
python using the Ryu framework [43].

The rest of the section discusses implementation details
of the network centric operations, and summarizes our
experience with the state-of-the-art switches.

Clients. NICEKV is accessed through a client library with
a simple interface for read, write, and delete operations.
Read (get) and write (put) operations read or write entire
objects. The library computes the hash of the requested key
and maps it to the virtual IP address, then it will send the
request to that virtual IP address.

Mapping Service. The SDN controller implements a layer 3
learning switch. If the controller receives a packet destined
to a not-yet-seen IP address, the controller will check if the
address is a vnode address and update the switch to map the
address to its physical counterpart, else the controller will
buffer the packet and broadcast an ARP request for the
unknown address. On receiving an ARP reply, the controller
will update the forwarding tables and forward the buffered
packets. The controller keeps a list of recently ARPed
addressed to avoid flooding the networkwith ARP requests.

Request Routing. We use UDP to send client requests and
TCP for all other communications, i.e., the client sends the
put/get request to the vnode IP address using UDP and
waits for the reply on a client-side TCP socket. This design
decision allows mapping multiple vnode addresses to a sin-
gle physical address without worrying about handling the
reverse mapping required for TCP, i.e., mapping the physi-
cal node address to multiple vnodes. Further, UDP is
required for IP multicasting.

Replication. For large objects, replication requires a reliable
transport for data dissemination. NICEKV builds a simple
reliable UDP-basedmulticast transport layer that uses primi-
tive flow and congestion control techniques. Data is divided
into multiple chunks, each less than a single network MTU

Fig. 5. Logical view of the load balancing logic. The load balancing entry
generates an index of the selected destination’s IP address. Using the
index, the IP address table sets the destination’s IP address.
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(1400 bytes). The protocol uses NACKs to inform the client of
missing packets, and the client sends the missing packets
using a unicast connection. ACKs are used for flow control.

We implemented a version of the reliable multicast proto-
col for quorum protocols. We optimized the quorum imple-
mentation by pushing the quorum design down to the
multicast transport layer. To this end, we designed a reliable
any-k multicasting protocol. For flow control, the protocol
tracks a window of transmitted packets and advances the
window when any k of the recipients acknowledges receiv-
ing the packets. The protocol returnswhen any k of the nodes
fully receives the data. After returning, the protocol keeps
supporting straggling nodes until they finish or timeout.

P4 Implementation. We implemented NICEKV-P4, a ver-
sion of NICEKV with a P4 network protocol implementa-
tion. The switch data plane is written in P4 v14 [21], [44]
and is compiled for Barefoot’s Tofino ASIC [28], with Bare-
foot’s P4Studio software suite [45]. Our P4 code uses less
than 5 percent of the on-chip memory available in the
Tofino ASIC, leaving ample resources to support other
switch functionalities.

5.1 Deployment Experience

We experimented with three testbeds that are provisioned
with three models of switches. Unfortunately, we found
that the current switches lag in terms of the supported
OpenFlow features. All switches supported only a subset of
the OpenFlow standard. Efficiently modifying packet head-
ers, in particular, was rarely supported. Only one switch
supported this feature, but in software, resulting in three
orders of magnitude slower switching speed if the switch is
tasked with modifying a field in the header.

The CloudLab [46] Utah cluster, which we use, uses Com-
ware switches which supports a subset of OpenFlow fea-
tures; in particular, it supports forwarding the packets to
multicast addresses but does not support modifying the
packet IP destination address. Modifying the packet IP desti-
nation addresses is necessary for mapping virtual addresses
to physical addresses.

To address this challenge, we deployed Open vSwitch [47]
on every client machine. Open vSwitch is a software-based
OpenFlow-enabled virtual switch. Further, we extended the
NICEKV SDN controller to control multiple switches (i.e.,
multiple Open vSwitches and a single hardware switch). The
controller installs the rules to modify packet headers (map-
ping virtual to physical addresses) on the client side Open
vSwitches, and installs forwarding and multicasting rules on
the hardware switch. Our evaluation shows that our new

deployment leads to less than 4 percent performance loss
compared to the same deployment without using Open
vSwitch.

6 EVALUATION

We evaluated NICE using synthetic as well as real world
benchmarks using the Yahoo YCSB benchmark [39]. We
empirically compare NICE with three object storage sys-
tems: Ceph [12], OpenStack Swift [13], and NOOB, our in-
house key-value systems. We choose Ceph and Swift as
these are production-quality widely-used NOOB storage
systems, the NOOB prototype allows us to compare NICE
with range of NOOB designs and configurations. We com-
pared the performance of quorum based design. The results
of those experiments are available here [48].

Ceph. Ceph adopts a primary-backup approach in which
all client put and get operations are received and processed
by the primary replica. Clients send their put requests
directly to the primary, which replicates the data, then
replies to the clients. The primary does not serve concurrent
put or get requests until the current put operation completes.

OpenStack Swift. Swift adopts a proxy-based design; cli-
ent put and get requests are sent to a proxy node, that sends
the request to the responsible storage node, then the proxy
replies to the client. The proxy node is on the data path for
both put and get operations.

NOOB prototype is a highly configurable storage system
that implements three common access mechanisms, and
two replication techniques. NOOB facilitates comparing
NICE with wider design choices. The NOOB system imple-
ments the three common access mechanisms: RAC with cli-
ent side caching, RAG with a replica-aware load balancer,
and ROG with a randomized load balancer. Furthermore,
NOOB prototype implements two replication/consistency
mechanisms: two-phase commit (2PC) and primary-backup.
The NOOB prototype allows us to compare NICE with
range of NOOB designs and configurations.

Platform. We use a cluster of 30 nodes on the CloudLab
[46] Utah site. Each node has an 8-core ARMv8 2.4 GHz pro-
cessor, 64GB memory, 120GB SATA3Micron SSD disk and 1
Gbps NIC. The nodes are connected to an OpenFlow
enabled switch that supports OpenFlow 1.3.1. While the
evaluation uses a single hardware switch the controlled
switching topology (including Open vSwitches software
switches) is much more complex. Further, NICE can readily
support multi-switch platforms, as the controller will install
the same rules on all participating switches.

Deployment Configuration. Unless otherwise specified, we
deploy the systems on 16 nodes (one mapping node and 15
storage nodes), 14 nodes for clients and load balancers, and
configure the system with replication level of 3.

6.1 Request Routing Evaluation

We evaluate the performance of request routing in four sys-
tems: NICE, Ceph, Swift, and NOOB storage prototype. For
NOOB storage we evaluate three configurations: ROG,
RAG, and RAC. The workload used consists of get-only
requests issued by a single client. The object size varies
from 4 bytes to 1MB. Fig. 6 shows the average of 1000 get
operations.

Fig. 6. Request Routing Performance. The average time of the get oper-
ation. Note the log scaled y-axis. The lines for NICE, Ceph, and NOOB-
RAC overlap.
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Fig. 6 compares the performance of the four systems. Sys-
tems that use a single-hop request routing (i.e., direct access
from client to the primary replica of an object), including
NICE, Ceph, and NOOBþRAC, achieve the lowest latency
and have comparable performance. For object sizes less
than 64KBs NICE, Ceph, and NOOBþRAC systems achieve
1:5� performance improvement compared to NOOBþRAG,
and 2� improvement compared to NOOBþROG. This
improvement is due to eliminating the request routing
delay imposed by RAC and RAG designs. Swift achieves
the lowest performance: NICE achieves over 30� improve-
ment compared with Swift. The benefits are not as pro-
nounced with large data sizes, as transfer time dominates.
Nevertheless, Swift performance lags (by over 2:5�) even
with large data sizes. The main reason for Swift low perfor-
mance is that Swift completely hides storage nodes, and cli-
ents only interact with the proxy nodes. Consequently, to
serve a get request to a client, instead of sending the get
response directly from a storage node to the client, Swift
transfers data from storage nodes, to proxy nodes, then to
clients, which introduced additional latency, increases sys-
tem load, and reduced throughput.

6.2 Replication Evaluation

We evaluate the performance of the replication mechanism
and compare it across the four systems: NICE, Ceph, Swift,
and NOOB with primary-backup design. We evaluate the
three request routing mechanisms in NOOB: ROG, RAG,
and RAC. We compare these systems in terms of replication
time, network load, and ratio of load of the primary replica
to the secondary replicas. The workload used consists of
put-only requests issued by a single client. The object size
varies from 4 bytes to 1MB. Fig. 6 shows the average of 1000
get operations.

Replication time. Fig. 7 compares the replication time of all
evaluated systems. The results show that NICE achieves the

best performance across object sizes. NICE achieves: up to
4:3� compared to NOOBþROG, up to 3:4� compared to
NOOBþRAG, up to 2:6� compared to NOOBþRAC, up
to 2:6� compared to Ceph, and over 40� compared to Swift
which uses the Replica-aware proxy design. NICE achieves
this significant performance improvement by using optimal
multicast-based replication and through eliminating request
routing overhead using single-hop routing.

Network Load. We evaluated the network load generated
by the put operation on all tested systems (Fig. 8). We mea-
sure the network load as the total amount of data trans-
ferred on every link in the network (i.e., a 1KB bject
traversing two links count as 2KB of network load). NICE
significantly reduces the network load compared to the
other systems. This improvement holds regardless of object
size. NICE generates between 1:7� to 3:5� less network
load compared to the other systems.

Storage Load Ratio. We evaluate the load imbalance
between the storage nodes as the ratio between the amount
of data processed (sent or received) by the primary replica
to the amount of data processed by the secondary replicas
(Fig. 9). Fig. 9 shows that NICE load balances the workload
between the primary and secondary with both achieving
the optimal load of 1 (i.e., receiving the object once only).
Ceph and all NOOB configurations impose 3� more work
on the primary than on the secondary (this load imbalance
is proportional to the replication level). In Swift, the proxy
node has 4�more load than any other replica.

6.3 Consistency Mechanism Evaluation

Storage systems may replicate an object to meet high
demand. We evaluate the put operation efficacy while
varying the replication level. We evaluate NICE, Ceph,
Swift, and the best configuration for NOOB system,
namely NOOBþRAC. We evaluate two configurations for
NOOBþRAC: primary-backup and 2PC. The evaluation
uses small 4-byte objects and large 1MB objects.

With 4-byte objects (Fig. 10) NICE achieves the highest
performance: up to 1:3� better performance than NOOB-
2PC. NICE achieves comparable performance to NOOB
primary-backup replication. Although NICE has an extra
phase of communication compared to the primary only
design, its use multicast-based replication reduces the data
transfer time and eliminates the overhead of creating 8 TCP
connections. We note that the performance of all systems
degrades with higher replication levels, due to the increased
overhead of the consistency protocol that dominates small
object performance. The primary-backup design achieves

Fig. 7. Replication Performance. The average time of the put operation.
Note the log scaled y-axis.

Fig. 8. Network Link Load. The total network link load of the put
operation.

Fig. 9. Storage Load Ratio. The ratio of the primary replica (or proxy
node in case of Swift) to secondary replica load in terms of amount of
data sent/received during the put operation.
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better performance than NOOB-2PC due to 2PC protocol
overheads.

Fig. 11 shows the put operation time with 1MB objects.
NICE achieves up to 5:5� better performance than NOOB
systems. The primary-backup and 2PC achieve comparable
performance since, with large objects; performance is domi-
nated by replication cost. While NOOB performance
degrades considerably: by 7� when increasing the replica-
tion from 1 to 9, NICE performance degrades slightly when
increasing the replication level (by 17 percent when increas-
ing the replication from 1 to 9).

NICE achieves up to 5� and 23� performance gain with
4-byte objects and up 5� and 6:5� with 1MB objects com-
pared to Ceph and Swift, respectively. This is mainly due to
the use of inefficient replication and due to the added over-
head of the proxy nodes on the data path in Swift.

6.4 Load Balancing

To evaluate systems ability to load balance requests across
replicas of the same object we designed a weak scaling
experiment: we test the systems while increasing the num-
ber of replicas and proportionally increase the load (i.e., the
number of clients). The experiment measures systems abil-
ity to efficiency utilize the added resources to serve propor-
tionally equivalent load. We evaluate the performance of
NICE, Ceph, Swift, and two NOOB storage configurations:
primary-backup and 2PC. The experiment measures the
systems performance when serving highly-popular fre-
quently-updated objects. In each configuration 1 client puts
a shared object 1000 times, while R� 1 clients each gets the
shared object 1000 times.

We ran the experiment with 4-byte (Fig. 13) and 1MB
(Fig. 14) objects. The results show that NICE achieves higher
performance than NOOB, Ceph and Swift under all replica-
tion levels. NICE achieves up to 7:5� better than the pri-
mary-backup configuration, and up to 5:5� better than the
2PC configuration in both object sizes.

To understand the impact of contention between put and
get requests we compare the results to get-only workload.
The dark line markers on the bars in Figs. 12 and 13 show
the performance of R� 1 clients issuing get operations
without any put operation. The figures show that NICE and
2PC are able to load balance the get requests across replicas,
while the primary-backup design performance degrades
with the increased workload as no load balancing is used.
Comparing the black marker to the top of the bar shows the
added overhead due to the contention of the put and get
requests. The figure shows that data consistency mechanism
adds significant overhead to NOOB systems.

Figs. 12 and 13 show that NOOB storage system perfor-
mance degrades considerably when increasing the replica-
tion level and the number of clients. NOOB primary-
backup performance degrades by 10� with small objects
and 3:5� with 1MB object, and the 2PC configuration
degrades by 2:6� with both sizes. This indicates that NOOB

Fig. 11. Consistency Mechanism Performance with 1MB objects while
varying the replication level. Error bars represent standard deviation.

Fig. 10. Consistency Mechanism Performance with 4-byte objects while
varying the replication level. Error bars represent standard deviation.
For clarity we truncate the figure to 5ms. Switft completes the workload
in 24ms with 1 replica and in 47ms with 9 replicas.

Fig. 13. Load balancing evaluation with 1MB objects. The systems per-
formance under the load balancing workload while varying the replica-
tion level and number of clients. Bold markers show the performance of
the get-only workload. Error bars represent standard deviation.

Fig. 12. Load balancing evaluation with 4-byte objects. The systems per-
formance under the load balancing workload while varying the replica-
tion level and number of clients. Bold markers show the performance of
the get-only workload. Error bars represent standard deviation. For clar-
ity, we truncate Swift bars, Swift finishes in 35ms with 3 replicas, and in
70ms with 9 replicas.
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design is not weakly scalable and generates high overhead
under heavy demand. NOOB is unable to meet the increas-
ing demand despite the proportional increase in the allo-
cated resources. Significant replication costs (dominant in
large objects) and consistency-protocol overhead (dominant
in small object) are the reason why. NICE storage perfor-
mance degrades slightly when increasing the replication
level and the number of clients (only by 20 percent with
1MB objects and by 80 percent with 4-byte objects).

6.5 Fault Tolerance Evaluation

This experiment demonstrates the system fault tolerance
mechanism. The experiment fails and recovers a replica
while the system is consistently being accessed by three cli-
ents. The clients generate a continues stream of put and get
requests with a ratio of 20/80 of put/get requests and with
a key size of 1KB. All objects are in the same partition.

Fig. 14 shows the number of put and get requests served
per second. At the 30s mark, a secondary replica (node 2)
fails. The following put operation will fail and the primary
node will detect the replica failure. The primary node will
inform the metadata service. The metadata service executes
the fault tolerance steps: it removes the failed node from the
switch mappings and adds the handoff node to the replica
set. This process takes less than 2 seconds during this pro-
cess the partition is unavailable for put operations (Fig. 14
second 31). Client put requests during this period will fail
and the client will retry after waiting for 2 seconds, in which
case the operations will succeed. We are working on short-
ening this down time through allowing put operations to
succeed even if one node fails (i.e., having R-1 replicas) and
by creating, in the background, one more replica on the
handoff node when it joins the replica set.

For get operations, the client selects, in a uniform random
fashion, one of the recently put objects to get. When the
handoff node starts serving client requests (second 31), it
does not have any of the requested objects. In this case, it
forwards all get requests to the primary replica. As more
objects are stored at the handoff node less get requests are
forwarded to the primary node.

At 90s mark, the failed node joins back, and starts retriev-
ing the objects it missed. This is represented by the spike in
put requests (and get requests at the handoff node). At the
95 second mark the returning node completes its recovery

and has a consistent set of objects, the metadata service
adds the node to the unicast switch mapping and removes
the handoff node.

6.6 Real Workload Evaluation

We evaluate NICE and NOOB systems under real applica-
tion workload generated using the Yahoo cloud serving
benchmark (YCSB) [39]. We use two workloads from the
YCSB benchmark suit: a read-only workload (YCSB-C) and
the read-modify-write workload (YCSB-F) with 50 percent
put requests. As in the majority of the Yahoo workloads,
these two have a zipf popularity distribution.

We evaluate NICE and NOOB with primary-backup and
2PC configuration. The workload used consists of 10 clients
each generating 20K requests generated using the YCSB
workload discussed earlier. We use the default YCSB object
size of 1KB.

The experiment results (Fig. 15) shows that NICE achieves
the best performanceunder the twoworkloads.NICE achieves
1:6� and 2:3� better than primary-backup configuration
under workload C and F, respectively. This improvement is
due to the lack of load balancing in the primary-backup config-
uration. Compared with 2PC configuration, NICE achieves
1:25� and 1:5� better performance under workload C and F,
respectively. 2PC configurations lags NICE due to the added
latency by the load balancer (using the RAG request routing)
and consistency-protocol overhead.

6.7 Evaluation with the Programmable Switch

We empirically compare two load balancing approaches:
client partitioning (CP) which partitions the clients among
replicas based on their IP address. This is the approach
implemented in the OpenFlow-based NICEKV), and
weighted replica (WR) in which the controller sets a weight
for each replica and the switch assignments load to replicas
proportional to it weight. This is the technique implemented
in the P4-based implementation.

For these experiments we used a different cluster with a
P4-programmable switch and 13 nodes. Each node has an
Intel Xeon Silver 10-core CPU, 48GB of RAM, and 100Gbps
Mellanox NIC. The nodes are connected to an Edgecore
Wedge 100� 32BF switch with 32 100Gbps ports. The switch
has Barefoot’s Tofino ASIC, which is P4 programmable. In all
of our experiments, three machines ran the server code, while
the other 10 machines generated the workload. Each client

Fig. 14. Fault Tolerance Evaluation. Secondary node 2 fails at 30s mark,
triggering the fault tolerance mechanism, and 90s the node recovers,
retrieves the missed objects from the handoff node, and starts serving
client requests.

Fig. 15. Yahoo Benchmark Evaluation. The three systems performance
under two Yahoo benchmarks: read-only (C), and read-modify-write (F).
Error bars represent standard deviation.
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node is running 100 client threads. Each thread is generating
read requests following the read-only YCSB workload C
benchmark. The key size is 24 bytes and the value is 1KB.

To demonstrate the flexibility of the P4 based load bal-
ancing we compared the operation latency under two
scenarios.

Scenario I: skewed client workload. A workload in which cli-
ents vary in the amount of requests they generate.

In this experiment the first 3 out of the 10 client nodes
generate 50 percent of the requests. Fig. 16 shows the
latency of requests of the two approaches under this work-
load. NICEKV-WR achieves up to 50 percent lower latency
than NICEKV-CP. This is mainly because NICEKV-CP par-
titions the clients across replicas based on their IP address,
leading to all highly active clients being assigned to one rep-
lica. The selected replica received over 50 percent of the
total load in the system while the other two replicas
received less than 25 percent of the load each. The NICEKV-
WR assigns equal weights to all replicas hence it uniformly
distributes the client load across replicas leading to better
load balancing and lower overall latency. Fig. 16 shows that
50 percent of the requests experience significantly higher
latency with CP compared to WR.

Scenario II: heterogeneous replicas. In this experiment we
artificially slow the CPU of one of the replicas by 40 percent
to emulate a platform with heterogeneous nodes.

In this experiment all clients generate the same amount
of requests. Fig. 17 shows the latency of requests of the two
approaches under this workload. We notice for NICEKV-
CP that 40 percent of requests experience significantly
higher latency. NICEKV-WR balances the load among repli-
cas proportional to their capabilities: it increases the load on
the two capable nodes (hence a bit higher latency for the
bottom 60 percent of requests) and reduces the latency on
the slow node (hence up to 50 percent lower latency for the
top 40 percent of requests).

7 OTHER RELATED WORK

Request Routing. Beehive [49] proposes a different approach
for achieving, on average, single-hop request routing for
special workloads: workloads with highly skewed power-
law popularity distribution. Beehive replicates each object
based on its popularity, with the extremely popular objects
replicated on every node, hence accessible in a single-hop.
Due to the network and storage overheads, this approach is
only feasible for highly skewed workloads of infrequently
updated objects.

SDN Optimized Systems. Recent research projects utilize
SDN capabilities to provide load balancing [41], [42], access
control [50], seamless VM migration [51], and to improve
system security, virtualization and network efficiency [52].
These systems still use the network as a separate entity and
use SDN to optimize its operations. Unlike current efforts,
we co-design network and system operations and protocols
to achieve significant benefits.

Recently, a number of projects explored techniques to
leverage the new SDN capabilities. MOM [53], NOPaxos [54],
Eris [55] build consistency protocols by relying on the net-
work to order operations. SwitchKV [56] builds a key-value
storage with a tier of caching nodes. SwitchKV uses the SDN-
capability to optimize request routing for get requests from
the cache. MBalancer [57] and Trajano et al. [58] leverage the
SDN capabilities to build application aware load balancers.
sRoute [59] uses SDN to optimize gather and scatter commu-
nication patterns in storage systems. Unlike these projects,
we propose a new complete system architecture that co-
designs network and storage support and optimizes a range
of mechanisms including load balancing, replication, and
consistency.

Leveraging Programmable Switches. Recently a number of
projects started exploring techniques to leverage the capa-
bilities of programmable switches to improve distributed
systems. NetCache [60] implements a caching service in a
single switch. The controller keeps track of the most popular
objects and controls the cached objects in the switch. NetCh-
ain [61] optimizes vertical Paxos [62] by implementing chain
replication on a chain of programmable switches. NetPaxos
[63] considers moving the Paxos protocol to the network
switches, such that one switch serves as a coordinator and
other switches serve as replicas. The proposed approach
requires implementing a substantial part of the protocol in
switches and storing a potentially large protocol state.
NetChain and NetPaxos are suitable for systems that store
only a few megabytes of data (e.g., 8MB in the current
NetChain prototype).

8 CONCLUSION AND FUTURE WORK

We present network-integrated cluster-efficient (NICE) stor-
age, which co-designs storage logic and networking support
to realize a more efficient, scalable, and reliable distributed
storage. Our prototype evaluation shows that this approach
can realize significant benefits: up to 7� performance
improvement, substantial network-load reduction (up to

Fig. 16. The latency CDF of NICEKV with client partitioning (CP) load
and weighted replicas (WR) load balancing under a skewed client
workload.

Fig. 17. The latency CDF of NICEKV with client partitioning (CP) load
and weighted replicas (WR) load balancing with heterogeneous
hardware.
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50 percent), and improved load balancing and scalability.
While we focus the discussion on key-value storage sys-
tems, the proposed techniques for virtualization and consis-
tency-aware fault tolerance are widely applicable.

Our future work will focus on two directions. First we
plan to investigate building SDN-optimized storage systems
that can support more complex key-value queries. Second,
NICE design focused on improving replication-based stor-
age system. The second popular reliability technique is the
use of erasure coding. We plan to investigate techniques to
accelerate storage systems using erasure coding.
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