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Abstract

Context-aware and proactive technologies have been continuously used over the past years to
improve user interaction in areas such as searching and information retrieval, health care and mobile
computing. In such systems, context information is typically propagated through events. Although
there have been significant advances in distributed context-aware systems, there is still a lack of
approaches that model and implement context-aware proactive applications involving the combination
of context and distributed events. In our research we plan to address these issues by providing a
context-aware event model with support for a new context-aware publish subscribe scheme. Such
context-aware model would introduce context as a first class element, allowing components to specify
the context in advertisements and subscriptions. The goal of our research is to be able to leverage
context as part of our event model and bring behaviour adaptation to publication and subscription of
events.

1 Introduction

Context-aware and proactive technologies have been continuously used to improve user interaction
in areas such as searching and information retrieval, health care and mobile computing. With the
introduction and increased use of smartphones and other mobile computing devices such as netbooks
and tablets, context-aware applications can use the environment’s information to provide real-time
and autonomous adaptation to the user and related context.

Although there have been significant advances in models, frameworks and middleware support for
context-aware systems, such approaches still rely mostly on non-distributed event-based interactions
(e.g., through the observer pattern [38]) as means for context sources to propagate context information
to the context-aware components. However, most of the context-aware systems proposed in the
literature are distributed in nature. As such, there is still a lack of approaches that model and
implement context-aware proactive applications involving the combination of context and distributed
events. First, existing context-aware systems do not rely on efficient context information dissemination
schemes provided by distributed event-based systems. Second, distributed event-based models and
approaches do not use context as a first class element. Third, the current publish-subscribe approaches
that use context, in which publishers generate events and subscribers consume events of interest, only
consider the context of external components and not local context. For example, the notification of
an event to a subscriber should not depend on context contraints determined by the publisher and a
subscriber should be oblivious of the publisher’s context when subscribing to an event. Fourth, there
is a need to separate and decouple context information from application logic.

In our research we plan to address these issues by providing a context-aware event model with
support for a new context-aware publish subscribe scheme. Such a context-aware model would intro-
duce context as a first class element, allowing components to specify the context in advertisements



and subscriptions. This new context-aware publish subscribe scheme would be able to take context
constraints into consideration when evaluating the publication of or a subscriber’s notification of an
event. Such context contraints would be specified by the components themselves, and would identify
under which circumstances the component’s publications or subscriptions are valid. By allowing a
component to control its different publication and subscription behaviours, we can effectively separate
context information from the component logic and place it on the publish subscribe scheme. As part of
our research, we would model and implement a context-aware distributed event-based framework that
provides the necessary infrastructure to publish and deliver events based on a component’s context.
We also plan to formalize our context-aware event model. This formalization will allow us to verify
the behaviour of critical applications that rely on our context-aware publish-subscribe scheme.

In summary, the goal of our research is to be able to leverage context as part of our event model
and bring behaviour adaptation to publication and subscription of events.

2 Background

2.1 Context Awareness

Context awareness is defined as the ability to both capture and adapt to context. In order for an
application to be context-aware it has to fulfill both those requirements. An application that only
catpures context, for example a gps-based location-tracking application, is not context aware since
it doesn’t adapt its behaviour to the different locations. In contrast, a location-tracking application
that alerts the user if he is walking in circles is context-aware since it is able to change its behaviour
according to the context input it receives.

When working with context-aware applications, one needs first to define what exactly context is.
In [37] Dey defines context as “..any information that can be used to characterize the situation of an
entity. An entity is a person, place, or object that is considered relevant to the interaction between a
user and an application, including the user and application.”

Current research into context-awareness and context-aware systems focuses on three main areas,
namely (i) context aware programming languages, (i) context models and (iii) context-aware mid-
dleware and frameworks.

2.1.1 Context-Aware Programming Languages

Context-aware programming languages are an integral part of the emerging Context-Oriented Pro-
gramming (COP) paradigm. These language extensions deal with the lack of explicit support for
context and context-awareness that is found in current programming languages[57, 1].

COP tries to address the need that a context-aware application has to adapt its behaviour to
different situations or context during run time[2]. There is no context-awareness without behaviour
adaptation. Wihtout the proper abstractions context-aware applications often require complex designs
and architectures in order to deal with dynamic run-time context changes [27]. This leads to hard to
maintain, convoluted code with increased chance of introducing bugs and unspecified behaviour.

Language extensions that support COP provide ways to specify behavioural variations and group
these variations into layers [57]. Layers can be dynamically activated or deactivated depending on
the run-time context. A scoping mechanism is also provided in order to control the scope of each
of the layers of the context-aware application explicitly. COP provides a programming model for
context-aware applications that is able to reduce the programming effort and increase interoperability
with heterogeneous systems.

2.1.2 Context Models

Context models are used to represent and help understand context information. They provide a com-
mon vocabulary used to express, query and share contextual information between different modules
or components of a context-aware system.



Many different context models have been proposed in the literature. Context models can be
classified by their modelling approach. Modelling approaches that provide hierarchical data structures
and partial model or scheme validation are better suited for modelling context [91].

Hierarchical data structures provide context models with the characteristics required to represent
higher-level context information. Such information is often the result of reasoning and composition of
higher-order context information from primary context elements.

Context models can also be classified by the types of context or context elements they represent
[21, 15]. Most importantly, context is highly dynamic and therefore support for dynamic context
propagation is highly disereable [21]. Such models are able to capture the intrinsic relationships
between different context elements and properly represent how changes to one context element affects
the state of other elements in the context model.

A context model that properly represents the different types of context and their relationships is
necessary in order to provide proper behaviour adaptation to context-aware applications and systems.

2.1.3 Context-Aware Middleware and Frameworks

Context-aware frameworks provide a set of abstractions and libraries that facilitate the creation of
context-aware applications. Context-aware middleware is a fully implemented software solution used
to connect context sources and other context-related services with context-aware components and
applications. In [38], Dey et al. propose a set of requirements a framework should fulfill in order to
deal with context. These requirements are separation of concerns, context interpretation, transparent
distributed communications, contant availability of context acquisition, context storage and resource
discovery. Such requirements deal with encapsulation of context sensing related code, dissemination
of pre-processed context information to interested context-aware components and lifecycle or runtime
independence of context source components from context-aware applications. These are the various
functional requirements that context-aware framework and middleware implement in order to provide
better support for context-aware applications.

Many different context-aware frameworks and middleware have been proposed in the literature
[22, 6, 89, 66]. Context-aware frameworks and middleware can be classified according to their main
architecture, such as client/server [47, 78, 80|, service-oriented [53, 69, 62, 20, 97, 83], agent-based
[25, 88], event-based [38], distributed event-based [82, 86]. Even though there are many different
architectures in use, most frameworks and middleware still rely on an event-based approach as means
for context sources to propagate context information to the framework or middleware internal com-
ponents.

Context-aware framework and middleware provide all administrative components necessary for
storing, managing, querying and distributing context information to registered components. Most
frameworks and middleware provide discovery services that allow components to search for different
context sources or information. Frameworks and middleware also provide context knowledge bases or
context repositories used to store context information. They provide a more stable solution than just
relying on events to propagate context to context-aware components and applications [42].

2.2 Distributed Event-Based Systems

Distributed event-based systems (DEBSs) are systems composed of distributed functional components
interacting through events. Events are happenings on the system or environment where the component
resides. DEBSs use a publish-subscribe interaction scheme [46] to provide communication between
producers and consumers of events. Publishers are components that produce events. Subscribers
are components that consume events. A subscriber can express interest in a given event through
subscriptions. A subscriber will be notified of all events published in the system or environment that
match its subscriptions.

2.2.1 Publish-Subscribe Scheme Characteristics

publish-subscribe interaction schemes are very flexible and provide many desirable features that mini-
mize the complexity of the system, greatly improving its overall design and architecture. Such features
are full time, space and synchronization decoupling [46].



Space Decoupling

Space decoupling determines that publishers and subscribers do not need to be aware of one another.
Publishers publish an event in the system and the system is responsible for delivering this event to
all subscribers. Similarly, a subscriber is not required to know any publishers in order to be notified
of an event in the system, it simply needs to subscribe to the desired event.

Time Decoupling

Time decoupling determines that publishers and subscribers are not required to participate in
publication and notification of events at the same time. A publisher will publish an event even if
the subscriber is offline. Conversely, the subscriber may be notified of events even if the publisher is
offline.

Synchronization Decoupling

Synchronization decoupling determines that subscribers are asynchronously notified of events. A
publisher does not need to wait for a subscriber to process or acknoledge communication when gener-
ating events. Similarly, a subscriber is not required to wait for an event in order to continue with its
process. Creation and notification of events takes place outside of the main flow control of publishers
and subscribers.

2.2.2 Publish-Subscribe Scheme Variations

There are currently three variations of publish-subscribe schemes, namely topic-based, content-based
and type-based [46].

Topic-Based Publish-Subscribe Scheme

A topic-based publish-subscribe scheme defines subscription through the use of topics or channels.
All components that subscribe to a specific topic will receive all events published within this topic.
Subscribers can subscribe to more than one topic at a time. Subscribing to a topic is similar to
becoming member of a group. A component will be notified of all communication intended for that
group. The topic-based publish subscribe scheme does not provide any type of filtering capability. The
component itself has to analyze and filter all events that it receives through the topic subscription.

Content-Based Publish-Subscribe Scheme

A content-based publish-subscribe scheme introduces the concept of content filtering. Events are
no longer classified according to external terms, such as a topic, but according to the contents or
properties of the event. Components can subscribe to events by specifying filters through a subscription
language. Filters are constraints on event properties, specifying a name-value tuple expression with
comparison operators. A component will be notified of an event if the event properties match the
filtering expression defined in the subscription. Filters can be logically combined to create more
complex subscriptions patterns.

Type-Based Publish-Subscribe Scheme

A type-based publish-subscribe scheme introduces the concept of event type. Events are no longer
classified according to topics or its internal attributes, but according to its kind. This publish-
subscribe scheme follows more closely the object-oriented programming paradigm which leads to
desirable features such as data encapsulation and inheritance. Different event types result in different
events even if the internal event properties are the same. Subscription works by subscribing to a
specific event type. A subscriber will be notified of an event if said event is of the same type as the
one specified in the subscription. Type-based publish-subscribe schemes support content filtering as
well. A component can specify filters based on the values of the internal properties of an event type.
In this case, a component will be notified of an event if and only if the event type matches both the
event type defined in the subscription and if the values of the event properties match the filtering
expression.



3 Related Work

Work related to our approach fall under two categories: (i) context-aware frameworks and middleware
and (4) context-awareness in publish-subscribe schemes and distributed event-based systems.

3.1 Context-Aware Frameworks and Middleware

The Context Toolkit [38, 40, 39] is one of the first approaches to a context-aware framework. It applies
a graphical user interface approach, where the context widgets are used to provide access to context
information. A context widget is able to abstract the complexity of dealing with context sources and
provides a reusable component with a specific interface that can be easily customized for creating
context-aware applications.

The context toolkit advocates the use of events as an optimal solution to disseminate context
information. It does not, however, use a distributed event approach. Each component that requires
a specific type of context has to contact the context widget individually and subscribe to context
updates. This approach is similar to the observer pattern. A context widget will notify the registered
component if a change in context takes place.

SOCAM [52, 53] is a Service-Oriented Context-Aware Middleware that enables rapid prototyping
of context-aware services. It provides a semantic space where different context-aware services can
have access to context information. The SOCAM architecture consists of context providers, context
interpreters, context database, service location service and context-aware mobile services.

Context providers provide abstractions for low-level context sensing components, hiding the com-
plexity and exposing the context information. Each context provider needs to register with the service
location service in order to be made available for context-aware mobile services. The context inter-
preter also acts as a context provider. It provides higher-order context information by combining
lower-order context gathered from multiple context providers. The context database is a central loca-
tion used to store context information. It provides a simple interface for services to query, add, delete
or modify context information. The service location service is a directory of context providers that
allows other components and services to locate context providers. The context-aware mobile services
are the ones that provide actual context-awareness for the application. They are able to make use of
context information and adapt their behaviour accordingly.

SOCAM uses Java’s RMI technology to provide component communication and context informa-
tion dissemination. This approach is similar to the context toolkit one, where a component registers
for context information updates with a context provider similar to the observer pattern. The context-
aware mobile service registers itself with a context provider and is notified through a RMI callback.
SOCAM also provides a way for services to query the context information, without the need to register
for context updates manually.

The Context Broker Architecture (CoBrA for short) [24, 25] is an approach that provides a middle-
ware to create context-aware software agents. CoBrA divides the context model in different domains.
FEach domain has an autonomous agent, namelly, the domain context broker. The broker is responsible
for sharing context information with other context-aware agents. The broker maintains an instance
of the context model of the domain to ensure a consistent and coherent context knowledge base.

The broker is also responsible for context acquisition and the completeness of the context informa-
tion. Context acquisition in CoBrA is accomplished in the same fashion as in the context toolkit and
SOCAM. The broker is able to register with context sensors and context interpreters and be notified
of changes and updates to context information.

In [68], Korpipaa et al. introduce a blackboard-based context management framework. A context
manager is responsible for storing context and notifying clients of any context changes. Clients can
be resource servers, context recognition services, security components and context-aware applications.
Notification takes place in an event-based manner, where clients subscribe to changes in a specific
context type. Such approach also uses the observer pattern method and not distributed events.
Furthermore, clients are notified of context changes, and still have to implement behaviour adaptation
for different context states at code level, within the application logic.

In all of the systems described each component is responsible for searching for and registering
with a context source. All of the context information is disseminated by the context source directly



to the registered components. This approach is different from a distributed event-based system. In
a distributed event approach, the component would subscribe to a specific event schema and would
be notified of any changes in context by receiving an event implementing said schema published by
a context source. A distributed event approach is able to decouple the component and the context
provider, resulting in a simpler, more effective design. Both publishing and subscribing component
have no knowledge of one another. All of the event notification is handled by the middleware.

All of the systems mentioned also provide a context database or repository. Even though context
information is being stored, it is not being used by the middleware to determine any adaptation in
behaviour due to context changes. All of the adaptation is being accomplished by the component.
This requires that both application logic and context information be stored in the component. The
ability to separate and decouple context information from application logic would have a very positive
result in both the design and understanding of a context-aware component.

3.1.1 Distributed Event-Based Context-Aware Middleware

STEAM |[73] is a proximity-based distributed event-based system designed for use in ad-hoc networks.
It introduces the concept of location and proximity filters, which help in determining geographical
areas where events are valid, effectively bounding event propagation to a desired region.

A publisher is able to advertise the event type along with the bounding geographical area in which
the published event is valid. Any subscriber within the event’s bounding geographical area will be
notified of the event.

The sentient object model [9] was later introduced on top of STEAM to create a framework
for developing mobile, context-aware applications. It applies to real world systems and hardware
interfaces.

The sentient object is a context-aware entity which uses sensors and actuators as its interface.
Sensors are components used to capture context information, while actuators are used to modify
the system’s state according to the captured context information. Both sensors and actuators are
hardware interfaces. Sensors publish events based on changes in context sensed from the real world
and actuators subscribe to events and react by changing the state of the real world in some pre-
determined way through a physical device.

MoCoA [86], a customisable middleware for context-aware mobile applications, uses both STEAM
and the sentient object model. MoCoA introduces the notion of event channels, which are used to
specify the constraints on both propagation and notification of events in a geographical area. The
publisher is the one responsible for defining the event channel for a given advertisement.

All of these related systems focus mostly on real world spaces, such as smart environments, and
interfaces, such as self-driving cars, than on software systems.

Gala [82] is a context-aware meta-operating system that supports the development and execution
of portable active space applications. It is a distributed middleware infrastructure that coordinates
different networked software components and devices in a physical space. Changes in an active space,
such as adding or removing components and users as well as context updates, are handled through
the use of distributed events. Gaia uses a topic-based publish subscribe scheme, where producers and
consumers are connected through a channel. Gaia’s use of events is only to disseminate information
to the many components in the system. Its event model does not provide any type of context-aware
adaptation to publishers or subscribers.

3.2 Context-Oriented Programming

Other approaches [77, 3] also focus on the use of events to trigger different behaviours thus achiev-
ing behaviour adaptation. Even though such approaches advocate the use of events, they are not
considered frameworks or middleware. They do not use distributed events and their focus is on lower-
level solutions dealing with language support for context-aware applications and Context-Oriented
Programming.

In [54] Henricksen et al. introduce a set of conceptual models to facilitate the development of
context-aware applications. One of such models is the Triggering programming model, which fol-
lows the event-condition-action model. It allows asynchronous implicit invokation calls in response



to context changes. Context changes are considered changes in state with six distinct possible val-
ues ranging from TrueToFalse, TrueToPossiblyTrue, EnterFalse, TrueToFalse, PossiblyTrueToFulse,
Changed. It is important to note that this approach does not specify any event model and changes
in state are strictly confined to transitions of boolean parameters. Such triggers are limited to re-
lationships already explicit in the model and do not support context parameters with non-boolean
values.

3.3 Distributed Event-Based Systems

In [29] Cugola et al. propose the introduction of context as a first class element in event-based systems.
This modification allows each node to set its current context state and allows for subscriptions with
both content and context filters as well as publication with context filters.

Context filters work by filtering the context of either the publisher or the subscriber with the
specified context filter expression. A subscription specifies a content filter for the event and a context
filter for the context state. If the event content matches the content filter and the context of the
publisher matches the context filter then the subscriber will be notified of the event. Similarly, a
publisher publishes an event by specifying the event content and a context filter. All components
subscribing to that event whose subscription context filter matches the publication context filter will
be notified of the event.

The approach proposed by Cugola et al. differs from our approach in various points. First it is
concerned mainly with content-based event models while our approach focuses on a type-based event
model. Second, even though the paper states that context was introduced as a first class citizen it does
not clearly identify the relationships between context, events and components, with a brief mention
on how to set the node’s context. Third, their approach also focuses more on efficiency of routing and
context propagation than on models and middleware.

Fourth, a major difference between our approach and the approach of Cugola et al. is in how the
context filters affect publications and subscriptions. Cugola et al. focuses on using context to filter
either publishers, from a subscriber’s perspective, or subscribers, from a publisher’s perspective. Our
approach focuses on the component’s context and how it affects its subscriptions and publication of
events.

In [49] Frey et al. propose a context-aware publish-subscribe scheme. The approach of Frey et
al. focuses on limiting the subscription scope through context of relevance and context of interest.
Context of relevance is used by a publisher to represent either the context that is affected by the event
or the context in which the event is relevant. Context of interest is used by subscribers to identify the
context of a publisher.

The combination of context of relevance and context of interest is able to limit the subscription
scope of a system effectively. As in the approach proposed by Cugola et al. the approach by Frey et al.
allows a subscriber to filter events by the publisher’s context. It also allows publishers to determine
in which context their events should be valid. A component will only be notified of an event if the
context of interest in the subcription matches the context of relevance in the event’s publication.

The approach of Frey et al. is very similar to symmetric subscriptions [81], although it uses context
instead of the information not contained in an event. Frey et al. do not introduce context into the event
model and there is no clear relationship between context, events and components. The approach also
focuses on efficient routing, performance and scalability instead of on models and middleware. Lastly,
their approach focuses on using context to filter either publishers, from a subscriber’s perspective, or
subscribers, from a publisher’s perspective while our approach focuses on how the context of a given
component affects its own subscriptions and publication of events.

In [41] Dittrich et al. propose AGILE, an adaptive index for context-aware information filters,
introducing the concept of a context-aware information filter and their architecture. A context-aware
information filter (CIF) is a component that keeps the subscriber’s profile and context information.
It uses the context information to filter out messages that are not valid in the subscriber’s context.
A CIF contains two input streams, the first is the stream of events or messages being relayed to the
system while the second is the stream of context updates to the component’s context state.

Dittrich et al. focus on indexing and filtering of information and not on event-based systems
models and middleware. There is also a differentiation between messages or events and context
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updates, which, in an event-based system, are not necessarily different.

Cayuga [35] is a stateful publish subscribe system. It allows a component to define subscriptions
spanning multiple events with support for parametrization and aggregation. A stateful subscription
is capable of specify sequences of related or unrelated events to be used as subscription filters. This
ensures that an event will only be delivered to a subscribing component if certain conditions are met
or if some event sequence has taken place. Cayuga is able to use the state of the system and its
networked components when determining the validity of a subscription. It does not, however, provide
a context-aware event model nor takes context into consideration. Also, the work in Cayuga focuses
on publish-subscribe implementations and algorithms and not on context-aware models.

In summary, both the approaches by Cugola et al. and Frey et al. focus on the context of both
publishers and subscribers as external entities to the component. Said context is used to validate
if the publisher of the event is relevant to the component with respect to its subscription or, in the
case of publication, if the subscriber to the event is relevant. This emphasis on factors external to
the component for publish-subscribe systems is undesireable since it causes a higher coupling between
components. A subscriber must be made aware of specific details of a publisher’s context states in
order to subscribe to an event. AGILE introduced the notion of context-aware information filters and
focuses on indexing strategies but does not introduce context into distributed event-based systems.
Finally, Cayuga provides a stateful publish-subscribe system, but also focuses on low level indexing
strategies and algorithms.

4 Context-Aware Event Model

Our proposed approach consists of introducing context as a first class element into the model. This
requires an explicit representation of both syntax and semantics and how context interacts with both
events and components. Once these relationships are established we can identify the impact context
has on the event model and, subsequently, on the publish-subscribe scheme. Figure 1(a) shows the
publish-subscribe view of the event model, while Figure 1(b) shows the environment view of the event
model.

The system is composed of independent Adaptive Components (components for short), that interact



with one another through events. Components are uniquely identified and each component executes
in its own program space. Components have the ability to publish and/or subscribe to events.

Components are grouped into conteztual environments (environments for short). An environment
represents a set of context parameters. All components in the same environment share the these
context parameters and their states. Components grouped in the same environment are considered
siblings. Each environment has a number of specialized components in charge of administrative and
component interaction controlling activities.

4.1 Events

An event is a data representation of a happening in the system. Events are published by components.
An event has a schema that determines data attributes associated with the event. Attributes can be
primary types or data structures defined from primary types. An event has exactly one event schema.

4.2 Event Schema

Every event in the system has an event schema. An event schema specifies the data attributes all
events implementing the event schema must have. The name of an event schema is assumed to be
unique. All events inherit from a base event schema. Advertisement and subscription requests are
also handled through events.

4.2.1 Base Schema

All event schemas inherit from a base schema. This base event schema specifies the following attributes:
(i) event time, (i7) publication time and (i) time-to-live (TTL).

Event time refers to the time the happening was observed by the component. Publishing time
refers to the time when the event was published. T'TL is set by the component publishing the event
and determines the amount of time that the event remains relevant to the system.

4.2.2 Advertisement Schema

The advertisement schema is used by components to announce its intention of publishing events. It
inherits from the base schema and therefore has all of the attributes declared in it. It also specifies the
following attributes: (i) identifier, (i) event schema, (ii7) context filtering expression and (iv) event
scope.

Identifier is used to identify the publishing component, that is, the source of the event. Fvent
schema is a reference to the event schema being implemented by events published by this component.
Context filtering expression is used to determine the context in which publication of the event should
take place. FEvent scope (defined in Section 4.3) indicates the scope of the published event.

A component’s advertisements are identified by the event schema. Any advertisement can be
updated by the component by publishing an advertisement event matching the same event schema
with different context filtering expressions or event scope.

4.2.3 Subscription Schema

The subscription schema is used by components to announce its interest in a specific event schema.
It also inherits from the base schema and therefore has all of the attributes declared in it. The
subscription schema also specifies the following attributes: () identifier, (i) event schema, (%ii) content
filtering expression and (iv) context filtering expression and (v) subscription scope.

Identifier is used to identify the subscribing component, that is, the component that should notified
of an event implementing the given event schema. Event schema is a reference to the event schema of
interest for this subscriber. Content filtering expression is used to filter events based on the values of its
attributes. Context filtering expression is used to filter events based on the context of the environment
in which the subscription is defined. An event is only delivered to a subscribing component if both the
content filtering expression and the context filtering expression evaluate to true. Subscription scope
(defined in Section 4.3) indicates the desired scope of the subscription.



4.2.4 Context Schema

The context schema is used as the base schema for events carrying context information. It inherits
from the base schema and adds the following attribute: (i) context identifier.

Context identifier refers to the type of context the event is being used to propagate. It should refer
to a unique identifier within the context model and properly identify which context value or structure
the information contained in the event relates to.

4.3 Event and Subscription Scope

The notion of event and subscription scoping refers to a form of event privacy control. Grouping
components into environments allows publishers and subscribers to control their publication and sub-
scription range in various ways. An event scope limits the reach of a published event. A subscription
scope limits the set of valid publishers in a subscription.

An event can be allowed to be consumed only by a publisher’s sibling components, only by outside
components or by both. A local scope limits the event range to sibling components within the same
environment as the publisher. A nonlocal scope limits the event to outside components only. An any
scope allows an event to reach sibling components within the same environment as the publisher as
well as outside components.

Similarly, a subscriber is able to specify if it is interested in events originating from within the
environment, from outside the environment or from both. A local scope refers to events originating
from sibling components within the same environment as the subscriber. A nonlocal scope refers to
events originating from components outside the subscriber’s environment. An any scope refers to
events originating both from inside and outside the subscriber’s environment.

4.4 Event Advertisement, Publishing and Subscribing

Before publishing an event, a component must advertise the event to the system. Advertisement is
accomplished by publishing an event that implements the advertisement schema. The advertisement
schema provides all the necessary information to identify a component, the event schema, the context
filter and the event scope. An advertisement can be removed by publishing an unadvertisement event
for the desired event schema.

Once an event schema has been advertised, the component can publish the event. An event will
only be published if the context parameter specified in the advertisement event matches the state
of the environment when the publish request is made.

A component wishing to be notified of events of type schemag advertised in the system must
subscribe publishing a subscription event matching the event schema schemag. A subscription can be
cancelled by publishing an unsubscribe event.

4.5 Contextual Environment

A context environment is a logic region used to set bounds to an instance of the context model. All
of the components inside the same environment share the same context parameters and values. A
component can be part of more than one environment at a time. Subscription and advertisement
of events are submitted to a particular environment. If a component belongs to more than one
environment its subscription and advertisements are distinct between environments. For example, if a
component belongs to both environment ENV; and ENV; and subscribes to event e4 in environment
ENV; and ep in ENVs, it will not be notified of an event e4 published in ENV5.

Any event that affects the values of context parameters in an environment will also affect the
components contained inside the environment. Context filtering in both event advertisement and
subscription is based on the context parameters of the environment of which the component is part.
An event will only be published if the context filter expression specified in the advertisement matches
the context parameters of the environment. In the case that the event being published represents a
context change in an environment, updating of the environment context parameters takes precedence
over context filter expression evaluation. Similarly, an event will only be delivered to a component if
the context filter expression specified in the subscription matches the context of the environment.
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4.6 Adaptive Components

An adaptive component is a self-contained software entity that provides all of the necessary modules
to accomplish some specific task or function. Any internal communication between a component’s
modules are handled by the modules themselves and not through system events.

A component can be both a publisher and a subscriber concurrently. Components are the only
system entity that is able to publish or subscribe to events, in other words, there is no entity that is
capable of generating or subscribing to events other than a component.

All context sources in the system are components. A component that is a context source should
encapsulate all of the necessary modules to capture and process the context information. Context
information is then disseminated through an event implementing a pre-defined event schema that
corresponds to the context being captured.

All context sinks in the system are components. A component that is a context sink subscribes
to the event schema corresponding to the context information it requires. Not all components are
context aware, and not all context-aware components are context sources or sinks. This distinction is
relevant since a component can still be context aware, i.e. adapt its behaviour to the current context
state, without the need of keeping track of the context information.

Context awareness is accomplished transparently and autonomically through the use of context
filters in publications and subscriptions. An event will either be published by the system or delivered
to a given component if and only if the context filtering expression matches the context of the envi-
ronment. This simple rule allows a component to associate different behaviours with notification of
different events. A component can achieve behaviour adaptation by controlling under which context
it is notified of an event.

Adaptation of the publication of events is also easily accomplished. A component specifies a
context filtering expression with the advertisement of an event publication. Upon receiving the pub-
lication request from the component, the system will evaluate the context filtering expression against
the current context of the environment. If the context matches, the event will be published to all
subscribing components. A component can achieve publication adaptation by controlling under which
context its events will be published.

Such approach removes the burden of determining the validity and applicability of the event
notification or publication from the component and places it on the system. A component is no longer
in need of providing its own copy of the context model or contacting an external context database.
It is also not required to keep track of any context changes in the environment. With context aware
adaptation being part of the publish-subscribe scheme in the form of context filtering expressions, a
component is effectively a collection of behaviours that are combined to provide a specific functionality.
All of the application logic is contained inside the component and clearly differentiated from context
information.

5 A Proposed Context-Aware Event-Based Architecture

The architecture of the framework is shown in Figure 5. The framework is composed of three different
layers, the context-aware application layer, where custom context-aware components and application
are placed. These components are the publishers and subscribers in an environment. The middleware
layer contains the administrative components responsible for managing advertisements, subscriptions
along with content and context filtering and scoping. The bottom layer refers to the underlying
distributed event-based system used to support our system.

5.1 Context-Aware Application Layer

All different custom components in the system are placed in this layer. A component may relate to an
entire self-contained application or a simple module or service providing some specific functionality.
Components are responsible for all generation and consumption of events in the system.
Components can be either context providers or context consumers. A context provider is a compo-
nent that generates context events and propagates them through the system, either inside or outside

11
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Figure 2: Architecture of the context-aware event-based framework.

the environment. Context consumers are components that use context information in order to provide
behaviour adaptation.

Events without context can also be propagated to environments and components throughout the
system. Components can be classified into plain components and context-aware components.

5.1.1 Plain Components

A component is considered plain if it is completely oblivious to context. In other words, plain com-
ponents do not subscribe to context events or use any form of context filtering in their subscriptions.

Plain components can still be context sources and publish context events. Being able to sense
some type of context, in other words, having knowledge of some type of context is not sufficient to
characterize context awareness. Both knowledge and adaptation are required for a component to be
considered context-aware.

5.1.2 Context-Aware Components

A component is considered context-aware if and only if it has knowledge of some type of context and
if it is able to change its behaviour according to changes in said context. A context-aware component
doesn’t necessarily need to receive context information by subscribing to context events. Knowledge
of context can be expressed through context filters in its subscription. Behaviour adaptation follows
from specifying under which circumstances it is to be notified of a specific event.

This approach guarantees that a component is aware of some type of context and that changes
to this type of context may affect its behaviour. Any component that uses context filters in its
subscriptions is considered context-aware.

5.2 Environment Middleware Layer

The environment middleware layer contains many different administrative components that are used
to enable advertisement, publication and subscription to take place in the system. It is also responsible
for context filtering and event and subscription scoping as well as communication with other peers or
event brokers in a distributed event-based system.
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5.2.1 Environment Manager

The environment manager is the administrative component responsible for keeping track of the state
of context in the environment. It has its own instance of the context model which is updated according
to events published both from inside and outside the environment.

The environment manager is responsible for context disambiguation. It provides the necessary
logic to analyze context events, extract the context information and ensure that the context model
instance is always in a coherent state.

The environment manager is also accessible to components in the context-aware application layer.
This access provides a simple query interface service that can be used by components to access the
context information in a way that is similar to a context knowledge base. The environment manager
is not limited only to the role of a context repository. It can contain other context-related components
such as context interpreters and context reasoning capabilities that are used to extract higher-order
context information from the context model.

5.2.2 Advertisement Manager

The advertisement manager is responsible for handling all context filtering in advertisements from
components in the environment. When a component publishes an event, the advertisement manager
checks if the event has any context information pertaining to the environment. The environment
manager is notified of any context information present in events being published from inside the
environment.

After the context state is updated, the advertisement manager processes the event publication ac-
cording to the parameters specified in the components advertisement of the event. The advertisement
manager checks if the event matches any event schema in the component’s advertisements, and if the
current context state matches the specified context filtering expression. The event is forwarded to the
publishing interface if those conditions hold.

5.2.3 Subscription Manager

The subscription manager is responsible for handling all context filtering in subscriptions from com-
ponents in the environment. It also forwards context information from events originating outside
the environment to the environment manager. Such events may still affect the context state of the
environment and should be considered by the environment manager.

The subscription manager is able to match components with their subscriptions, request context
information from the environment manager, evaluate context filtering expressions and subscription
scope values. An event is delivered to a subscriber if the event schema matches the one specified in
the subscription, and if current environment context state matches the context filtering expression
and if the subscription scope matches the event origin.

5.2.4 Publishing Interface

The publishing interface is an event forwarding component. It handles dissemination of both private
and public events. The publishing interface contains all of the necessary logic to publish an event both
to the environment’s subscribing interface and to any underlying distributed event-based system.
Events are allowed to leave the environment if and only if a publishing component explicitly states
the correct privacy scope in its event advertisement. Whenever a component publishes an event with
a privacy scope of nonlocal or in its advertisement, the publishing component forwards the event to
the underlying distributed event-based system. If a component publishes an event with a privacy
scope of local in its advertisement, the publishing component forwards the event to the environments
subscribing interface. If the advertisement states a privacy scope of any, the event will be forwarded
both to the environment’s subscribing interface and to the underlying distributed event-based system.

5.2.5 Subscribing Interface

The subscribing interface is an event aggregator component. It aggregates both private and public
events directed at the environment. The subscribing interface is responsible for issuing and updating
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Figure 3: Publication of events.

subscriptions to the underlying distributed event-based system.

Outside events are forwarded to an environment if and only if a subscriber component explicitly
states the correct privacy scope in its subscription to an event schema. Whenever a component
subscribes to an event with a subscription scope value of nonlocal or any, the subscribing interface
forwards the event subscription to the underlying distributed event-based system. This allows outside
events to reach the environment.

If, on the other hand, a component publishes an event with privacy scope of either local or any
and there are no components in the environment that subscribe to this event’s schema, the even
is not forwarded to the subscription manager. This limits the number of events the subscription
manager has to process. It is important to note that if this event is a context event, the context
information has already been used in updating the environment manager during the processing done
by the advertisement manager.

5.2.6 Publication and Notification of Events

The framework provides two very specific operations. The first operation relates to internal compo-
nents publishing events through the system. Figure 3 shows the sequence diagram with the process
used in publishing an event. Whenever an event publication takes place in an environment, the
published event is first received by the Advertisement Manager. If the event carries any context in-
formation or update, this data is sent to the Environment Manager in order to update the current
context state. After any context updates have taken place, the Advertisement Manager fetches the
necessary context information from the Environment Manager and processes the advertisement pa-
rameters associated with the published event. If the event is cleared for publication, it is forwarded
to the publishing interface. The publishing interface determines the event scope and notifies the
Subscribing Interface and/or publishes the event to the underlying distributed event-based system.
Figure 4 shows the sequence diagram with the process used in notifying a subscriber of a published
event. The Subscribing Interface is the main entry point for event produced either inside or outside
the environment. After receiving an event, the Subscribing Interface checks if there are any subscrip-
tions associated with the schema of the event being published into the environment. If there are no
subscriptions matching the schema, the event processing is aborted and no other action is taken. If
there are components subscribing to the schema, the event is forwarded to the Subscription Manager.
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5.3 DEBS Layer

The DEBS layer refers to the external distributed event-based system to which this environment is
connected. Such systems can be other distributed event-based middleware systems, which can be
represented by an event broker node, or other environments connected in a peer-to-peer fashion. Such
an approach is very flexible in terms of network layout and control.

6 Evaluation

We plan to evaluate our approach in three ways: (i) framework implementation, (i) application case
studies and (%iz) formal verification of the event model and context-aware publish-subscribe scheme.

We will model and implement a context-aware distributed event-based framework that supports
the new context-aware publish-subscribe scheme enabled by our context-aware event model. This
framework will also implement the functional requirements described in Section 2.1.3, making it a
complete solution for the design and implementation of mobile context-aware applications. We have
conducted a preliminary design of the framework that is based on our proposed context-aware event
model and publish-subscribe scheme (Figure 5). The framework architecture consists of three layers:
the context-aware application layer, the environment middleware layer and the external distributed
event-based layer. The external DEBS layer represents the underlying distributed event-based sys-
tem infrastructure. The environment middleware layer implements our novel context-aware publish-
subscribe scheme, which goes beyond a type-based scheme by providing local context-aware control
over publications and subscriptions of events, decouples context-aware information from application
logic and supports a context-model agnostic approach. The context-aware application layer is where
the context-aware applications interact with the system through our context-aware publish-subscribe
scheme.

The framework will then be used to design and implement various case studies dealing with be-
haviour adaptation in context-aware applications. These case studies will enable us to demonstrate,
explain and verify how changes in context result in changes in behaviour, enabling specific components
to adapt to the context at hand. As part of our case studies we will also conduct a scenario-based
evaluation.

Finally, we will validate our context-aware event model and subsequently our context-aware publish-
subscribe scheme. Validation will be accomplished by extending the distributed event-based system
formalization based on the kell-m process calculus [10, 12]. Many critical applications, such as e-
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health, e-commerce and emergency services, are dependent on events that must happen under specific
contextual circumstances. Such crucial event notification must have a guaranteed delivery to the in-
terested subscribers. In this sense, our proposed validation approach will provide the necessary quality
of service assurance in handling such applications.

7 Preliminary Scenario Based Evaluation

In this section, we provide a scenario-based evaluation [64] of our context-aware distributed event-
based framework by walking through different scenarios and demonstrating how different parts of the
system work together. For our sample use cases, we consider the realm of mobile devices. The various
applications in a mobile device can relate to different components in our distributed event-based
system. Each component has its own function. For example, the Phone component is responsible
for making and receiving calls, the AddressBook component holds the user’s contact information, the
Calendar component holds the user’s schedule and the GPS component is responsible for keeping track
of the user’s location.

Context in mobile devices is very dynamic since these types of devices are constantly with the
user, changing environments according to the user’s actions. Mobile devices are also very constrained
in terms of memory, processing power and may be very inconvenient to use when excessive user input
is required. Processing power and memory constraints encourage the different components to focus
on providing a single functionality instead of being all encompassing applications like some desktop
applications. Context awareness can be achieved simply by providing a clean and effective way to
share information between these different components.

7.1 Use Case: Scheduled Meeting

Suppose in our use case that Alice is in a meeting with her co-workers and only wants to receive calls
from Bob, her boss. Current approaches in smartphones do not allow for easy automation of such
scenario. Alice needs to be aware of her schedule and switching her phone to silent upon entering
a meeting. Even if this is the case, Alice still needs to check any calls she might receive during her
meeting and manually screen the calls from Bob. Such simple adaptation can be easily achieved
through our approach.

The pieces of context that are represented in our scenario are Alice’s status, i.e. wunavailable
when in a meeting and available otherwise, and her relationship with Bob, i.e. calls from her boss are
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Figure 6: Use case sequence diagrams.

important to her. Alice’s smartphone Calendar component is responsible for publishing events relating
to her status whenever there’s a change in her schedule. By creating the following subscription,
the Phone component can be made aware of Alice’s status and adapt its behaviour to ring only
if she is available, subscription(IncomingCall, Status=‘available’, scope="local’). If Alice’s status is
unavailable then the subscription to incoming calls is not valid and the IncomingCall event will not be
propagated to the Phone component. When Alice’s status is available then the subscription is valid
and the IncomingCall event gets propagated. In the case of allowing Bob’s call to go through, another
subscription subscription(IncomingCall, Caller=‘Bob’) can be appended. If either of the subscriptions
is valid the event will be propagated to the Phone component. As a result, even if Alice’s status is
unavailable then she can still receive Bob’s call. Figure 6(a) shows the sequence diagram for this use
case.

7.2 Use Case: Context-Aware Calls

Suppose now that Alice doesn’t want her teenage daughter Clara to use her cell phone at home.
Currently there’s no simple way to guarantee such functionality other than by taking the device
away from Clara. With our approach it becomes a matter of having the correct subscriptions and
publication expressions.

Clara’s current location is provided by the GPS component in her cell phone. Whenever Clara’s
location changes, the GPS component publishes a LocationChange event that results in the Context
Broker updating the context knowledge base for this environment. By using the following adver-
tisement expression in the Phone component advertisement(OutgoingCall, Location!=‘home’) we can
prevent Clara from making outgoing calls when at home. If the Phone component publishes an Out-
goingCall event the Context Broker checks its current location and validates the context state of the
mobile device. If the location is different from home then the OutgoingCall event gets propagated
to the service provider, requesting a connection to the target phone. If the location is home, this
event publication is not propagated and the outgoing call connection will not be requested. Similarly,
by adding the subscription subscription(IncomingCall, Location!=‘home’) we can prevent Clara from
receiving incoming calls while at home. Figure 7.2 shows the sequence diagram for this use case.

7.3 Discussion

In previous sections we have presented the primary building blocks of an adaptive context-aware
distributed event-based framework. Our insights with scenario-based evaluation have unveiled three

17



design issues, which are discussed next.

A. Context availability. As discussed in the use case described in Section 6(a), the first design
concern is related to context availability. In current context-aware approaches, a component must
have access to a context source that provides the information it requires in order to adapt its be-
haviour to the user’s context. In other words, Alice’s Phone component is required to have access
to context information being provided by Alice’s Calendar component. A proposed solution using
current context-aware frameworks would require the Phone component to search for a schedule con-
text provider and register with it to receive updates to Alice’s schedule. This component would be
Alice’s Calendar component. The Calendar component would contact the Phone component when-
ever a change in Alice’s schedule takes place. Alice’s Phone component would be required to deal
with said context information on the source code level, that is a hardcoded solution. This affects
the overall design and implementation of the Phone component. It is now required to keep track of
schedule changes, which is not it’s intended purpose. Whenever the Phone component receives a call
notification, it is then required first check if it’s stored status allows it to ring.

B. Incremental Context-Aware Publications and Subscriptions. A second design concern relates
to extending context-aware publications and subscriptions. As seen in Section 6(a), Alice’s Phone
component should not be dependent only on Alice’s status, but also depend on the callers identity.
Alice’s Contacts components holds all the information relating to the people close to Alice and their
relationship with her. If Alice’s status is unavailable the Phone component is required to check if
the caller is allowed to go through. In order for Bob’s call go through, the Phone component has to
access Alice’s Contacts component. This once again requires changes to the Phone component and
adds extra functionality that does not relate to the Phone component’s main objective of placing
and receiving calls. Such hardcoded solution is in clear contrast with the straightforward approach
provided by our context-aware publish subscribe scheme.

C. Local versus Foreign Contert. A third design concern relates to local versus foreign context
information. The use case described in Section 7.2 shows a clear example of using local context in
publications and subscriptions. Current context-aware publish subscribe approaches limit the use of
context only for entities foreign to the publisher or subscriber. In Clara’s case it would be required to
modify the Phone components of all those who call her in order to enforce the location restrictions. A
Phone component calling Clara would be required to specify that the Phone component receiving the
call event would only be notified of the event if its location is different from Clara’s home. Similarly, a
Phone component receiving a call event from Clara’s Phone component would be required to specify
that the location of the event publisher be different from Clara’s home. Through this example it is
clear that Clara’s Phone component has no control over its behaviour of placing, accepting or rejecting
a call events. It is entirely dependent on external components and their knowledge of a foreign entity’s
context.

8 Conclusion

In this research proposal we have claimed that distributed event-based models and approaches should
use context as a first class element, where the local context of its components should be taken into
consideration in publications and subscriptions of events. To this end, we aim at introducing a context-
aware event model and a new publish-subscribe scheme. In addition we plan to define a context-aware
distributed event-based framework that provides support for mobile context-aware user interactions
through real time subscription and publication behaviour adaptation. We have also discussed the
utility of our proposed research through a scenario-based evaluation.

Further, we are working on designing and implementing an object-oriented version of the proposed
framework. We will also work on the formalization of our models to be able to support the verifica-
tion of critical context-aware applications based on the our proposed context-aware publish-subscribe
scheme. Overall, we believe that an approach that combines context and distributed events and sup-
ports a publish-subscribe scheme that is affected by local context will contribute to further research
exploration in mobile and context-aware systems.
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