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Abstract

In this paper, we propose several deadlock-free protocols for implement-
ing the generalized alternative construct, where a process non-deterministically
chooses between sending or receiving among various synchronous channels. We
consider general many-to-many channels and examine in detail the special case
of fan (many-to-one and one-to-many) channels, which are common and can
be implemented much more efficiently. We propose a protocol that achieves an
optimal number of message cycles per user-level communication, significantly
improving on previous results. We propose several other “less aggressive” pro-
tocols, which may be more suitable for some applications and networks, and
demonstrate how to adaptively switch between them and modify protocol pa-
rameters. Finally, we show how to maintain dynamic membership of channels,
while avoiding race conditions that would prevent garbage collection of pro-
cesses.

1 Introduction

CSP (Communicating Sequential Processes) [13, 14] initiated the area of distributed-
memory concurrent programming, which is now a large area of research. Many of the
ideas have been incorporated into a variety of concurrent-programming languages,
including Concurrent ML [18], Facile [12], Fortran-M [8], and occam [21]. Common
to these languages are two main concepts, synchronous communication over channels
and non-deterministic choice, that provide a powerful message-passing abstraction.

Briefly, message passing is provided by basic send and receive primitives. They
are synchronous in that the sender [receiver] waits for a matching receive [send] be-
fore continuing. The destination/source that is passed into the send/receive primi-
tive is specified by a channel. A one-to-one channel is a uni-directional connection
between two processes. Channels effectively correspond to the port abstraction (i.e.,
one of several message queues on a particular process), but are much more convenient
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Figure 1: A many-to-many channel. Attempting to send on a channel will block
until one of the receivers attempts to receive a message from the channel, and vice
versa. When there are multiple willing senders and/or receivers, the behavior is

non-deterministic, although we draw it as a queue here.

to program with. Many-to-many channels generalize to allow multiple senders and
receivers (Figure 1); any send and receive operations on the same channel “match.”
An important primitive is the non-deterministic choice, originating from sequential
languages proposed by Dijkstra [7], which does one out of a list of sends and receives,
whichever can complete first by having a matching receive/send.

In this paper, we examine protocols for the efficient implementation of general
non-deterministic communication over synchronous channels. This problem is typ-
ically ignored by either disallowing distributed systems (e.g., Concurrent ML [18]
and Facile [12]) or restricting the non-deterministic-choice construct to allow only
receives (e.g., Fortran-M [8] and occam [21]). We clearly do not want to restrict our-
selves to sequential systems, since concurrent programs often have a large amount
of parallelism that should be exploited using a distributed system. (For this reason,
people often use the term “parallel languages” for concurrent languages.)

The so-called “generalized alternative construct,” that is, one that supports both
send and receive operations, is also important. Hoare [13] noted this as an important
feature when he first proposed CSP, because it is useful for describing some appli-
cations (e.g., bounded buffers and interleaved conversations [3]) and removes the
asymmetry between sends and receives. While the generalization is not known to
be required for any applications, it greatly simplifies programming. We believe that
the construct is in fact as general as needed, since it can easily be used to implement
such high-level communication operations as Reppy’s higher-order concurrency [18].

Unfortunately, it is difficult to support send operations in a non-deterministic-
choice construct. Silberschatz [22] and Van de Snepscheut [23] examined cases where
the construct is easy to implement if only certain processes use it. Inefficient imple-
mentations of the general construct include those that use global information (e.g.,
a central coordinator) [19], require an unbounded amount of time [9], or use an
unbounded amount of communication [2, 20]. An overview of these techniques can
be found in [4].

Buckley and Silberschatz [4] were the first to propose a protocol that avoids all
three of the inefficiencies above. Bagrodia [1] later proposed a protocol that uses
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fewer messages. Unfortunately, both protocols are prone to deadlock for cyclic com-
munication patterns [16]. Bornat and Knabe independently discovered deadlock-
free protocols. Bornat [3] implements the generalized alternative construct using a
receive-only construct supporting one-to-one channels. His protocol requires six con-
trol messages per user-level communication, whereas our deadlock-free simple pro-
tocol (Section 2.4) uses only three for one-to-one channels. Knabe’s approach [15] is
more similar to ours in that he uses asynchronous (buffered) messages to implement
the (synchronous) generalized alternative construct for many-to-many channels. His
protocol requires six or seven control messages in the general case, and creates an
extra process for each channel, although he avoids multicasting, which is present in
some of our approaches.

In the development of our protocols, we focused on efficiency, that is, reducing
the number of messages and message cycles. While our deadlock-free simple protocol
(Section 2.4) is similar to Knabe’s approach [15], we improve on it significantly with
the deadlock-free fast protocol (Section 2.6). We also show how to construct a “mega
protocol” that adaptively switches between protocols and adjusts performance pa-
rameters (Section 3). In Section 4, we show how to maintain the membership of a
channel without race conditions. Finally, we conclude in Section 5.

2 Protocols

In this section, we present four protocols to support processes that each attempt
multiple send and receive operations over synchronous uni-directional channels and
complete exactly one operation, whichever is ready first, breaking ties arbitrarily.
Section 2.1 discusses a special class of channels called fan channels, which is what
most of our protocols consider. In Section 2.2, we describe the general framework
that our protocols are based on. Sections 2.3 and 2.4 discuss basic deadlock-prone
and deadlock-free protocols, respectively. Corresponding “fast” protocols are pre-
sented in Sections 2.5 and 2.6. Finally, we demonstrate the interoperability of our
protocols in Section 2.7.

2.1 Fan Channels

While several concurrent languages (e.g., Concurrent ML [18] and Facile [12]) sup-
port many-to-many channels, we will focus on implementing one-to-many and many-
to-one channels, which together constitute what we call fan channels. In prin-
ciple, many-to-many channels can also be implemented using our protocols (see
Sections 2.4 and 2.5), but they will be inefficient, as is any distributed protocol
implementing them. In addition, we feel that fan channels capture the most use-
ful properties of many-to-many channels, and have no trouble restricting ourselves
to them in practice. Finally, many-to-many channels can be implemented using a
many-to-one channel, a one-to-many channel, and a process in between (Figure 2).
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Figure 2: Building a many-to-many channel using fan channels.

As far as we know, we are the only ones to have looked at the intermediate
restriction of fan channels; most restrict their attention to one-to-one channels.
This is unfortunate, since fan channels can be implemented with the same efficiency
(for “less aggressive” protocols such as the one described in Section 2.3). The basic
property that allows an implementation to be more efficient than many-to-many
channels is the notion of a single owner involved in all communications, that is,
the unique sender [receiver| of a one-to-many [many-to-one| channel. We will call
processes on the other end of the channel members. By convention, we represent
one-to-one channels as many-to-one, that is, choose the owner to be the unique
receiver.

2.2 General Framework

All of our protocols can be described as special cases or slight modifications of
a general algorithm called Comm. Comm non-deterministically chooses exactly one
element from a set C of synchronous communications (sends and receives). It negoti-
ates this by sending asynchronous (buffered) messages over a reliable communication
subsystem. Hence, Comm has the ability to send a message to a specified process
or receive a message from an arbitrary process, but has to provide the channel ab-
straction itself. We shall first present an overview of the protocol used by Comm,
and later give a formal description.

Comm uses three kinds of control messages to negotiate communication. The
first, called notify, informs the recipient of willingness to communicate over the
channel. In response, a process may send a request message, which signifies that
it is committed to determining whether the communication will succeed (what we
call “half-committed”). In response to this, a process can send a cancel or another
request message. A cancel message causes the recipient to remove itself from its
half-commitment and forget the corresponding notify. A second request message
implies full commitment, causing user-level communication.

Comm is parameterized by a set Z = Z(C) C C that specifies the process’s
initiative. In other words, it lists each ¢ € C that the process is aggressive on, and
will send initial notify messages about.

Before we describe Comm in detail, let us give some terminology. Each ¢ € C has
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a corresponding channel, denoted channel(c). Each control message m has two fields
(other than its type, notify, request, or cancel). The first, denoted channel(m), is the
channel that m refers to. The second, denoted sender(m), is the name of the process
that sent m. We say that m matches a communication ¢ € C if channel(m) =
channel(c). Finally, we say that m matches another message m’ if channel(m) =
channel(m') and sender(m) = sender(m’).

Then Comm works as follows:

1. Set the level £ of commitment to 0.

2. For each ¢ € 7, send a notify message m with channel(m) = channel(c) to
processes on the other end of channel(c).

3. While ¢ < 1:

(a) If £ = 0 and there is a request message m matching some ¢ € C, send a
request message to sender(m), ¢* < ¢, m* < m, and £ + 1.

(b) If £ = 0 and there is a notify message m matching some ¢ € C, send a
request message to sender(m), ¢* < ¢, m* < m, and £ + %

(c) If £= 1 and there is a request message m matching m*, £ + 1.

(d) Remove any messages m just matched in the steps above from the lists
they were found in.

e) If £ < 1, receive a control message m and process it as follows:
) g p

i. If m is a notify or request message, add it to the list of messages of
that type (such lists are persistent between calls to Comm).

ii. If m is a cancel message, remove the corresponding notify message

from its list. Furthermore, if £ = % and m matches m*, £ « 0.

4. For each ¢ € 7 — {c*}, send a cancel message m with channel(m) = channel(c)
(similar to Step 2).

5. Send a cancel message for ¢* except to sender(m*).

6. Execute ¢* (either send a user-level message or wait for one to arrive).

To simplify the description of Comm, we have omitted details of sequencing. For
each channel z, a process maintains the number of notify messages m it has sent with
channel(m) = 2. This value is appended to each notify message m, channel(m) = z,
and any request message responding to m includes a copy of the value. Hence, Comm
can recognize out-of-date request messages, which it can simply discard because a
cancel message has already been sent and will be considered a reply.

Note that Comm can be called in between arbitrarily long computation blocks
without slowing down other processes, since every notify message sent in a call to
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Figure 3: The successful and unsuccessful scenarios in the simple protocol for a
many-to-one channel. HC, C, and DC stand for half-commit, commit, and decom-
mit, respectively.

Comm is later cancelled or requested in the same call to Comm. This means that
any request messages that arrive after that call will effectively be responded to even
though the process is computing.

2.3 Simple Protocol

The simple protocol is described exactly by Comm, where a channel z € 7 if and
only if the process is a member of z, i.e., it is not the owner of z. In this case,
control messages (except cancels) between two processes about a particular channel
are exchanged sequentially (Figure 3). The main advantage of the simple protocol
is that notify messages are only sent to one process (the owner) per channel.

The simple protocol is somewhat slow, requiring three control messages for each
user-level (synchronous) communication. The sender can piggyback the user-level
message onto its request message, resulting in three message cycles per user-level
communication, or 3 MC/UC. For one-to-many channels, this can waste network
resources, since the process is only half-committed when it piggybacks. If we are
not willing to take this risk, we need an extra message cycle to send the user-level
message, resulting in 4 MC/UC. We use the MC/UC measurement because startup
overhead and propagation delay typically dominate message-passing time, especially
for small (e.g., control) messages.

2.4 Deadlock-Free Simple Protocol

The simple protocol described in the previous section is prone to deadlock for cyclic
communication patterns. For example, consider n one-to-one channels connecting
n processes in a circle, and suppose each process non-deterministically either sends
a message to its clockwise neighbor or receives a message from its counter-clockwise
neighbor (Figure 4). Each process will first send a notify message to its clockwise
neighbor (Figure 4(a)), receive a notify message from its counter-clockwise neighbor,
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request

Figure 4: Deadlock scenario for the simple protocol. The notify messages in (a)
cause half-commitment and request messages in (b). The request messages must be
ignored because of the half-commitment.

and send a request message to its counter-clockwise neighbor (Figure 4(b)). At this
point, every process will be half-committed to receiving, and so must ignore the
request message, resulting in deadlock.

One way to make the simple protocol deadlock-free is to prevent deadlock com-
pletely (deadlock prevention). To do this, we must first realize that Comm-based
protocols can be run in the “reverse direction.” The reverse of a protocol corre-
sponds to complementing the set Z. Hence, in the reverse-simple protocol, owners
send a notify message to every member of the channel (unfortunately, this must be
done with a reliable multicast operation). If the owner chooses to communicate on
another channel, it multicasts a cancel message.

We can combine both protocols to achieve a deadlock-free version of the simple
protocol. Basically, a process p uses the simple protocol on processes < p (according
to some total order of processes), and uses the reverse-simple protocol for other
processes. That is, owners notify lesser processes, and members notify the owner
if it is lesser. This can be generalized to many-to-many channels by saying that
processes notify all lesser ones on the other end of the channel. This combination
disallows cycles of notify messages and hence prevents deadlock.

In Section 2.6, we discuss a technique for recovering from deadlock after it is
believed to have occurred. This technique can in fact be used with the simple
protocol, and may be more efficient (depending on the application) since it avoids
multicasting.

2.5 Fast Protocol

In the previous section, we saw how to combine the simple protocol and the reverse-
simple protocol “mutually exclusively,” in that each protocol handles transactions
between a set of process pairs, and these two sets are disjoint. If we allow deadlock,
we can in fact run both protocols simultaneously. In terms of Comm, we simply
choose T =C.
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Figure b: The successful and unsuccessful scenarios in the fast protocol.

Although this protocol, which we call the fast protocol, has twice as much message
volume in the worst case, only 2 MC/UC are required for the control messages
(Figure 5). This is clearly optimal for synchronous message-passing. If we choose
not to piggyback the message onto the sender’s request message, 3 MC/UC are
needed.

We have described the fast protocol in a way that assumes nothing about the
channel types, so it can in fact be used to implement communication over many-to-
many channels.

2.6 Deadlock-Free Fast Protocol

As with the simple protocol, the fast protocol is subject to deadlock for cyclic
communication patterns. We cannot use the same deadlock-prevention technique,
however, since the reverse of the fast protocol is just the fast protocol itself (that is,
it is symmetric), and hence it makes no sense to combine them. We instead adopt
a deadlock-avoidance scheme, which is based on a timer.

When a certain amount of time passes in which process p receives no control
messages, and p is half-committed, then p suspects that deadlock has occurred. In
this case, p sends a relief message to processes that are half-committed to it (that is,
p has received request messages from them). A relief message m relieves a process
from its half-commitment to sender(m), causing it to half-commit or commit to a
different alternative, if one exists; if not, the process is clearly not part of a deadlock,
and simply repeats its request message. It should be obvious how to modify Comm
to implement this idea; we simply set a timeout on receiving control messages in
Step 3(e) (after which we send relief messages), and add a case for relief messages
as Step 3(e)(iii).

A process suspecting deadlock cannot send relief messages to every process half-
committed to it, because this can simply reverse the cyclic dependence, resulting
in another deadlock. Repeating this procedure leads to a livelock. To solve this,
processes only send relief messages to lesser processes (according to the total order).
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Protocol Successful Unsuccessful
Cycles | Messages | Cycles | Messages
Simple 4 4 2 3
Simple + piggybacking 3 3 2 3
Fast 3 2m+ 3 2 2m + 2
Fast 4+ piggybacking 2 2m 4+ 2 2 2m 4+ 2

Table 1: Summary of our protocols. im + j denotes i multicast and j unicast mes-
sages.

This ensures that at least one process in the cycle will not be relieved, but at least
one will, so the deadlock will be resolved. Assuming that the timeout is sufficiently
long, a deadlock will result in only one set of relief messages, which is a small cost
for resolving the unlikely event of deadlock.

2.7 Interoperability

One property of Comm is that Z can be chosen arbitrarily at each process, as long
as at least one side of each potentially communicating process-pair sends a notify
message. As a result, the simple and fast protocols are clearly interoperable, since
they are both special cases of Comm. A process can also choose which protocol to
use on a per-channel basis.

One way to switch between the two protocols is for the owner to have “control”
over the protocol that is used. By default, everyone uses the simple protocol for that
channel. If the owner decides to change to the fast protocol (e.g., the programmer
issues a “hint”), then it can start sending notify messages. Comm specifies that
members respond, so the entire channel has effectively switched to the fast protocol
until the owner switches back and stops sending notify messages. So in fact we can
notify only certain members, resulting in a “partial fast” protocol; we will examine
this more in Section 3.1.

As noted in Section 2.4, we can use the deadlock-avoidance technique from the
previous section with both the simple and fast protocols. Using reasoning similar to
the above, these two protocols can be mixed. We can also mix with deadlock-prone
techniques by viewing them as having a timeout of co (of course, deadlock freedom
is not guaranteed).

In conclusion, the protocols we have discussed are all related and interoperable.
They are summarized in Table 1.

3 Adaptive Extensions

If we want a protocol that uses fewer message cycles than the simple protocol,
multicasting is necessary. This may or may not improve the communication speed,
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depending on the application. In this section, we will see how to adaptively choose
between the two deadlock-avoidance protocols, as well as computing user-specifiable
options.

It will become clear that we need experimentation to evaluate the effectiveness
of the various schemes, depending on the application and network. The main point
of this section is that there are several methods available for protocol adaptation.

3.1 Simple-Fast Protocol Switch

As in Section 2.7, we adopt the idea that the owner of each channel decides the
protocol to be used on that channel. We essentially want to determine whether it
is worthwhile for the owner to send the extra notify messages for a channel c.

One way to measure this is as follows: each time the owner has the possibility
of communicating on ¢, make note whether it actually communicates on c. If in the
last k trials, communication is often successful, then it seems to make sense for the
owner to send extra notify messages to speed up this process. On the other hand, if
most communications are unsuccessful, it is pointless to send extra notify messages
for c.

The exact cut-off point « in this binary approach can be specified by the user.
However, it is unlikely to capture the fact that, if c has many members, it is expensive
to multicast extra notify messages. If we mainly receive messages from a small subset
of the members, it may make sense to send notify messages only to them.

One way to solve this is by sending a notify message with a certain probability.
That is, for each member, we flip a pseudo-random coin with a certain weight, and if
it comes up tails, we send a notify message to that member. If the owner determines
that the probability of successfully communicating with a particular member 7 is p;
(via a discrete analysis), then it sends a notify message to ¢ with probability f(p;).
For example, f could be a linear function, that is, f(p) = max(1, Bp) for some 3.

Note that the sum of the p;’s is the probability p. of successfully receiving on
channel c. Hence, this probabilistic approach is related to the binary one. In partic-
ular, we could choose f = [p. — ] to exactly mimic the binary approach, or choose
f(p) = [p — a] to apply the binary approach on a per-member basis.

3.2 Piggybacking Toggle

Another question is when we should piggyback the user’s message on the first request
message. Basically, we do not want to append a user message that will not be used.

We can employ a simple binary scheme as follows. A sender (the owner for
one-to-many channels, a member for many-to-one channels) makes note of the last
k first request messages it sent for channel ¢, and whether it succeeded (second
request message) or was rejected (cancel message). The sender can hence estimate
the probability of a request message for ¢ being accepted. If this is sufficiently high,
and the message is not too large, the user message should be piggybacked onto the
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request message. On the other hand, if the probability is low, or the message is
large, it is too costly to piggyback.

Owners of one-to-many channels can keep track of the probability on a per-
member basis. This allows some members to accept messages frequently even if
others do not. Note that it makes sense to send a request message to the process
that has the highest probability of accepting, if multiple notify messages accumulate
during computation.

We can generalize this idea to a probabilistic scheme as in the previous section.
Let p denote the probability that a first request message will be accepted by a
particular process under consideration (that is, we are about to send a first request
message to that process). Then we piggyback the user’s message with probability

9(p)-

3.3 Deadlock Timeout

It also seems useful to adaptively compute the deadlock-timeout value. If it is too
small, processes will falsely predict deadlocks; for example, if we timeout before
a control message could actually travel over the network, we will constantly think
that deadlock has occurred. To avoid this, we can multiply the timeout value by
a constant k > 1 whenever a timeout occurs. This exponential growth will quickly
leave this situation.

However, the occasional deadlock causes the timeout value to grow and deadlock
detection to worsen. For long-running applications, the timeout value will quickly
approach infinity (since it follows an exponential growth). To avoid this, we multiply
the value by a constant m < 1 whenever we successfully complete a user-level
communication, providing an exponential decay. Since deadlock is sufficiently rare,
this should inhibit any major growth past the cutoff point between too short and
too long a timeout value.

One could argue that once we have grown to a sufficiently large value, we can
stop the adaptive extension and leave the timeout value fixed. However, this fails
to take into account variable network delays. Assuming an appropriate choice of
m, the exponential decay should also be slow enough, so we should rarely make the
timeout value too small and need to increase it by k.

3.4 Exploiting Common Concurrency Structures

It is important to examine what programmers actually do with channels, to aid in
the optimization of the protocols. One common structure is to have a server process
that constantly non-deterministically either receives a request (on a many-to-one
channel) or sends a reply for a completed operation (if any exist). A call to Comm
sends a round of notify messages for the reply channels, and if the server chooses to
receive a request, it also sends a round of cancel messages. It may be possible to
specify that the server will almost always be executing algorithm Comm, and hence
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will be responsive to control messages. In this case, we can often avoid the round
of cancel messages and shortly after repeating a round of notify messages. In other
words, processes will know that they can always send request messages on reply
channels, even though the server frequently succeeds in communications.

If we are not careful how we implement this idea, members will half-commit to
request messages and block arbitrarily long periods of time (up to the amount of
computation the server does). It may be worthwhile to split the server into two
threads, which handle control messages and computation respectively, to ensure
responsiveness to control messages. This doubling of the number of threads may
be too expensive, depending on the system being used. An alternative is available
for message-passing systems such as PVM 3.4 [11], where we can interrupt the
computation to deal with each control message.

Another common structure is a devoted send or receive, that is, a send to or re-
ceive from a single process, executed without other choices. While non-deterministic
choice is a powerful construct, it is not always needed. For example, suppose we have
the following master-slave model. Slaves repeatedly receive jobs from the master and
send their results back to the master, both of which are devoted.

Devoted communication can be exploited as follows. Suppose that member p is
guaranteed not to decide to do something else. Then p can state this in the notify
message, which will persist at the other end until it is used. If p is sending, the
message can be appended to the notify message. Otherwise, the message can be
appended to the request message that follows, which signifies a full commit. Hence,
we achieve the optimal 2 MC/UC without excess piggybacking.

The user may specify a hint or an adaptive extension may determine that the
members (e.g., slaves) are often devoted. In this case, it may not be necessary for
the owner (e.g., master) to send the extra notify messages, even if other adaptive
extensions say that the fast protocol is useful.

Devoted communications are also useful for the deadlock-avoidance scheme. Ba-
sically, processes do not have to send relief messages to processes that are devoted.
In fact, it makes sense to choose devoted communications over others to avoid dead-
lock. In this sense, devoted communications tend to get higher priority, since they
are more efficient.

4 Dynamic Membership

In this section, we consider the following dynamic problem: a process can send the
name of a channel it owns to another process, the recipient can send this name to
another process, and so on. The owner must maintain a list of all processes that
hold the name of the channel, except itself (that is, the list of members). The list
must be non-empty if and only if a process will hold the name at some time in the
future, assuming the owner does not send the name to any more processes. This
property can be used to detect whether, during a call to Comm, there will be any
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processes willing to communicate on a channel. Detecting this is important for
garbage collection of processes [5, 6], where we want to detect when a process has
lost all connections to other processes and is waiting to communicate, in which case
it can be discarded. A preliminary version of this section appeared in [6].

When a member discards the name of a channel, it sends a remove message to
the owner. However, add messages are not as simple.

Suppose that members only send add messages immediately upon receiving a
new channel name. Then the following scenario leads to an unfortunate situation:
the sole member of the channel sends the channel’s name to another process, and
immediately deletes its copy. This will cause a remove message to be sent, which
will likely arrive before the add message. Thus, for a period of time, the owner
believes that there are no members, even though there will be a member soon.

A similar race condition occurs if only the sender issues add messages, allowing
arbitrary network delays®. Hence, both the sender and the receiver need to send add
messages in such a way that the second-received one is ignored. This will remove
any possible race conditions.

The owner cannot simply maintain a list of first-received add messages, and
remove one from the list when it receives the second add message with the same
source and destination. This would not work if a process sent a channel name
to another process twice in a row (simply suppose that the sender’s add messages
both arrived at the owner before the other add messages, and we can arrive at race
conditions similar to those above).

To solve this, we split add messages into send-side and receive-side add messages,
sent by the sender and receiver of a channel name, respectively. Several send-side
[receive-side] add messages with the same source and destination may accumulate
in the list, and are individually removed by matching receive-side [send-side] add
messages.

We have used this membership protocol in two implementations of higher-order
concurrency [17], on top of Java [5] and PVM [6]. In the latter implementation,
we exploited the following fact: the membership protocol can be modified to allow
processes to “pack” channel names into a buffer, and have this buffer travel through
several processes before it is unpacked. This is achieved by storing the original
sender and receiver with the channel name, which is used in the receive-side add
message, sent during the unpacking phase.

!Note that we will assume, for any two processes p and g, the messages from p to g are delivered
reliably in the order they were sent. This corresponds exactly to the quality-of-service that PVM [10]
provides.
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5 Conclusion

In this paper, we have presented several efficient deadlock-free protocols to im-
plement the generalized alternative construct over synchronous channels. We found
that fan (many-to-one and one-to-many) channels allow much higher efficiency than
general many-to-many channels. In particular, the dynamic membership problem
has an efficient solution, while avoiding a race condition, thereby allowing garbage
collection of processes. The adaptive extensions allow effective choice between our
protocols and selection of protocol parameters.

The simple protocol and dynamic-membership protocol were used in two imple-
mentations of higher-order concurrency [5, 6]. In the future, we plan to implement
the other protocols and evaluate their relative performance. In particular, we are
interested in how well the suggested adaptive methods work for various applications
and networks.
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